Containers ( CTAIN )

**Giới hạn**

* **Thời gian:** 5.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

We are given n containers, where 1 <= n <= 4. At the beginning all of them are full of water. The liter capacity of the i -th container is a natural number o isatisfying inequalities 1 <= o i<= 49.   
Three kinds of moves can be made:

1. Pouring the whole content of one container into another. This move can be made unless there is too little room in the second container.
2. Filling up one container with part of the water from another one.
3. Pouring away the whole content of one container into a drain.

Task

Write a program that for each test case:

* Reads the number of containers n , the capacity of each container and the requested final amount of water in each container.
* Verifies, whether there exist a series of moves which leads to the requested final situation, and if there is one, the program computes the minimal number of moves leading to the requested situation,
* Writes the result. The result should be the minimal number of moves leading to the requested final situation, or one word "NO" if there is no such a sequence of moves.

Input

One integer in the first line, stating the number of test cases, followed by a blank line. There will be not more than 20 tests.

For each test case, at the first line, one positive integer n is written, n <= 4, this is the number of containers. There are n positive integers written in the second line. These are the capacities of the containers (the i -th integer o idenotes the capacity if the i -th  container,1 <= o i<= 49). In the third line there are written n numbers. These are the requested final volumes of water in the containers (the i -th integer w idenotes the requested final volume of water in the i -th container, 0 <= w i<= o i). All integers in the second and the third line are separated by single spaces.

The test cases will be separated by a single blank line.

Output

For each test case : write one integer - the minimal number of moves which lead to the requested final situation or write only one word "NO" if it is not possible to reach the requested final situation making only allowed moves.

Example

Input:

2

3

3 5 5

0 0 4

2

20 25

10 16

Output:

6

NO

* **Người up:** thanhvy
* **Điểm:** 0.79
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** 3rd Polish Olympiad in Informatics, stage 1

Roads ( ROADS )

**Giới hạn**

* **Thời gian:** 7.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Có N thành phố 1..N nối bởi các con đường một chiều. Mỗi con đường có hai giá trị: độ dài và chi phí phải trả để đi qua. Bob ở thành phố 1. Bạn hãy giúp Bob tìm đường đi ngắn nhất đến thành phố N, biết rằng Bob chỉ có số tiền có hạn là K mà thôi.

Dữ liệu

Dòng đầu tiên ghi t là số test. Với mỗi test, dòng đầu ghi K (0 ≤ K ≤ 10000). Dòng 2 ghi N, 2 ≤ N ≤ 100. Dòng 3 ghi R, 1 ≤ R ≤ 10000 là số đường nối. Mỗi dòng trong N dòng sau ghi 4 số nguyên S, D, L, T mô tả một con đường nối giữa S và D với độ dài L ( 1 ≤ L ≤ 100) và chi phí T (0 ≤ T ≤ 100). Lưu ý có thể có nhiều con đường nối giữa hai thành phố.

Kết quả

Với mỗi test, in ra độ dài đường đi ngắn nhất từ 1 đến N mà tổng chi phí không quá K. Nếu không tồn tại, in ra -1.

Ví dụ

Dữ liệu

2

5

6

7

1 2 2 3

2 4 3 3

3 4 2 4

1 3 4 1

4 6 2 1

3 5 2 0

5 4 3 2

0

4

4

1 4 5 2

1 2 1 0

2 3 1 1

3 4 1 0

Kết quả

11

-1

* **Người up:** paulmcvn
* **Điểm:** 0.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Central European Olympiad in Informatics '98

Đổi chỗ ( NK05EOPR )

**Giới hạn**

* **Thời gian:** 18.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một dãy số là một hoán vị của 12 số tự nhiên đầu tiên (từ 0 đến 11). Giả sử số 0 ở vị trí thứ i trong dãy số (vị trí được đánh số từ 0 đến 11, từ trái sang phải) thì bạn có thể đổi chỗ số 0 với số ở vị trí thứ j nếu thỏa mãn cả hai điều kiện sau:

* | i – j | = d k, với k=1..3 và (d 1,d 2,d 3,d 4)=(1;3;6;12)
* [i/d k+1]=[j/d k+1], với [] là hàm phần nguyên

Bạn hãy tìm số phép đổi chỗ ít nhất để có thể sắp xếp dãy số theo thứ tự tăng dần

Dữ liệu vào

Dòng đầu tiên là một số nguyên t cho biết số lượng test (t<=20)

Mỗi bộ test bao gồm một dòng là dãy bao gồm các số từ 0 đến 11, mỗi số ngăn cách bởi một khoảng trắng.

Biết rằng mỗi dãy số cho trước luôn luôn có thể sắp xếp tăng dần bằng phép đổi chỗ đã quy định

Kết qủa

Với mỗi bộ test, in ra số phép đổi chỗ ít nhất để sắp xếp dãy số đã cho theo thứ tự tăng dần

Ví dụ

Dữ liệu mẫu

2

1 10 2 3 0 5 7 4 8 6 9 11

6 4 1 0 3 5 9 7 2 10 11 8

Kết qủa

8

9

* **Người up:** paulmcvn
* **Điểm:** 1.67
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Từ acm.uva.es

Trật tự ( NK05ORDR )

**Giới hạn**

* **Thời gian:** 0.374s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Xét các số nguyên từ 1 đế N. Các số này được sắp xếp theo thứ tự từ điển. Ví dụ với N=11, ta có dãy số sau khi sắp xếp là 1, 10, 11, 2, 3, 4, 5, 6, 7, 8, 9.

Ký hiệu Q N,Klà vị trí của số K trong dãy được sắp xếp theo cách nói trên. Ví dụ Q 11,2=4 Cho các số nguyên K và M. Hãy tìm số nguyên N nhỏ nhất thỏa mãn Q N,K=M

Dữ liệu vào

Dòng đầu tiên chứa số nguyên t cho biết số bộ test.

Mỗi bộ test bao gồm 1 dòng duy nhất chứa 2 số nguyên K và M (1<=K,M<=10 9)

Kết qủa

Với mỗi bộ test xuất ra số N, hoặc 0 nếu không tồn tại N

Ví dụ

Dữ liệu mẫu

1

2 4

Kết qủa

11

* **Người up:** paulmcvn
* **Điểm:** 0.59
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** NEERC 2002

Bốc sỏi ( NK05MNIM )

**Giới hạn**

* **Thời gian:** 0.46s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Hai bạn Nam và Mai cùng chơi một trò chơi với n đống sỏi. Luật chơi như sau:

* Hai bạn sẽ lần lượt đi. Bạn Mai là người đi trước
* Trong mỗi lượt đi, bạn đi sẽ được quyền bốc một số sỏi bất kỳ từ một đống nhất định và phải bốc tối thiểu là 1 viên sỏi.
* Bạn nào bốc phải viên sỏi cuối cùng là người thua cuộc

Bạn hãy giúp Mai xác định xem bạn ấy có thể thắng được trong trò chơi hay không

Dữ liệu vào

Dòng đầu tiên chứa một nguyên t là số bộ test. Các dòng sau là t bộ test.

Mỗi bộ test bao gồm:

* Dòng đầu tiên chứa một số nguyên n (n<=100) là số đống sỏi
* Dòng thứ hai gồm n số nguyên a 1, a 2, a 3,... , a n, ngăn cách nhau bởi một khoảng trắng. Số nguyên ai cho biết số lượng viên sỏi có trong đống thứ i (1<=a i<=100)

Kết qủa

Với mỗi bộ test, in ra 1 nếu bạn Mai thắng, -1 nếu bạn Mai thua

Ví dụ

Dữ liệu mẫu

2

4

30 4 19 75

3

1 4 5

Kết qủa

1

-1

* **Người up:** paulmcvn
* **Điểm:** 0.23
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Không rõ

Sa mạc ( NK05DSRT )

**Giới hạn**

* **Thời gian:** 0.469s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Bờm vô tình bị lạc vào trong 1 ốc đảo có 1 bộ tộc thổ dân sinh sống trong 1 lần đi qua sa mạc. Bờm muốn thoát khỏi sa mạc để về nhà. Người thổ dân đã cho anh một bản đồ vùng sa mạc này.

Sa mạc gồm N ốc đảo, M đường đi an toàn nối với nhau và tại mỗi ốc đảo lại có 1 hồ chứa nước rất lớn và nước chứa trong các hồ này không bao giờ cạn. Tuy nhiên hiện tại, không có nước trong các hồ.

Giả sử: Bờm đang ở ốc đảo 1, về để về đến nhà thì Bờm phải đi đến ốc đảo N. Người thổ dân cho biết rằng tại vùng sa mạc này, nếu Bờm đi đoạn đường có độ dài là L, thì Bờm phải mang uống đủ lượng nước là L, bằng không Bờm sẽ chết. Từ đó, người thổ dân đã chỉ cho Bờm cách có thể về nhà: Bờm phải vận chuyển nước từ ốc đảo 1 đển tích trữ trong các hồ tại những ốc đảo khác bằng các con đường an toàn đã có, từ đó anh có thể về nhà. Tuy nhiên, lại có 1 khó khăn khác là: trong bất cứ thời gian nào, Bờm không thể mang lượng nước quá C (do thể lực có hạn ^\_^).

Yêu cầu: Hãy tìm cách giúp Bờm về nhà nhưng đồng thời sử dụng ít nước nhất (do trong sa mạc, nước rất quí !!!!)

Dữ liệu vào

Dòng đầu tiên gồm một số nguyên t cho biết số lượng test, mỗi test có dạng như sau:

* Dòng đầu tiên là 3 số nguyên N M C ngăn cách nhau bởi khoảng trắng
* M dòng tiếp theo mỗi dòng gồm 3 số nguyên I J L với y nghĩa có đường đi từ ốc đảo I đến ốc đảo J và ngược lại là an toàn và có độ dài L.

Kết qủa

Với mỗi bộ test xuất ra đúng 1 số nguyên chỉ lượng nước ít nhất cần dùng.

Giới hạn

* 1 <= N, M, C <= 100
* 1 <= L <= 30,000

Ví dụ

Dữ liệu mẫu

1

9 10 25

1 2 3

2 3 12

3 4 4

3 5 9

4 9 13

5 9 5

2 6 10

6 7 10

7 8 10

8 9 10

Kết qủa

65

Giải thích

Mang 25 nước từ 1 đến 2 sau đó lại quay về 1. Do đó, tại 2 có 19 nước. (Bờm đã uống hết (3 + 3) nước trong lần đi và về, (19 = 25 – 3 – 3)).

Lặp lại như thế 1 lần nữa, Bờm đã mang đến 2 thêm 19 nước. Sau đó lại từ 1, Bờm mang theo 15 nước đến 2. Vậy khi đến 2, Bờm có tại đây (19+19+12 = 50) nước.

Tiếp theo, Bờm lại mang 25 nước đi từ 2 đến 3, rồi quay về 2, như vậy, tại 3 có (25 – 12 – 12 = 1) nước. Từ 2, Bờm mang 25 nước còn lại đi đến 3. Tại 3, Bờm có được (1+(25-12) = 14) nước.

Cuối cùng, Bờm mang 14 nước đi đến 5 rồi đến 9. Vậy là Bờm đã thoát khỏi sa mạc.

* **Người up:** paulmcvn
* **Điểm:** 0.30
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Lê Thành Trung - 3rd VNOPSC

Lazy Cows ( LAZYCOWS )

**Giới hạn**

* **Thời gian:** 9.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho mô hình bãi cỏ có dạng bảng chữ nhật 2xB (1 <= B <= 15,000,000), trong đó một số ô có con bò đang ăn cỏ. Có tất cả N con bò (1 <= N <= 1000) trên bãi cỏ. Ví dụ:

-------------------------------------------------------

| | cow | | | | cow | cow | cow | cow |

-------------------------------------------------------

| | cow | cow | cow | | | | | |

-------------------------------------------------------

Bác John muốn dùng K (1 <= K <= N) cái chuồng hình chữ nhật để che phủ đàn bò, sao cho tổng diện tích được phủ là nhỏ nhất. Không có hai chuồng nào được nằm đè lên nhau. Hiển nhiên, các chuồng phải che phủ hết các ô có bò.

Ví dụ, trong hình trên nếu K=2, lời giải tối ưu bao gồm một chuồng kích thước 2x3 và một chuồng kích thước 1x4. Tổng diện tích được phủ là 10.

Dữ liệu

Dòng đầu tiên chứa một số nguyên t là số bộ test. Mỗi bộ test có dạng:

* Dòng 1: N, K, B
* Dòng 2..N+1: chức tọa độ của các con bò, trong phạm vi (1,1) đến (2,B). Không có ô nào chứa hơn 1 con bò.

Kết quả

Với mỗi test, in ra tổng diện tích nhỏ nhất cần phủ.

Ví dụ

Dữ liệu

1

8 2 9

1 2

1 6

1 7

1 8

1 9

2 2

2 3

2 4

Kết quả

10

* **Người up:** paulmcvn
* **Điểm:** 0.59
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** US Open International 2005 Gold Division

Boxes ( BOXES )

**Giới hạn**

* **Thời gian:** 7.273s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Có n cái hộp xếp theo vòng tròn đánh số 1..n (1 ≤ n ≤ 1000) theo chiều kim đồng hồ. Mỗi hộp chứa một số quả bóng, tổng số quả bóng không quá n.

Cần dịch chuyển các quả bóng sao cho mỗi hộp không chứa quá 1 quả. Mỗi bước, ta có thể di chuyển một quả bóng từ một hộp sang một trong hai hộp bên cạnh.

Tính số bước di chuyển ít nhất.

Dữ liệu

Dòng đầu tiên chứa t là số bộ test (t ≤ 20). Mỗi bộ test có dạng:

* Dòng đầu tiên: n - số hộp.
* Dòng thứ hai: n số nguyên không âm là số quả bóng trong các hộp

Kết quả

Với mỗi bộ test in ra số bước ít nhất cần thiết.

Ví dụ

Dữ liệu

1

12

0 0 2 4 3 1 0 0 0 0 0 1

Kết quả

19

* **Người up:** paulmcvn
* **Điểm:** 0.87
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** III Polish Olympiad in Informatics, stage 3

Count maximum matrices ( MATRIX )

**Giới hạn**

* **Thời gian:** 2.538s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

You are given a matrix A of M rows and N columns, consisting of numbers 0 and 1. For a rectangle in A (sides >= 1), X1 is the number of ones on its sides, X0 is the number of zeros on its sides, and its value is defined as X1 – X0. Let us consider W, the maximum value taken over submatrices of A, and S, the number of submatrices with value W. Your task is to find W and S.

Input

The first line of input contains the number of testcases t (t <= 15). The first line of each testcase contains the numbers M, N (1 <= M, N <= 200) Then M lines follow. In each line, there are N numbers 0 or 1.

Output

For each testcase, you should output a single line with numbers W and S.

Example

Input:

1

5 6

1 1 1 1 1 1

1 0 0 0 0 1

1 0 0 0 0 1

1 0 0 0 0 1

1 1 1 1 1 1

Output:

18 1

* **Người up:** beo\_chay\_so
* **Điểm:** 0.75
* **Ngôn ngữ cho phép:**

Another Assignment Problem ( ASSIGN4 )

**Giới hạn**

* **Thời gian:** 0.469s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Assume that you are a manager and there are m types of worker (numbered from 1 to m) and n types of task (numbered from 1 to n). There are a(i) workers of type #i and b(j) postitions for task #j. C(i, j) is the cost of hiring a worker of type #i to do the task of type #j. Your job is to minimize the cost of hiring workers to fill all the positions given that the total number of workers is equal to the total number of positions.

Input

The first line of input contains the number of test cases nTest (1<= nTest <= 10). Each test case contains:

* The first line contains the number of worker types - m and number of task types - n.
* The second line contains m positive integers: a(1), a(2), ..., a(m).
* The third line contains n positive integers: b(1), b(2), ..., b(n).
* Each of the next m lines contains n integers describing matrix C(i, j).

Notes:

1 <= m, n <= 200;

1 <= a(i), b(i) <= 30000;

1 <= C(i, j) <= 10000.

Sum of a(i) equals to sum of b(j).

Output

For each test case write the minimum cost in a separate line (it will fit in a signed 32-bit integer).

Example

Input:

2

3 4

3 6 7

2 5 1 8

1 2 3 4

8 7 6 5

9 12 10 11

4 4

1 3 5 7

2 4 2 8

1 4 7 3

4 7 5 3

5 7 8 3

5 3 6 8

Output:

110

54

* **Người up:** dtmp
* **Điểm:** 1.14
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Tran Quang Khai

Nhân 1 ( MULONE )

**Giới hạn**

* **Thời gian:** 0.759s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho số S = 111...11 (n chữ số 1, hệ thập phân), tính S 2.

Input

- Dòng đầu tiên: số lượng test k.

- k dòng tiếp, mỗi dòng ghi số n - số lượng chữ số 1 của S. (1 <= n <= 1000000)

Output

- Với mỗi test ghi kết quả trên 1 dòng.

Example

**Input:**

2

1

2

**Output:**

1

121

* **Người up:** dtmp
* **Điểm:** 0.06
* **Ngôn ngữ cho phép:**

Mountain Walking ( MTWALK )

**Giới hạn**

* **Thời gian:** 0.164s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một bản đồ kích thước NxN (2 <= N <= 100), mỗi ô mang giá trị là độ cao của ô đó (0 <= độ cao <= 110). Bác John và bò Bessie đang ở ô trên trái (dòng 1, cột 1) và muốn đi đến cabin (dòng N, cột N). Họ có thể đi sang phải, trái, lên trên và xuống dưới nhưng không thể đi theo đường chéo. Hãy giúp bác John và bò Bessie tìm đường đi sao cho chênh lệch giữa điểm cao nhất và thấp nhất trên đường đi là nhỏ nhất.

Dữ liệu

* Dòng 1: N
* Dòng 2..N+1: Mỗi dòng chứa N số nguyên, mỗi số cho biết cao độ của một ô.

Kết quả

Một số nguyên là chênh lệch cao độ nhỏ nhất.

Ví dụ

Dữ liệu

5

1 1 3 6 8

1 2 2 5 5

4 4 0 3 3

8 0 2 3 4

4 3 0 2 1

Kết quả

2

* **Người up:** paulmcvn
* **Điểm:** 0.12
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** USACO 2003 US Open

Duyệt binh ( PYRAMID2 )

**Giới hạn**

* **Thời gian:** 0.819s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Vào năm 1945, Liên Xô đang đánh nhau với phát xít Đức hết sức ác liệt. Hàng triệu thanh niên Liên Xô phải lên đường nhập ngũ. Một cuộc duyệt binh diễn ra, các tân binh không biết đứng quay mặt về bên nào liền xếp tùy ý, vị tổng chỉ huy thấy thể liền ra lệnh: “Nếu hai tân binh liên tiếp và đối mặt với nhau thì ngay lập phải quay ngược lại(180 độ), động tác này diễn ra trong vòng 1s!”. Người tổng chỉ huy muốn biết sau bao lâu thì thì đội hình sẽ ngừng quay?

Input

Dòng đầu ghi số nguyên N là số tân binh.   
Dòng thứ hai gồm đúng N kí tự ‘<’, ‘>’ thể hiện cách đứng của các tân binh. Nếu hai tân binh liên tiếp quay mặt vào nhau thì sẽ được biểu diễn bởi ‘><’. ( 1 ≤ n ≤ 1000000 ).

Output

Gồm một số duy nhất ghi thời gian để đội hình ngừng quay.

Example

Input:

4

<><>

Output:

1

Chú thích :   
Tại thời điểm 0: <><>   
Tại thời điểm 1: <<>>

* **Người up:** hard7771988
* **Điểm:** 0.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Hiếu add ðấy nhé , kô chú Tư lại kêu ca ( cái account tớ bị lỗi hay s

Truyền tin ( MESSAGE )

**Giới hạn**

* **Thời gian:** 0.086s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một lớp gồm N học sinh, mỗi học sinh cho biết những bạn mà học sinh đó có thể liên lạc được (chú ý liên lạc này là liên lạc một chiều : u có thể gửi tin tới v nhưng v thì chưa chắc đã có thể gửi tin tới u).

Thầy chủ nhiệm đang có một thông tin rất quan trọng cần thông báo tới tất cả các học sinh. Để tiết kiệm thời gian, thầy chỉ nhắn tin tới 1 số học sinh rồi sau đó nhờ các học sinh này nhắn lại cho tất cả các bạn mà các học sinh đó có thể liên lạc được, và cứ lần lượt như thế làm sao cho tất cả các học sinh trong lớp đều nhận được tin .

Hãy tìm một số ít nhất các học sinh mà thầy chủ nhiệm cần nhắn.

Input

- Dòng đầu là N, M (N <= 800, M là số lượng liên lạc 1 chiều)

- Một số dòng tiếp theo mỗi dòng gồm 2 số u , v cho biết học sinh u có thể gửi tin tới học sinh v

Output

- Gồm 1 dòng ghi số học sinh cần thầy nhắn tin.

Example

Input:

12 15

1 3

3 6

6 1

6 8

8 12

12 9

9 6

2 4

4 5

5 2

4 6

7 10

10 11

11 7

10 9

Output:

2

Chọn các học sinh 7 và 2.

* **Người up:** dtmp
* **Điểm:** 0.07
* **Ngôn ngữ cho phép:**

Dãy số Catalan ( CATALAN )

**Giới hạn**

* **Thời gian:** 0.167s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho số nguyên dương N, dãy Catalan cấp n là dãy C(1), C(2) … C(2n+1) gồm các số nguyên không âm thoả mãn : C(1) = C(2n+1) = 0 với i bất kì 1 ≤ i ≤ 2n thì C(i), C(i+1) hơn kém nhau 1 đơn vị.

Với mỗi n ta sắp xếp các dãy Catalan theo thứ tự từ điển, đánh số từ 1 trở đi . Yêu cầu :

1.Cho một dãy Catalan, hãy tìm thứ tự của dãy.

2.Cho số nguyên dương k hãy tìm dãy có thứ tự k

Input

- Dòng đầu ghi n. (n <= 15)

- Dòng hai ghi một dãy Catalan cấp n

- Dòng 3 ghi một số nguyên dương k (k có thể rất lớn nhưng đảm bảo luôn có nghiệm)

Output

- Dòng 1 ghi số thứ tự dãy ở dòng 2 INPUT

- Dòng 2 ghi dãy ứng với số thứ tự

Example

Input:

4

0 1 2 3 2 1 2 1 0

12

Output:

12

0 1 2 3 2 1 2 1 0

* **Người up:** dtmp
* **Điểm:** 0.14
* **Ngôn ngữ cho phép:**

Chữ số tận cùng khác 0 ( TCDFZ )

**Giới hạn**

* **Thời gian:** 0.098s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho số tự nhiên n (n <= 10^9). Hãy tìm chữ số tận cùng khác 0 của n!

Input

- Dòng duy nhất ghi số N.

Output

- Gồm 1 dòng duy nhất ghi kết quả tìm được.

Example

**Input:**

5

**Output:**

2

* **Người up:** dtmp
* **Điểm:** 0.17
* **Ngôn ngữ cho phép:**

Thang máy vũ trụ ( ELEVATOR )

**Giới hạn**

* **Thời gian:** 1.013s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Những con bò muốn đi vào vũ trụ! Chúng muốn đến được quỹ đạo bằng cách xây một kiểu thang máy: một cái tháp khổng lồ làm bằng các khối chồng lên nhau. Chúng có K (1 ≤ K ≤ 400) loại khối có thể xây tháp. Mỗi khối loại i có chiều cao h\_i (1 ≤ h\_i ≤ 100) và có số lượng c\_i (1 ≤ c\_i ≤ 10). Do khả năng bị phá hủy bởi các tia vũ trụ, không có phần nào của khối loại i có thể vượt qua độ cao a\_i (1 ≤ a\_i ≤ 40000).

Giúp những con bò xây thang máy cao nhất có thể bằng cách chồng các khối lên nhau theo luật trên.

Input

\* Dòng 1: Một số nguyên: K

\* Dòng 2..K+1: Mỗi dòng chứa 3 số nguyên được phân cách bởi khoảng trắng: h\_i, a\_i, và c\_i. Dòng i+1 miêu tả loaị khối i.

Output

\* Dòng 1: Một số nguyên H, chỉ độ cao lớn nhất của tháp có thể xây được.

Example

Input:

3

7 40 3

5 23 8

2 52 6

Output:

48

GIẢI THÍCH:

Từ dưới lên: 3 khối loại 2, 3 khối loại 1, 6 khối loại 3. Chồng 4 khối loại 2 & 3 loại 1 không hợp lệ vì đỉnh của khối loại 1 vượt quá độ cao 40.

* **Người up:** dtmp
* **Điểm:** 0.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** USACO 3/2005

Dãy ngoặc ( BRACKET )

**Giới hạn**

* **Thời gian:** 0.206s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Người ta định nghĩa đệ qui dãy ngoặc và cấp của dãy như sau:

+) Xâu rỗng được gọi là dãy ngoặc cấp 0.

+) Nếu S là xâu ngoặc cấp k thì (S) là xâu ngoặc cấp k+1.

+) Nếu A, B là các dãy ngoặc thì S = AB là một dãy ngoặc với cấp bằng số lớn hơn trong cấp của A và B.

Định nghĩa này chỉ áp dụng cho những xâu sinh ra theo qui tắc đệ qui trên.

Cho 2 số nguyên dương N và k, gọi S là tập các dãy ngoặc cấp k độ dài N.

1. Cho biết S có bao nhiêu phần tử.

2. Cho một dãy ngoặc thuộc, hãy cho biết thứ tự từ điển của dãy này trong tập S.

Input

- Dòng đầu ghi 2 số N, k (N chẵn, N <= 60, k <= n/2 ).

- Dòng hai ghi 1 xâu ngoặc cấp k độ dài N.

Output

Gồm hai dòng, mỗi dòng trả lời 1 yêu cầu theo thứ tự trên.

Example

Input:

6 2

(())()

Output:

3

2

* **Người up:** dtmp
* **Điểm:** 0.31
* **Ngôn ngữ cho phép:**

Quan hệ ( COND )

**Giới hạn**

* **Thời gian:** 0.134s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Xét một tập N đối tượng có thể so sánh được (2<=n<=10). Giữa 2 đối tượng a và b có thể tồn tại 1 trong 3 quan hệ phân loại:

a = b; a < b; a > b;

Như vậy, với 3 đối tượng (a, b, c) có thể tồn tại 13 quan hệ phân loại như sau:

a = b = c; a = b < c; c < a = b; a < b = c   
b = c < a; a = c < b; b < a = c; a < b < c   
a < c < b; b < a < c; b < c < a; c < a < b   
c < b < a;

Cho số n, hãy xác định số lượng quan hệ phân loại khác nhau.

Input

Gồm nhiều số n. Mỗi số trên 1 dòng. Kết thúc file là -1.

Output

Với mỗi n, đưa ra số lượng quan hệ phân loại tìm được, mỗi số trên 1 dòng (không có dòng trống).

Example

Input:

2

3

-1

Output:

3

13

* **Người up:** dtmp
* **Điểm:** 0.13
* **Ngôn ngữ cho phép:**

Hai đường đi ( HIWAY )

**Giới hạn**

* **Thời gian:** 0.188s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một mạng giao thông gồm N nút giao thông, và có M đường hai chiều nối một số cặp nút, thông tin về một đường gồm ba số nguyên dương u, v là tên hai nút đầu mút của đường, và l là độ dài đoạn đường đó. Biết rằng hai nút giao thông bất kì có không quá 1 đường hai chiều nhận chúng làm hai đầu mút.   
Cho hai nút giao thông s và f, hãy tìm hai đường đi nối giữa s với f sao cho hai trên hai đường không có cạnh nào được đi qua hai lần và tổng độ dài 2 đường đi là nhỏ nhất.

Input

- Dòng đầu ghi N, M (N ≤ 100)   
- Dòng thứ 2 ghi hai số s, f.   
- M dòng tiếp theo, mỗi dòng mô tả một đường gồm ba số nguyên dương u, v, l.

Output

- Dòng đầu ghi T là tổng độ dài nhỏ nhất tìm được hoặc -1 nếu không tìm được.   
- Nếu tìm được, hai dòng sau, mỗi dòng mô tả một đường đi gồm: số đầu là số nút trên đường đi này, tiếp theo là dãy các nút trên đường đi bắt đầu từ s, kết thúc tại f.

Chú ý: Phạm vi tính toán trong vòng Longint.

Example

Input:

5 8

1 5

1 2 1

1 4 8

2 3 5

2 4 1

3 5 1

4 3 8

4 5 1

1 3 1

Output:

5

3 1 3 5

4 1 2 4 5

* **Người up:** dtmp
* **Điểm:** 0.18
* **Ngôn ngữ cho phép:**

© VNOI Team 2015

Trao đổi thông tin ( KWAY )

**Giới hạn**

* **Thời gian:** 0.301s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một mạng thông tin gồm n trạm và m đường nối hai chiều giữa các trạm. Trạm s là trạm chỉ huy, trạm f là trạm điều khiển. Sau một lần bị tin tặc tấn công lấy mất dữ liệu từ trạm chỉ huy chuyển đến trạm điều khiển, chỉ huy mạng quyết định chia thông tin chuyển đi thành k đơn vị thông tin để chuyển theo k đường đến trạm điều khiển. Mà hai đường truyền bất kỳ không được chung bất kỳ một đường nào.  
Hãy tìm cách truyền k đơn vị thông tin sao cho tổng chi phí là nhỏ nhất.

Input

- Dòng đầu là n, m, k, s, f (n ≤ 100).   
- m dòng tiếp là u, v, c cho biết có đường từ u -> v và v -> u với chi phí là c.

Output

- Dòng đầu ghi –1 nếu không thể chuyển k đơn vị thông tin theo cách trên, ngược lại ghi chi phi để chuyển.   
- k dòng tiếp lần lượt ghi cách chuyển của từng đơn vị thông tin. Số đầu là số lượng trạm trên đường truyền, tiếp đó là dãy các trạm trên đường truyền (bắt đầu từ s, kết thúc ở f)

Chú ý: Phạm vi tính toán là Longint.

Example

Input:

8 11 3 1 8

1 2 1

1 4 1

1 5 1

2 3 1

2 4 1

2 7 1

3 8 1

3 6 1

3 5 1

6 8 1

7 8 1

Output:

11

4 1 2 3 8

5 1 5 3 6 8

5 1 4 2 7 8

* **Người up:** dtmp
* **Điểm:** 0.39
* **Ngôn ngữ cho phép:**

Luồng với chi phí nhỏ nhất ( MINCOST )

**Giới hạn**

* **Thời gian:** 1.359s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một mạng đối xứng có n đỉnh, mỗi cạnh của mạng có một khả năng thông qua và một cước phí vận chuyển nhất định (như nhau theo cả hai chiều). Cho trước một lượng hàng S cần vận chuyển từ đỉnh nguồn (đánh số là s) tới đỉnh đích (đánh số là f). Hãy tìm một phương án vận chuyển, nghĩa là hãy xác định trên mỗi cạnh của mạng cần vận chuyển bao nhiêu hàng, theo chiều nào, sao cho phù hợp với khả năng thông qua của mạng (trên mỗi cạnh lượng hàng vận chuyển không vượt quá khả năng thông qua của cạnh) và vận chuyển được lượng hàng S từ nguồn về đích với tổng chi phí vận chuyển là nhỏ nhất.   
Về mặt toán học, bài toán tìm luồng với chi phí nhỏ nhất có thể diễn đạt như sau:

Cực tiểu hóa hàm chi phí ∑c ijx ijvới điều kiện:

1. ∑(x ij- x ji) với j = 1..n, có giá trị   
   * S nếu i = s
   * 0 nếu i ≠ s; i ≠ n
   * -S nếu i = f
2. 0 ≤ x ij≤ d ijvới mọi cạnh (i, j)

Ở đây đỉnh nguồn được đánh số là s, đỉnh đích là f, c ijlà chi phí vận chuyển một đơn vị hàng trên cạnh (i, j), d ijlà khả năng thông qua của cạnh (i, j); còn x ijlà khối lượng hàng vận chuyển trên cạnh (i, j) cần xác định.

Input

* Dòng đầu là n, m, k, s, f : Số đỉnh, số đường, số đơn vị hàng cần vận chuyển. đỉnh bắt đầu, đỉnh kết thúc
* m dòng tiếp theo mỗi bao gồm u, v, c, d cho biết có đường từ u -> v, v -> u với chi phí là c và khả năng thông qua là d.

Output

* Dòng đầu, nếu không vận chuyển được ghi –1, nếu có ghi tổng chi phí vận chuyển.
* Nếu có nghiệm thì một số dòng tiếp ghi u, v, i cho biết vận chuyển i đơn vị hàng từ trên cạnh u -> v. Kết thúc bằng "0 0 0".

Example

Input:

6 8 5 1 6

1 2 1 2

1 4 3 4

2 3 1 4

2 5 5 2

3 4 2 4

3 6 1 2

4 6 4 1

5 6 6 2

Output:

43

1 2 2

1 4 3

2 5 2

3 6 2

4 3 2

4 6 1

5 6 2

0 0 0

Giới hạn: 

* n <= 100
* d ij<= 30000
* c ij<= 10 9

Phạm vi tính toán là Longint.

* **Người up:** dtmp
* **Điểm:** 0.31
* **Ngôn ngữ cho phép:**

Phân công hoàn thành sớm nhất ( ASSIGN1 )

**Giới hạn**

* **Thời gian:** 0.185s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Có n người, n việc (1 < n ≤ 200). Người thứ i thực hiện công viêc j mất C[i,j] đơn vị thời gian. Giả sử tất cả bắt đầu vào thời điểm 0, hãy tìm cách bố trí mỗi công việc cho mỗi người sao cho thời điểm hoàn thành công việc là sớm nhất có thể.

Input

- Dòng đầu: N   
- Tiếp theo là ma trận C[i,j]. (thuộc kiểu Integer)

Output

- Ghi thời điểm sớm nhất hoàn thành.

Example

Input:

4

10 10 10 2

10 10 3 10

4 10 10 10

10 5 10 10

Output:

5

* **Người up:** dtmp
* **Điểm:** 0.17
* **Ngôn ngữ cho phép:**

Rải sỏi ( STONE1 )

**Giới hạn**

* **Thời gian:** 0.206s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Xét trò chơi rải sỏi với một người chơi như sau:

Cho cây T và một đống sỏi gồm K viên. Ở mỗi bước người ta lấy 1 viên sỏi từ đống sỏi và đặt vào một nút lá tuỳ ý. Nếu nút p có r nút lá và tất cả các nút lá đều đã có sỏi thì người ta gom tất cả các viên sỏi ở các nút lá lại, đặt 1 viên ở nút p, xoá các nút lá và trả r - 1 viên sỏi còn lại vào đống sỏi.

Trò chơi kết thúc khi đã đặt được 1 viên sỏi vào nút gốc

Yêu cầu: cho cây T, xác định số viên sỏi tối thiểu cần có để trò chơi có thể kết thúc. Cây có n nút (N <= 400), nút gốc được đánh số 1.

Input

* Dòng đầu: số n.
* Một số dòng tiếp theo, mỗi dòng có dạng: i m i1 i2 ... im. Trong đó m là số nút con của nút i; i1, i2, ..., im: các nút con của nút i.

Output

Số lượng viên sỏi ít nhất cần có.

Example

Input:

7

1 2 2 3

2 2 5 4

3 2 6 7

Output:

3

* **Người up:** dtmp
* **Điểm:** 0.25
* **Ngôn ngữ cho phép:**

Xâu con ( SUBSTR )

**Giới hạn**

* **Thời gian:** 0.451s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho xâu A và xâu B chỉ gồm các chữ cái thường. Xâu B được gọi là xuất hiện tại vị trí i của xâu A nếu: A[i] = B[1], A[i+1] = B[2], ..., A[i+length(B)-1] = B[length(B)].

Hãy tìm tất cả các vị trí mà B xuất hiện trong A.

Input

* Dòng 1: xâu A.
* Dòng 2: xâu B.

Độ dài A, B không quá 1000000.

Output

Ghi ra các vị trí tìm được trên 1 dòng (thứ tự tăng dần). Nếu B không xuất hiện trong A thì bỏ trắng.

Example

Input:

aaaaa

aa

Output:

1 2 3 4

* **Người up:** dtmp
* **Điểm:** 0.06
* **Ngôn ngữ cho phép:**

Các hình chữ nhật ( RECT1 )

**Giới hạn**

* **Thời gian:** 0.077s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho N hình chữ nhật trên mặt phẳng. Các cạnh hình chữ nhật song song với các trục tọa độ. Những hình chữ nhật này có thể gối lên nhau, trùng hoặc là bên trong nhau. Đỉnh của chúng có tọa độ nguyên, hoành độ x không vượt quá xmax và tung độ y không vượt quá ymax.   
Một đoạn thẳng có một đầu là điểm A(0, 0) và đầu kia là điểm B. Điểm B thỏa mãn các điều kiện sau:   
+) Các tọa độ của B là những số nguyên.   
+) Điểm B thuộc đoạn [(0, ymax), (xmax, ymax)] hoặc đoạn [(xmax, 0), (xmax, ymax)].   
Viết chương trình tìm một điểm B sao cho đoạn AB cắt qua nhiều hình chữ nhật nhất. (AB cắt 1 hình chữ nhật khi chúng có ít nhất 1 điểm chung với nhau).

Input

- Dòng đầu chứa 3 số nguyên xmax, ymax (0 < xmax, ymax < 10^9) và N (1 <= N <= 10000).   
- Mỗi dòng trong N dòng tiếp theo chứa 4 số nguyên: x1, y1, x2, y2. (x1, y1) là tọa độ đỉnh trái dưới, (x2, y2) là tọa độ đỉnh phải trên của hình chữ nhật tương ứng.

Output

Dòng duy nhất ghi số lượng lớn nhất các hình chữ nhật cắt được.

Example

Input:

22 14 8

1 8 7 11

18 10 20 12

17 1 19 7

12 2 16 3

16 7 19 9

8 4 12 11

7 4 9 6

10 5 11 6

Output:

5

* **Người up:** dtmp
* **Điểm:** 0.61
* **Ngôn ngữ cho phép:**

Khối lập phương lớn nhất ( MAXCUB )

**Giới hạn**

* **Thời gian:** 0.145s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một khối lập phương kích thước n chia làm n 3khối lập phương đơn vị. Mỗi khối lập phương đơn vị chứa 1 số nguyên.   
Bạn hãy tìm một khối lập phương con của khối lập phương đã cho sao cho tổng các số trong khối lập phương con đó là lớn nhất.

Input

- Dòng đầu: số lượng test.   
- Tiếp theo là các test, mỗi test gồm: dòng đầu là n. Sau đó n nhóm dòng thể hiện lớp cắt của hình lập phương nhìn từ mặt trước từ gần ra xa, mỗi nhóm gồm n dòng, mỗi dòng gồm n số liệt kê các số trên lớp cắt từ trên xuống dưới, trái qua phải.   
Chú ý: n <= 30. Giá trị của khối lập phương đơn vị thuộc kiểu integer.

Output

Mỗi dòng chứa tổng của khối lập phương con lớn nhất của test tương ứng.

Example

Input:

2

3

0 -1 3

-5 7 4

-8 9 1

-1 -3 -1

2 -1 5

0 -1 3

3 1 -1

1 3 2

1 -2 1

4

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

1 1 1 1

Output:

27

64

* **Người up:** dtmp
* **Điểm:** 0.23
* **Ngôn ngữ cho phép:**

Số chính phương ( CP )

**Giới hạn**

* **Thời gian:** 1.37s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

John là một người rất đam mê toán học, một lần cậu viết ra một dãy số các chữ số và nhận ra rằng dãy số vừa viết có thể tách thành một số đoạn con liên tiếp, mà mỗi đoạn con tạo thành một số là số chính phương.   
Ví dụ: dãy số 149 có thể tách thành 3 đoạn: 1, 4, 9 -> mỗi đoạn đều là số chính phương hoặc có thể tách thành 2 đoạn 1 và 49.   
John muốn biết là có bao nhiêu cách tách khác nhau (hai cách tách được gọi là khác nhau nếu tồn tại một vị trí tách khác nhau) dãy chữ số mình vừa viết. Điều kiện là các đoạn tách ra không bắt đầu bằng chữ số 0 .

Input

- Dòng đầu là số lượng test: nTest.   
- nTest dòng tiếp theo mỗi dòng ghi ra dãy chữ số mà John viết (độ dài không quá 100).

Output

- Với mỗi test ghi ra số lượng cách tìm được trên 1 dòng.

Example

Input:

1

169

Output:

2

169 -> 169 = 13^2   
169 -> 16 = 4^2 và 9 = 3^2.

* **Người up:** dtmp
* **Điểm:** 0.77
* **Ngôn ngữ cho phép:**

Mưa thiên thạch ( METERAIN )

**Giới hạn**

* **Thời gian:** 0.119s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Phú ông nhận được thông tin về một trận mưa thiên thạch sắp ập xuống trái đất. Không những thế, Phú ông còn biết tọa độ của vị trí điểm rơi của mỗi một thiên thạch. Phú ông nhờ Cuội xác định xem có bao nhiêu thiên thạch có thể rơi xuống cánh đồng của ông ta. Cánh đồng của Phú ông có dạng một hình đa giác lồi được xác định bởi danh sách các đỉnh được liệt kê theo thứ tự ngược chiều kim đồng hồ.   
Yêu cầu: Xác định xem trong tập cho trước các điểm rơi của thiên thạch, có bao nhiêu điểm nằm trong cánh đồng của Phú ông. Các điểm nằm trên biên của cánh đồng không được tính là điểm nằm trong cánh đồng.

Input

- Dòng đầu tiên là số nguyên n (3 <= n <= 5000) là số đỉnh của đa giác lồi mô tả cánh đồng của Phú ông.   
- Mỗi dòng trong n dòng tiếp theo chứa cặp tọa độ của một đỉnh của đa giác lồi.   
- Dòng tiếp theo là số nguyên m (2 <= m <= 5000) - số thiên thạch rơi xuống.   
- Mỗi dòng trong số m dòng cuối cùng chứa 2 số là tọa độ điểm rơi của một thiên thạch.   
Các tọa độ là các số nguyên có trị tuyệt đối không quá 10^6.

Output

Ghi ra m dòng, mỗi dòng tương ứng với 1 điểm rơi của thiên thạch. Ghi "YES" nếu điểm rơi của thiên thạch nằm trong cánh đồng và ghi "NO" nếu trái lại.

Example

Input:

4

2 4

8 4

6 8

4 6

4

3 5

4 7

5 5

6 7

Output:

NO

NO

YES

YES

* **Người up:** dtmp
* **Điểm:** 0.24
* **Ngôn ngữ cho phép:**

Hệ thống đèn ( LIGHT )

**Giới hạn**

* **Thời gian:** 0.286s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Khu vực đặt các bể xăng của một Tổng Công Ty Xăng Dầu có dạng một hình chữ nhật được chia thành m \* n ô vuông. Các ô vuông được đánh tọa độ 1 -> m từ trên xuống, 1 -> n từ trái sang.   
Tại k ô của lưới có đặt các bể xăng. Người ta cần xây dựng một hệ thống đèn pha chiếu sáng, mỗi đèn chỉ chiếu dọc theo hoặc là hàng hoặc là cột của lưới ô vuông sao cho mỗi bể chứa xăng phải được chiếu sáng bởi ít nhất một đèn pha chiếu dọc theo hàng hoặc cột chứa nó. Biết:   
- ai là chi phí xây dựng đèn chiếu sáng dọc theo hàng.   
- bj là chi phí xây dựng đèn chiếu sáng dọc theo cột.

Yêu cầu: Tìm cách xây dựng hệ thống đèn với tổng chi phí xây dựng là nhỏ nhất.

Input

- Dòng đầu tiên chứa 3 số nguyên dương m, n, k (m, n <= 100).   
- Dòng thứ hai chứa m số nguyên a1, a2, ..., am.   
- Dòng thứ ba chứa n số nguyên b1, b2, ..., bn.   
- Dòng thứ i trong k dòng tiếp theo chứa tọa độ của bể xăng thứ i.

Output

Một dòng duy nhất ghi tổng chi phí theo cách xây dựng tìm được.

Example

Input:

2 3 4

15 17

2 4 6

1 1

2 2

2 3

2 1

Output:

12

Đoạn con có tổng lớn nhất ( GSS )

**Giới hạn**

* **Thời gian:** 0.09s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho dãy số a[1], a[2], ..., a[n] (|a[i]| <= 15000, n <= 50000).

Hàm q(x, y) = max { tổng(a[i]+a[i+1]+...+a[j]), x <= i <= j <= y }.

Cho m câu hỏi dạng x, y (1 <= x <= y <= n). (m <= 50000) -> hãy tính các q(x, y). 

Input

- Dòng đầu là n.

- Dòng thứ hai là dãy a.

- Dòng thứ 3 là m.

- m dòng tiếp theo mỗi dòng là 1 cặp số x, y.

Output

-> Lần lượt ghi ra các q(x, y) tương ứng. Mỗi kết quả ghi trên 1 dòng.

Example

**Input:**  
3  
-1 2 3  
1  
1 2  
**Output:**  
2

* **Người up:** dtmp
* **Điểm:** 0.15
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Bai` nay Hieu add day nhe ^^

Giá trị lớn nhất ( QMAX )

**Giới hạn**

* **Thời gian:** 0.689s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một dãy gồm n phần tử có giá trị ban đầu bằng 0.

Cho m phép biến đổi, mỗi phép có dạng (u, v, k): tăng mỗi phần tử từ vị trí u đến vị trí v lên k đơn vị.

Cho q câu hỏi, mỗi câu có dạng (u, v): cho biết phần tử có giá trị lớn nhất thuộc đoạn [u, v]

Giới hạn

* n, m, q <= 50000
* k > 0
* Giá trị của một phần tử luôn không vượt quá 2 31-1

Input

* Dòng 1: n, m
* m dòng tiếp theo, mỗi dòng chứa u, v, k cho biết một phép biến đổi
* Dòng thứ m+2: p
* p dòng tiếp theo, mỗi dòng chứa u, v cho biết một phép biến đổi

Output

* Gồm p dòng chứa kết quả tương ứng cho từng câu hỏi.

Example

Input:

6 2

1 3 2

4 6 3

1

3 4

Output:

3

* **Người up:** dtmp
* **Điểm:** 0.06
* **Ngôn ngữ cho phép:**

Bảo vệ ( BAOVE )

**Giới hạn**

* **Thời gian:** 0.419s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một mạng lưới gồm N thành phố, và một số đường một chiều nối các cặp thành phố (giữa hai thành phố có thể có nhiều đường nối một chiều).   
Quân địch đang tập trung ở thành phố N, định tiến công ta ở thành phố 1, và chúng sẽ tiến công trên tất cả các con đường chưa được bảo vệ để tiến vào thành phố 1. Bộ chỉ huy ta cần xác định số quân ít nhất trên các con đường để chặn địch tiến về thành phố 1.

Input

Dòng đầu ghi N (N ≤ 5000)   
Các dòng tiếp theo cho đến hết file, mỗi dòng một tả 1 đường gồm u, v, s cho biết có đoạn đường một chiều từ u đến v, và phải cần ít nhất s quân để chặn địch trên đường này. (s ≤ 65000)   
Có không quá 10000 đường.

Output

Số quân ít nhất cần điều động

Example

Input:

10

10 7 25050

6 1 12564

10 4 23916

5 1 61054

10 9 50950

9 1 35558

10 2 60941

3 1 22203

8 2 2853

5 7 31422

3 7 41491

8 7 27235

4 8 55965

8 6 41980

3 6 47707

2 3 45320

3 8 11237

7 6 38734

5 6 7561

3 5 8844

Output:

79169

* **Người up:** dtmp
* **Điểm:** 0.20
* **Ngôn ngữ cho phép:**

Sao đa giác ( POLY4 )

**Giới hạn**

* **Thời gian:** 0.116s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho các đa giác không tự cắt, một đa giác được gọi là đa giác hình sao nếu như tồn tại một điểm nằm trong đa giác mà từ điểm đó có thể nhìn thấy tất cả các điểm nằm trong đa giác đó.   
Hai điểm là nhìn thấy nhau có nghĩa là khi nối chúng thì tạo thành 1 đoạn thẳng không cắt bất cứ một cạnh nào của đa giác.   
Hãy kiểm tra xem đa giác có phải là đa giác hình sao không?.

Input

Gồm một số test, mỗi test dòng đầu là n (n <= 50) (số đỉnh của đa giác).   
Tiếp theo là n cặp số nguyên x, y (-10000 <= x, y <= 10000) mô tả tọa độ của các đỉnh đi theo một chiều nhất định (ngược hoặc thuận chiều kim đồng hồ).   
Kết thúc test là số 0

Output

Ghi ra 1 hay 0 trên một dòng tương ứng nếu đa giác là hình sao hoặc không là hình sao.

Example

Input:

3

0 0

0 1

1 1

6

66 13

96 61

76 98

13 94

4 0

45 68

8

27 21

55 14

93 12

56 95

15 48

38 46

51 65

64 31

0

Output:

1

1

0

* **Người up:** dtmp
* **Điểm:** 0.73
* **Ngôn ngữ cho phép:**

Giá trị lớn nhất ver2 ( QMAX2 )

**Giới hạn**

* **Thời gian:** 0.421s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Giống bài "Giá trị lớn nhất" ở trên.

Input

* n: số phần tử của dãy (n <= 50000).
* m: số lượng biến đổi và câu hỏi (m <= 100000).
  + biến đổi có dạng: 0 x y value
  + câu hỏi có dạng : 1 x y.

Output

Ghi ra trả lời cho lần lượt từng câu hỏi.

Example

Input:

6 3

0 1 3 3

0 4 6 4

1 1 6

Output:

4

* **Người up:** dtmp
* **Điểm:** 0.07
* **Ngôn ngữ cho phép:**

Bảng quan hệ ( REL7 )

**Giới hạn**

* **Thời gian:** 0.118s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một ma trận A kích thước n\*n chỉ gồm các giá trị { -1 , -2 , 0 , 1 , 2 , 3 }   
Giả thiết 2 <= n <= 300.   
Bảng A gọi là tương thích với dãy T = (t1, t2, ..., tn), hay dãy T tương thích với bảng A nếu:   
• Aij = 0 : ti = tj   
• Aij = 1 : ti < tj   
• Aij = -1 : ti > tj   
• Aij = 2 : ti <= tj   
• Aij = -2 : ti >= tj   
• Aij = 3 : ti khác tj   
(Với mọi i, j: 1 <= i, j <= n)   
Yêu cầu : cho trước bảng quan hệ A, hãy tìm dãy số nguyên dương T = (t1, t2, ..., tn) tương thích với bảng A mà max(T) là bé nhất có thể. Biết rằng luôn tồn tại một dãy như vậy .

Input

Dòng đầu tiên là số nguyên N .   
N dòng sau mỗi dòng gồm N số nguyên mô tả ma trận A.

Output

Dòng đầu tiên ghi ra max( T ) . Dòng thứ 2 ghi ra dãy số T1 , T2 , .. Tn . Mỗi số ghi cách nhau ít nhất một dấu cách .

Example

Input:

6

0 1 1 1 2 2

-2 0 1 0 2 2

-2 -1 0 3 0 1

-2 -2 3 0 1 1

-1 -2 0 -1 0 1

-1 -2 -1 -1 -1 0

Output:

4

1 2 3 2 3 4

* **Người up:** hard7771988
* **Điểm:** 1.95
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Le Minh Hoang

Số lượng bậc ( DEGREE )

**Giới hạn**

* **Thời gian:** 0.065s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một số nguyên dương A gọi là có bậc K đối với cơ số B nếu như :   
• A = B^x1 + B^x2 + … + B^xk   
( trong đó x1 , x2 , … , xk là các số nguyên không âm thoả mãn x1 <> x2 <> x3 … <> xk )   
Ví dụ :   
• 17 có bậc 2 đối với cơ số 2 vì 17 = 2^4 + 2^0 .   
• 151 có bậc 3 đối với cơ số 5 vì 151 = 5^3 + 5^2 + 5^0.   
Yêu cầu : Cho trước 1 đoạn [X,Y] . Hãy xác định xem trong đoạn này có bao nhiêu số có bậc K đối với cơ số B.   
Giới hạn :   
• 1 <= X <= Y <= 10^9   
• 1 <= K <= 25, 2 <= B <= 9   
• Chạy được với bộ nhớ thông báo < 800 K bạn mới thực sự là thành công

Input

1 dòng gồm 4 số nguyên dương X , Y , K , B

Output

Gồm 1 dòng duy nhất ghi ra số lượng số tìm được .

Example

Input:

15 20 2 2

Output:

3

( Giải thích : Đó là các số 17 = 2^4 + 2^0 , 18 = 2^4 + 2^1 , 20 = 2^4 + 2^2 )

* **Người up:** hard7771988
* **Điểm:** 0.32
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Rybinsk State Avia Academy

Huyền thoại Lục Vân Tiên ( MINK )

**Giới hạn**

* **Thời gian:** 0.87s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Dạo này tivi cũng đang chiếu phim Lục Vân Tiên , sẵn tiện lấy luôn làm tiêu đề .   
Lục Vân Tiên cũng giống Samurai Jack , bị Quan Thái Sư đẩy vào vòng xoáy thời gian và bị chuyển tới tương lai của những năm 2777 .   
Ở thời đại này , Tráng sỹ phải là người thông thạo máy tính , gõ bàn phím lia lịa như đấu sỹ thời xưa múa kiếm ấy và phải qua một cuộc thi lập trình mới được phong danh hiệu .   
Để vượt qua vòng loại , Vân Tiên cần tham gia cuộc thi sát hạch . Ban Giám Khảo cuộc thi sát hạch gồm có N người , họ đều là các cao thủ trong giới IT . Các thành viên trong Ban Giám Khảo được đánh số từ 1 -> N và mỗi người lại có một chỉ số sức mạnh gọi là APM ( Actions Per Minute ) . Các giám khảo sẽ xếp hàng lần lượt từ 1 -> N . Mỗi thí sinh sẽ phải đấu với K vị giám khảo và K vị giám khảo này phải đứng liền thành 1 đoạn ( Tức là i , i+1 , i+2 , ... i+K-1 ) , chỉ cần thắng 1 vị giám khảo thì sẽ vượt qua vòng loại .   
Tuy nhiên thí sinh kô được chọn xem những giám khảo nào sẽ đấu với mình .   
Vân Tiên rất lo vì lỡ may đụng độ với những vị giám khảo nào "khó nhằn" thì sẽ tiêu mất . Nên chiến thuật của Vân Tiên là tập trung hạ vị giám khảo có chỉ số APM thấp nhất trong số K vị . Bạn hãy lập trình để giúp Lục Vân Tiên xác định được ở tất cả các phương án thì chỉ số APM của vị giám khảo thấp nhất sẽ là bao nhiêu ( Có tất cả N-k+1 phương án :   
Phương án 1 : Vân Tiên phải đấu với vị 1 -> vị k   
Phương án 2 : Vân Tiên phải đấu với vị 2 -> vị k+1   
…   
Phương án N-k+1 : Vân Tiên phải đấu với vị N-k+1 -> vị N ) .   
  
( 1 <= N <= 17000 , chỉ số APM của 1 giám khảo >= 1 và <= 2 tỉ , 1 <= K <= N ) .

Bài này O(N) mới thực sự coi là accept . Còn lại O(NlogN) hay O(N\*K) thì bạn chỉ may mắn accept thôi .

Input

Dòng 1 : số T là số test .   
Tiếp theo là T bộ test , mỗi bộ test có format như sau :   
Dòng 1 : N k   
Dòng 2 : N số nguyên dương A[1] , … A[N] .

Output

Kết quả mỗi test ghi ra trên dòng , dòng thứ i gồm N-k+1 số , số thứ j tương ứng là chỉ số APM của vị giám khảo yếu nhất trong phương án j .

Example

Input:

2

4 2

3 2 4 1

3 3

1 2 3

Output:

2 2 1

1

* **Người up:** hard7771988
* **Điểm:** 0.06
* **Ngôn ngữ cho phép:**

Chiến trường Ô qua ( KAGAIN )

**Giới hạn**

* **Thời gian:** 0.2s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Lại nói về Lục Vân Tiên , sau khi vượt qua vòng loại để trở thành Tráng Sỹ , anh đã gặp được Đôrêmon và được chú mèo máy cho đi quá giang về thế kỷ 19 . Trở lại quê hương sau nhiều năm xa cách , với tấm bằng Tráng Sỹ hạng 1 do Liên Đoàn Type Thuật cấp , anh đã được Đức Vua cử làm đại tướng thống lãnh 3 quân chống lại giặc Ô Qua xâm lăng . Đoàn quân của anh sẽ gồm N đại đội , đại đội i có A[i] ( > 0 ) người . Quân sỹ trong 1 đại đội sẽ đứng thành 1 cột từ người 1 -> người A[i] , như vậy binh sỹ sẽ đứng thành N cột . Vì Vân Tiên quyết 1 trận sẽ đánh bại quân Ô Qua nên đã cử ra 1 quân đoàn hùng mạnh nhất . Trong sử cũ chép rằng , quân đoàn của Vân Tiên cử ra lúc đó là một nhóm các đại đội có chỉ số liên tiếp nhau ( tức là đại đội i , i + 1 , … j ) . Vì sử sách thì mối mọt hết cả nên chỉ biết được mỗi thế . Ngoài ra theo giang hồ đồn đại thì sức mạnh của 1 quân đoàn = số người của đại đội ít người nhất \* số đại đội được chọn . Nhiệm vụ của bạn là dựa trên các thông số của các nhà khảo cổ có được , hãy cho biết quân đoàn mà Vân Tiên đã chọn ra là từ đại đội nào đến đại đội nào . Chú ý nếu có nhiều phương án thì ghi ra phương án mà chỉ số của đại đội đầu tiên được chọn là nhỏ nhất .

Bài này O(N) mới thực sự coi là accept . Còn lại O(NlogN) , O(N^2) thì đó là do bạn may mắn accept thôi.

Input

Dòng 1 : Số T là số bộ test .   
T nhóm dòng tiếp theo , mỗi nhóm dòng mô tả 1 bộ test . Nhóm dòng thứ i :   
Dòng 1: N ( <= 30000 )   
Dòng 2: N số nguyên mô tả N số A[1] , A[2] , … A[N] ( các số nguyên dương <= 30000 ).   
.

Output

Kết quả mỗi test ghi ra trên 1 dòng , gồm 3 số : sức mạnh quân đoàn mạnh nhất , chỉ số của đại đội đầu tiên và chỉ số của đại đội cuối cùng được chọn .

Example

Input:

2

4

3 4 3 1

4

1 2 1 3

Output:

9 1 3

4 1 4

* **Người up:** hard7771988
* **Điểm:** 0.08
* **Ngôn ngữ cho phép:**

Dạo chơi quanh nhà ( WALK )

**Giới hạn**

* **Thời gian:** 0.117s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 10000 bytes

Cho N vectơ có độ dài không quá L . Xét đến vectơ i (x,y) ta có thể chọn vectơ i (x,y) hoặc vectơ –i ( -x,-y ) . Yêu cầu hãy xác định 1 cách chọn các vectơ sao cho vectơ tổng của N vectơ thì có độ dài không quá sqrt(2) \* L .   
1 <= N <= 10000 .   
1 <= L <= 1000 .

Input

Dòng 1 : 2 số nguyên N , L. N dòng tiếp theo mỗi dòng gồm 2 số nguyên xi , yi mô tả vectơ i .

Output

Gồm 1 dòng ghi ra N số nguyên , số thứ i là 1 tương ứng là chọn vectơ (xi,yi) và 2 tương ứng là chọn vectơ (-xi,-yi) . Dữ liêụ đảm bảo có phương án.

Example

Input:

4 5

5 0

0 5

0 0

-3 4

Output:

1 2 1 1

* **Người up:** hard7771988
* **Điểm:** 0.66
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** VI Ural State University Collegiate Programming Contest (21.10.2001)

Vua Midas thích vàng ( MIDAS )

**Giới hạn**

* **Thời gian:** 0.044s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong thần thoại Hy Lạp, do có công giúp đỡ người thầy của thần Dyonysus, nhà vua Midas được vị thần thưởng cho bằng cách đưa ngài đến một hòn đảo có dạng một đa giác lồi N cạnh. Hòn đảo đã được chia thành các vùng bởi M đường rào là các đoạn thẳng nối một số cặp đỉnh của đa giác. Biết rằng các đoạn rào chỉ có điểm chung tại các đầu mút (các đỉnh).   
Thần Dyonysus nói với Midas rằng, nhà vua có thể chọn K mảnh bất kì trong số các mảnh đã được tạo ra bởi đường biên của đảo và các đường rào, miễn sao K mảnh đó phải ghép lại thành một miền liên tục.   
Yêu cầu: Hãy giúp vua Midas tham lam chọn ra K mảnh sao cho miền thu được có diện tích lớn nhất.

Input

Dòng đầu tiên ghi 3 số nguyên dương N, M, K (K ≤ M ≤ 100, N ≤ 1000).   
N dòng tiếp theo, dòng thứ i ghi hai số nguyên xi, yi ( |xi|, |yi| <= 1000000) là tọa độ của đỉnh thứ i của đa giác lồi (theo chiều ngược kim đồng hồ).   
Cuối cùng là M dòng, mỗi dòng mô tả một đường rào, gồm 2 số u, v cho biết đường rào nối hai đỉnh u và v.

Output

1 Dòng duy nhất ghi S là diện tích lớn nhất tìm được, chính xác đến 2 chữ số sau dấu phẩy.

Example

**Input:**  
8 4 2  
0 0  
0 2  
1 4  
3 5  
5 5  
6 4  
6 2  
4 0  
1 3  
3 8  
4 7  
4 8  
  
**Output:**  
13.50

* **Người up:** hard7771988
* **Điểm:** 1.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Tran Quang Khai

Câu chuyện người lính ( MILITARY )

**Giới hạn**

* **Thời gian:** 0.135s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

“Tôi vẫn nhớ chiến trường Điện Biên năm đó rất ác liệt, rất nhiều người lính đã ngã xuống. Tại vùng căn cứ này, địch cho xây dựng lô cốt, hàng rào dây thép gai rất nhiều , vòng trong nối vòng ngoài, tạo thành nhiều vòng bảo vệ … “Đó là dòng hồi tưởng của 1 người lính già đã từng tham gia chiến dịch Tây Bắc lịch sử. Lần theo những trang sử được ghi chép lại, người ta biết rằng tướng Đờ Cát lúc đầu chưa chọn vị trí để đặt sở chỉ huy mà tìm cách thiết lập các vòng bảo vệ bằng dây thép gai nối các cứ điểm lại với nhau, sau đó sẽ chọn đặt sở chỉ huy tại vị trí an toàn nhất là ở vị trí mà có nhiều vòng bảo vệ bao quanh nhất. Mỗi 1 vòng bảo vệ là 1 đa giác không tự cắt tạo thành bằng cách nối 1 số cứ điểm lại với nhau bằng dây thép gai, 1 cứ điểm thuộc về không quá 1 vòng bảo vệ, các vòng bảo vệ phải được thiết lập sao cho giữa 2 vòng bảo vệ bất kỳ X và Y thì phần diện tích chung của X và Y = Min( diện tích X, diện tích Y ) hoặc = 0. Trên mặt phẳng toạ độ, các cứ điểm được coi như các điểm có toạ độ nguyên. Bạn hãy xác định xem, sở chỉ huy của tướng Đờ Cát sẽ được bảo vệ tối đa bởi mấy vòng bảo vệ.   
  
Download một số test tại [đây](http://vn.spoj.pl/SPOJVN/content/MILITARY.rar)

Input

Dòng 1: số nguyên N là số cứ điểm. ( 1 ≤ N ≤ 4000 ).   
N dòng tiếp theo, dòng thứ i gồm 2 số nguyên xi, yi tương ứng là toạ độ của cứ điểm i . Các toạ độ đều là số nguyên dương ≤ 10000 .

Output

Gồm 1 dòng duy nhất ghi ra số lượng vòng bảo vệ tối đa mà sở chỉ huy của tướng Đờ Cát có thể được bao bọc .

Example

Input:

4

100 100

200 100

100 200

300 300

Output:

1

Giải thích: Ta nối cứ điểm 1, 2, 3, 4 lại tạo thành 1 vòng bảo vệ, đặt trụ sở chỉ huy bên trong thì ra được đáp án. Ngoài ra còn có các phương án khác là nối cứ điểm 1, 2, 3 tạo thành 1 vòng bảo vệ, nối cứ điểm 2, 3, 4 thành 1 vòng bảo vệ, … nhưng tất cả các phương án này thì khi chọn vị trí đặt trụ sở chỉ huy thì vẫn tối đa = 1.

* **Người up:** hard7771988
* **Điểm:** 0.40
* **Ngôn ngữ cho phép:**

Cái túi ( Hard version ) ( HUGEKNAP )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho N đồ vật , vật i có khối lượng W[i] và giá trị là V[i] . Một cái túi có thể chịu được khối lượng tối đa là M , quá thì sẽ rách. Hãy tìm cách nhét 1 số đồ vật vào trong túi sao cho túi không bị rách và tổng giá trị của các đồ vật nhét vào là lớn nhất.   
  
Các tiêu chí yêu cầu : Chương trình của bạn chạy đúng , bộ nhớ thông báo ngoài status nhỏ hơn 850 KB ( với Free Pascal ) và nhỏ hơn 2850 KB ( với C++ ) thì bạn mới được coi là accept . Yêu cầu này đơn giản là vì bài này nguồn gốc là dành cho Turbo Pascal nên khi add lên trên này thì đành phải giới hạn với các bạn 1 chút .   
Nâng time limit từ 3s lên 5s cho các bạn dễ làm hơn vậy.

Input

Dòng đầu tiên là số nguyên T là số bộ test . ( 1 ≤ T ≤ 40 )   
Mỗi bộ test sẽ có format như sau :   
Dòng 1 : 2 số nguyên dương N , M ( 1 ≤ N ≤ 10000 , 1 ≤ M ≤ 1000 ) .   
Dòng 2 : Gồm N số nguyên là W[i] ( 1 ≤ W[i] ≤ 1000 ) .   
Dòng 3 : Gồm N số nguyên là V[i] ( 1 ≤ V[i] ≤ 10000 ) .

Output

Với mỗi bộ test :   
Dòng đầu tiên ghi ra giá trị lớn nhất có thể đạt được và số K là số đồ vật lựa chọn .   
Dòng thứ 2 ghi ra chỉ số của K đồ vật được chọn .

Example

Input:

1

3 4

1 2 3

4 5 6

Output:

10 2

1 3

* **Người up:** hard7771988
* **Điểm:** 0.30
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Folklore - Sách thầy Hoàng , mục bài tập tự giải , bài số 1 .

Floyd hoặc Dijkstra ( Cơ bản ) ( FLOYD )

**Giới hạn**

* **Thời gian:** 0.163s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho đơn đồ thị vô hướng N đỉnh và M cạnh, trọng số các cạnh đều nguyên dương. Có 2 loại câu hỏi :   
0 u v : Cho biết đường đi ngắn nhất từ u tới v có độ dài là bao nhiêu.   
1 u v : Hãy chỉ ra 1 đường đi ngắn nhất từ u => v   
Bài cơ bản này nhằm kiểm tra kỹ năng xây dựng các module chương trình con dành cho truy vết 1 cách hợp lý, sử dụng nhuần nhuyễn chương trình con, lời gọi hàm .   
  
Download test và solution tại [đây](http://vn.spoj.pl/SPOJVN/content/floyd.rar)

Input

Dòng 1 : 3 số nguyên N , M , K . ( 1 ≤ N ≤ 100 , 1 ≤ M ≤ N\*(N-1)/2 , 1 ≤ K ≤ 1000 )   
M dòng tiếp theo , dòng thứ i gồm 3 số nguyên dương u , v , c cho biết cạnh (u,v) có trọng số là c ( 1 ≤ c ≤ 10000 )   
K dòng tiếp theo là K câu hỏi , dòng thứ j sẽ có định dạng như đã nêu ở trên .

Output

Ứng với mỗi câu hỏi trong K câu hỏi thì ta phải trả lời trên mỗi dòng như sau .   
Câu hỏi 0 u v : Ghi ra 1 số nguyên duy nhất là độ dài đường đi ngắn nhất từ u -> v.   
Câu hỏi 1 u v : Ghi ra số đầu tiên là số X là số đỉnh trên đường đi ngắn nhất này , tiếp đó ghi ra X số là chỉ số các đỉnh theo thứ tự xuất hiện trên hành trình .

Example

Input:

3 3 2

1 2 3

2 3 1

1 3 5

0 1 2

1 1 3

Output:

3

3 1 2 3

* **Người up:** hard7771988
* **Điểm:** 0.05
* **Ngôn ngữ cho phép:**

Một chút về Huffman Tree ( HEAP1 )

**Giới hạn**

* **Thời gian:** 0.659s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một người nông dân muốn cắt 1 thanh gỗ có độ dài L của mình thành N miếng , mỗi miếng có độ dài là 1 số nguyên dương A[i] ( A[1] + A[2] + … A[N] = L ) . Tuy nhiên để cắt một miếng gỗ có độ dài là X thành 2 phần thì ông ta sẽ mất X tiền . Ông nông dân này không giỏi tính toán lắm , vì vậy bạn được yêu cầu lập trình giúp ông ta cho biết cần để dành ít nhất bao nhiêu tiền thì mới có thể cắt được tấm gỗ như mong muốn .   
  
Lưu ý : Kết quả có thể vượt longint ( trong Pascal ) và vượt long ( trong C++ ) đấy nhé .

Input

Dòng 1 : 1 số nguyên dương T là số bộ test .   
T nhóm dòng tiếp theo mô tả các bộ test , mỗi nhóm dòng gồm 2 dòng :   
Dòng 1 : số nguyên dương N ( 1 ≤ N ≤ 20000 ) .   
Dòng 2 : N số nguyên dương A[1] ,…, A[N] . ( 1 ≤ A[i] ≤ 50000 )

Output

Kết quả mỗi test ghi ra trên 1 dòng , ghi ra 1 số nguyên dương duy nhất là chi phí tối thiểu cần để cắt tấm gỗ .

Example

Input:

1

4

1 2 3 4

Output:

19

Đầu tiên cắt miếng gỗ thành 2 phần có độ dài 6 và 4 . Sau đó cắt tiếp miếng có độ dài 6 -> 3 và 3 . Cắt 1 miếng 3 thành 2 phần có độ dài 1 , 2 . Như vậy chi phí là 10 + 6 + 3 = 19.

* **Người up:** hard7771988
* **Điểm:** 0.09
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** USACO

Phép Xor ( XOR )

**Giới hạn**

* **Thời gian:** 0.065s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho 1 tập N số nguyên dương A[1] , … A[N] . Tập số này được gọi là phụ thuộc tuyến tính nếu tồn tại 1 số nguyên A[i] nào đó thoả mãn :   
A[i] = A[j1] xor A[j2] … xor A[jk] ( với i , j1 , j2 , … , jk đôi một khác nhau và k là 1 số tuỳ ý ) . Nếu tập số này không phụ thuộc tuyến tính thì được gọi là độc lập tuyến tính .   
Hãy kiểm tra tập N số nguyên dương A[1] … A[N] có phải là độc lập tuyến tính hay không ? Nếu không hãy chỉ ra phải loại đi ít nhất bao nhiêu phần tử để tập còn lại là 1 tập độc lập tuyến tính .   
  
Download test tại [đây](http://vn.spoj.pl/SPOJVN/content/XOR.rar). Solution của bài này sẽ không được upload , các bạn phải tự giải.

Input

Dòng 1 : số nguyên dương T là số bộ test .   
Tiếp theo là T bộ test , mỗi bộ test có format như sau :   
Dòng 1 : số N ( 1 ≤ N ≤ 10000 ) .   
Dòng 2 : N số nguyên dương A[1] … A[N] .( 1 ≤ A[i] ≤ 2000000000 ) .

Output

Với mỗi test , nếu tập N số là độc lập tuyến tính thì ghi ra “YES” ngược lại ghi ra “NO X” với X là số số ít nhất cần phải bỏ đi để tập còn lại trở thành độc lập tuyến tính .

Example

Input:

2

2

1 2

3

1 2 3

Output:

YES

NO 1

* **Người up:** hard7771988
* **Điểm:** 1.10
* **Ngôn ngữ cho phép:**

Xây dựng lâu đài ( CASTLE )

**Giới hạn**

* **Thời gian:** 0.141s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Vua Hùng Vương thứ 18 đang muốn xây dựng cho mình một lâu đài trên một khu đất ở Phú Thọ. Để cho đơn giản, ta sẽ tọa độ hóa khu đất theo hệ tọa độ Đề Các. Theo các kiến trúc sư, để đảm bảo các yêu cầu mỹ quan, lâu đài nên được xây theo hình chữ nhật có các cạnh song song trục toạ độ. Còn theo thuật phong thủy, các góc của lâu đài không thể xây đặt tuỳ ý mà chỉ có thể đặt ở một số vị trí. Nhà vua muốn xây lâu đài cho mình vừa đẹp lại vừa hợp phong thuỷ. Và bạn, một chuyên gia lập trình, được yêu cầu giúp đỡ nhà vua. Nhà vua còn muốn biết có bao nhiêu cách xây lâu đài, và trong đó có bao nhiêu cách xây có diện tích lớn nhất và có diện tích nhỏ nhất, các diện tích đó là bao nhiêu?

Lưu ý các bạn cài bài này phải cài thật tinh tế. Solution mẫu của tác giả bài này mình đã submit thử để đảm bảo nó bị chạy quá thời gian (Time Limit Exceeded, kích vào link xem All Submissions ở trên) . O(N^2) là thuật toán chuẩn, O(N^2\*logN) nếu cài tốt thì cũng có thể accept.

Input

Dòng thứ nhất ghi số N là số điểm có thể đặt góc lâu đài.( 1 ≤ N ≤ 5000 )  
N dòng sau ghi 2\*N số nguyên là tọa độ N điểm có thể đặt góc lâu đài. ( Tọa độ của các điểm là các số nguyên có giá trị tuyệt đối nhỏ hơn 2^31 )

Output

Dòng thứ nhất ghi số M là số cách xây lâu đài.  
Nếu M > 0, dòng thứ hai ghi 2 số SMAX, CMAX là diện tích lớn nhất của lâu đài và số lượng lâu đài có diện tích là SMAX.  
Dòng thứ 3 ghi 2 số SMIN, CMIN là diện tích nhỏ nhất của lâu đài và số lượng lâu đài có diện tích là SMIN.

Example

**Input:**

8

1 1

1 2

1 3

2 1

2 2

2 3

3 1

3 2

**Output:**

5

2 2

1 3

* **Người up:** hard7771988
* **Điểm:** 0.52
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** AGAMES 2004

Lập lịch sửa chữa ô tô ( CAR )

**Giới hạn**

* **Thời gian:** 0.185s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Một cơ sở sửa chữa ô tô có nhận n chiếc xe để sửa. Do các nhân viên làm việc quá lười nhác nên đã đến hạn trả cho khách hàng mà vẫn chưa tiến hành sửa được chiếc xe nào. Theo hợp đồng đã ký kết từ trước, nếu bàn giao xe thứ i quá hạn ngày nào thì sẽ phải trả thêm một khoản tiền phạt là A[i].   
Ông chủ cơ sở sửa chữa quyết định sa thải toàn bộ công nhân và thuê nhân công mới. Với lực lượng mới này, ông ta dự định rằng để sửa chiếc xe thứ i sẽ cần B[i] ngày. Vấn đề đặt ra đối với ông là phải lập lịch sửa tuần tự các chiếc xe sao cho tổng số tiền bị phạt là ít nhất.   
  
Yêu cầu: Hãy lập lịch sửa xe giúp cho ông chủ cơ sở sửa chữa ô tô.   
  
Download test và solution tại [đây](https://www.spoj.pl/CSP/content/CAR.rar).

Input

• Dòng 1: Chứa số n (n ≤ 10000)   
• Dòng 2: Chứa n số nguyên dương A[1], A[2], ..., A[n] (1 ≤ A[i] ≤ 10000)   
• Dòng 3: Chứa n số nguyên dương B[1], B[2], ..., B[n] (1 ≤ B[i] ≤ 100)

Output

• Dòng 1: Ghi số tiền bị phạt tối thiểu   
• Dòng 2: Ghi số hiệu các xe sẽ tiến hành sửa chữa, theo thứ tự từ xe được sửa đầu tiên đến xe sửa sau cùng

Example

Input:

4

1 3 4 2

3 2 3 1

Output:

44

4 2 3 1

Xong công việc 4 vào cuối ngày 1 => phải trả 2 \* 1 = 2 .   
Xong công việc 2 vào cuối ngày 3 => phải trả 3 \* 3 = 9.   
Xong công việc 3 vào cuối ngày 6 => phải trả 6 \* 4 = 24 .   
Xong công việc 1 vào cuối ngày 9 => phải trả 1 \* 9 = 9 .   
Vậy tổng cộng phải trả 44 .

* **Người up:** hard7771988
* **Điểm:** 0.09
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Le Minh Hoang

ập lịch trên 2 máy ( TWO )

**Giới hạn**

* **Thời gian:** 0.259s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Có N chi tiết máy cần được gia công lần lượt trên 2 máy A và B. Thời gian gia công chi tiết i trên máy A là a[i], thời gian gia công trên máy B là b[i]. Hãy tìm trình tự gia công các chi tiết trên 2 máy sao cho việc hoàn thành gia công tất cả các chi tiết là sớm nhất có thể.

Input

* Dòng 1: số nguyên dương N (1 ≤ N ≤ 10000).
* Dòng 2: N số nguyên dương a[1], …, a[n]. (1 ≤ a[i] ≤ 10000)
* Dòng 3: N số nguyên dương b[1], …, b[n]. (1 ≤ b[i] ≤ 10000)

Output

* Dòng 1: Số nguyên dương T là thời điểm sớm nhất có thể hoàn thành.
* Dòng 2: N số nguyên là lịch trình gia công các chi tiết máy.

Example

Input:

3

2 3 1

1 2 3

Output:

7

3 2 1

* **Người up:** hard7771988
* **Điểm:** 0.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Folklore

Lập lịch trên 3 máy ( MACHINE )

**Giới hạn**

* **Thời gian:** 0.134s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Có N chi tiết máy cần được gia công lần lượt trên 3 máy A , B và C. Thời gian gia công chi tiết i trên máy A là a[i] , thời gian gia công trên máy B là b[i] , thời gian gia công trên máy C là c[i] . Biết rằng 1 trong 2 điều kiện sau đây được thoả mãn : max( b[i] ) ≤ min( a[i] ) hoặc max( b[i] ) ≤ min( c[i] ) ( i = 1,…n ) .   
Hãy tìm trình tự gia công các chi tiết trên 3 máy sao cho việc hoàn thành gia công tất cả các chi tiết là sớm nhất có thể .

Input

Dòng 1 : số nguyên dương N ( 1 ≤ N ≤ 10000 ) .   
Dòng 2 : N số nguyên dương a[1] , … a[n] . ( 1 ≤ a[i] ≤ 10000 )   
Dòng 3 : N số nguyên dương b[1] , … b[n] .( 1 ≤ b[i] ≤ 10000 )   
Dòng 4 : N số nguyên dương c[1] , … c[n] .( 1 ≤ c[i] ≤ 10000 )

Output

Dòng 1 : Số nguyên dương T là thời điểm sớm nhất có thể hoàn thành .   
Dòng 2 : N số nguyên là lịch trình gia công các chi tiết máy .

Example

Input:

2

1 2

3 2

4 4

Output:

12

1 2

* **Người up:** hard7771988
* **Điểm:** 0.32
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Folklore

**TRANG 2**

Dãy nghịch thế độ dài K ( KINV )

**Giới hạn**

* **Thời gian:** 0.088s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho dãy N số nguyên dương A[1] , … A[N] là một hoán vị của 1 , 2 , 3 , … N .   
Một dãy nghịch thế độ dài k là 1 dãy A[j1] > A[j2] > A[j3] … > A[jk] với j1 < j2 < j3 … < jk . Hãy đếm xem có tất cả bao nhiêu dãy nghịch thế độ dài k .

Input

Dòng 1 : 2 số nguyên dương N và k ( 2 ≤ N ≤ 10000 , 2 ≤ k ≤ 10 ) .   
Dòng 2 : N số nguyên dương A[1] … A[N] .

Output

Giả sử T là số lượng dãy nghịch thế có độ dài k , hãy ghi ra T mod 10^9 .

Example

Input:

3 2

3 2 1

Output:

3

* **Người up:** hard7771988
* **Điểm:** 0.16
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Dmitry Gozman Contest 1

Đảo giấu vàng ( GOLD )

**Giới hạn**

* **Thời gian:** 0.095s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

1 nhà thám hiểm nọ vừa phát hiện ra một bản đồ kho báu . Trên bản đồ miêu tả 1 hòn đảo nằm ở nam Thái Bình Dương . Trên hòn đảo có N vị trí có kho báu là các mỏ vàng . Để được phép khai thác nhà thám hiểm quyết định dốc hết tiền của ra mua 1 mảnh đất và khai thác các mỏ vàng trên đó . Tuy nhiên Nhà thám hiểm cũng không giàu có gì lắm nên chỉ có thể mua được 1 miếng đất hình chữ nhật có kích thước tối đa là S \* W và theo yêu cầu của Chúa Đảo thì miếng đất phải song song với 2 trục Ox và Oy để không làm mất mỹ quan của hòn đảo ( các mỏ vàng nằm trên đường biên của miếng đất cũng sẽ được quyền khai thác ) . Bạn hãy lập trình giúp Nhà thám hiểm tính xem ông ta có thể chiếm được nhiều nhất là bao nhiêu mỏ vàng .   
Lưu ý : Bài này nếu không cẩn thận sẽ rất dễ bị ngộ nhận . Vì vậy nên phải đặc biệt chú ý. Là 1 bài khó vì thế nên sau một thời gian sẽ để cho các bạn có thể xem lời giải và download test .   
  
Download test và solution tại [đây](http://vn.spoj.pl/SPOJVN/content/GOLD.rar).

Input

Dòng 1 : 2 số nguyên dương S W ( 1 ≤ S , W ≤ 10000 ). S là độ dài cạnh song song với trục Ox . W là độ dài cạnh song song với trục Oy .   
Dòng 2 : số nguyên dương N ( 1 ≤ N ≤ 15000 ) .   
N dòng tiếp theo , dòng thứ i mô tả vị trí của mỏ vàng thứ i là 2 số nguyên xi và yi . ( -30000 ≤ xi , yi ≤ 30000 ) .

Output

Gồm 1 dòng duy nhất ghi ra số lượng nhiều nhất mỏ vàng mà Nhà thám hiểm có thể có được .

Example

Input:

1 2

12

0 0

1 1

2 2

3 3

4 5

5 5

4 2

1 4

0 5

5 0

2 3

3 2

Output:

4

* **Người up:** hard7771988
* **Điểm:** 0.32
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Polish Olympiad in Informatics

Cây P đỉnh ( Cơ bản ) ( PTREE )

**Giới hạn**

* **Thời gian:** 0.152s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho một cây gồm N đỉnh , mỗi đỉnh có 1 nhãn C[i] gọi là trọng số của đỉnh i . Hãy tìm 1 cây con gồm P đỉnh sao cho tổng trọng số của cây con này là lớn nhất . Hiểu 1 cách đơn giản là tìm P đỉnh sao cho P đỉnh này liên thông và tổng trọng số là lớn nhất .   
  
Vì bài này là ở mức độ khó tuy nhiên lại có nhiều ứng dụng nên các bạn có thể xem lời giải, download test. Nói chung cũng có thể xếp bài này vào nhóm bài “cơ bản” .   
  
Download test và solution tại [đây](http://vn.spoj.pl/SPOJVN/content/ptree.rar).

Input

Dòng 1 : 2 số nguyên dương N và P . ( 1 ≤ P ≤ N ≤ 200 ) .   
Dòng 2 : N số nguyên dương C[1] , … C[N] . ( -1000 ≤ C[i] ≤ 1000 ) .   
N – 1 dòng tiếp theo , mỗi dòng gồm 2 số nguyên dương u , v mô tả 1 cạnh của đồ thị .

Output

Gồm 1 dòng ghi ra P số nguyên là chỉ số của P đỉnh được chọn .

Example

Input:

3 2

1 2 3

1 2

2 3

Output:

2 3

* **Người up:** hard7771988
* **Điểm:** 0.19
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Folklore

Mạng điện ( ENET )

**Giới hạn**

* **Thời gian:** 0.033s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Xét một mạng điện gồm N nút (đánh số từ 1 đến N) và hệ thống gồm M đường dây , mỗi đường dây nối trực tiếp một cặp nút nào đó của mạng . Với mục đính khảo sát hiệu thế giữa hai nút s, t nào đó của mạng ảnh hưởng đến điện áp của các nút trong mạng, người ta muốn xác định các nút gọi là các nút thế năng của mạng. Một nút của mạng được gọi là nút thế năng nếu như việc truyền tải điện năng từ nút s đến nút t trên mạng có thể thực hiện theo tuyến đường dây có đi qua nút này đồng thời mỗi nút của mạng xuất hiện trên tuyến đường dây này không quá một lần.   
Yêu cầu: Xác định tất cả các nút thế năng của mạng điện .   
  
Download test tại [đây](http://vn.spoj.pl/SPOJVN/content/ENET.rar). Solution của bài này sẽ không được upload , các bạn phải tự giải. Lưu ý là đây là bộ test thử , còn bộ test dùng trong chương trình check có thể khác .

Input

Dòng đầu tiên chứa bốn số N, M, s, t (N ≤ 1000, M ≤ 15000).   
Dòng thứ i trong M dòng tiếp theo chứa hai số Di, Ci là các số hiệu hai nút tương ứng hai đầu mút của đường dây thứ i.

Output

Dòng đầu tiên ghi số K là số lượng nút thế năng tìm được.   
Dòng thứ i trong K dòng cuối cùng ghi số hiệu của nút thế năng thứ i , các chỉ số được ghi theo thứ tự tăng dần .

Example

Input:

3 2 1 3

3 1

1 2

Output:

2

1

3

* **Người up:** hard7771988
* **Điểm:** 0.39
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Tran Quang Khai

Diện tích hình chữ nhật ( AREA )

**Giới hạn**

* **Thời gian:** 0.075s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trên mặt phẳng toạ độ người ta vẽ ra N hình chữ nhật . Hãy tính diện tích che phủ bởi N hình chữ nhật này , biết rằng N hình chữ nhật này song song với 2 trục Ox và Oy .

Input

Dòng 1 : số nguyên N ( 1 ≤ N ≤ 10000 ) .   
N dòng tiếp theo , mỗi dòng gồm 4 số nguyên x1 , y1 , x2 , y2 tương ứng là toạ độ góc trái dưới và góc phải trên của hình chữ nhật thứ i.( 0 ≤ x1 ≤ x2 ≤ 30000 , 0 ≤ y1≤ y2 ≤ 30000 ) .

Output

Gồm 1 dòng ghi ra diện tích phủ bởi N hình chữ nhật

Example

![ Example](data:image/gif;base64,R0lGODlhvAD6AIAAAF9fYP///yH5BAEAAAEALAAAAAC8APoAAAL/jI+py+0Po5y02ovzBbz7D4biSJbmiaafxlpAC8dy9s52Ut/6Pue87PsJh5IgkXZMKhXGJaXpjOqg0ge1imVds0yuN7b9GsLiMoP8RZvXY/bZDXeoufO4t47F2/P7g74f9RcI2CfoZEh4hKi0mCjUqOgYB0lEKXlj+XjplvnTuQnzuSMKqkGKWWp2arOaWtEK5CoGCyabRkhra4WrS8fbyweYC7wwrEVcZWyKLKWMxHz4C80oPR0pbE2NnX1dyN2958wsvvFdWW0+ip6Ous2u7v7e7i0/tV4feo9/HL+f3++PH72A/wYSFBjuYMGEChHaIUcM4quGDidRXAbw4gSJ/080YuC40WO5jCJ3kSzZAGQRlB1Psuzi8iUClRFourJpUmZOhjrl6Ovp5yfQADh9Dn0Ts2fRlEeRGmwaNKnOpU6hRn1qlWoxqziEAtUKk2sbqTLBdhU7FitUszPRpuUplu3VuF6V1p16t2zel3Lfcu1L1G1gsnz3sgQMGO5DwYgZG0bZ2G1ktJPpEj78uGTlv5lFbs7a2ePntaE1jm56+mjqoau/lr7Y2u5lyK8pxsY7W3Pthrf15va8W2Hvwr9FE1WBPLny5cxPeJML/bnaNdGjK+Y0ePF1Ni+sa1/s3WLC8HCqT1clfTv19N/Fgz9fxrx69OPhz2LvPn/57Pqx1/+fHx9++wF4H3n+vUfgLf+1NyCCDB5okYHcCQhhgxHap6CD/U244IbrdWhhiNhJ+KGGInJoYoUqTkgifSmi6CF6LQYI4oolXpjgHRTCeOJ6M95XI482yoihjkHe2COROfpypIsxBvhjhjg+KCSLRTL5IpJDQnllFvJRqaWVS3q5Y5hmKgmmk/tFaWSWam5ZYJfBuEljmlyOOeeUTwJJJ5973sImlnomWeegcEq5ZiHNLcpoo456wB9nxZkW3EHDYTYpbJUSdCltmdq2aUCd6vYpb6H6MypwpQp36j6pGreqpa3i8yqlsXI6az21anqrqLnKsyuovaL66zvBmjqsq8VZsnMsq8nSumw6zcr6rK7RmjMtrtUCe+032fq6rbHdcvMtseEyO2425Sp7rrTpWrMutO1i++408Vo7r7f1QnMvt/mSu+84ASPTr7j/qjtwRLg8ynDDDpNASAEAOw==)

Input:

2

10 10 20 20

15 15 25 30

Output:

225

* **Người up:** hard7771988
* **Điểm:** 0.19
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** BOI 2001

Thả trứng , trò giải trí tuổi teen ( EGG )

**Giới hạn**

* **Thời gian:** 0.2s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Tụi trẻ con có được N quả trứng có độ cứng như nhau . Trong giờ ra chơi chúng quyết định thử xem trứng cứng đến mức nào bằng cách thả trứng từ trên tầng cao xuống đất xem ở độ cao nào thì trứng sẽ vỡ . Giả sử độ cứng của trứng là E thì thả trứng ở các tầng từ tầng 1 -> tầng E trứng sẽ không vỡ , và thả trứng bắt đầu ở tầng E + 1 trở đi trứng sẽ vỡ . Cách làm nông dân nhất là ta cứ đem thả từng tầng một từ thấp lên cao đến tầng nào trứng vỡ là biết ngay nhưng mà như thế phải thả nhiều lần quá , giờ ra chơi của bọn trẻ con không được lâu đến thế , hơn nữa tụi nó có tới N quả trứng nên có vỡ 1 số quả cũng chẳng sao , miễn là đạt được mục đích của mình .   
  
Bạn là một lập trình viên siêu hạng , sau khi nghe nỗi niềm của bọn trẻ , bạn có thể giúp gì được bọn trẻ không ? Hay là sẽ chịu thua ? Nếu giải được bài toán hóc búa này thì bạn hãy thử submit xem nào . Biết rằng toà nhà trường học của bọn trẻ có tất cả M tầng ( nếu trứng không vỡ ở tầng M thì có thể coi như nó có độ cứng là M ) .   
  
Chú ý nếu không cẩn thận sẽ rất dễ bị ngộ nhận . Dù làm cách nào đi nữa thì vấn đề muôn thuở vẫn là phải chứng minh được tính đúng đắn của thuật toán .

Input

Dòng 1 : số test T ( 1 ≤ T ≤ 10000 ) .   
T dòng tiếp theo mỗi dòng gồm 2 số nguyên N M ( 1 ≤ N , M ≤ 1000 ) .

Output

Với mỗi test ghi ra số lượng lần thả ít nhất ( X ) để có thể xác định được rõ ràng độ cứng của quả trứng ( kể cả trong trường hợp xấu nhất thì với X lần thả cũng có thể xác định được độ cứng của quả trứng ) .

Example

Input:

2

1 10

2 5

Output:

10

3

Giải thích test 1 ( N=1, M=10 ) : Giả sử ta bắt đầu thả trứng ở tầng 5 . Nếu trứng vỡ -> ta không còn trứng để thử nữa ( vì ta có mỗi một quả trứng ) -> không thể xác định được độ cứng của trứng là 0 hay 1, 2, 3, 4 . Nếu ta thả trứng từ tầng 1 , trứng vỡ -> độ cứng của trứng là 0 , nếu không vỡ ta lại thả tiếp ở tầng thứ 2 , … cứ làm như vậy thì ở trường hợp tệ nhất là trứng có độ cứng là 10 thì ta phải mất tới 10 lần thử .

* **Người up:** hard7771988
* **Điểm:** 0.24
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Folklore

Cặp ghép không trọng số ( MATCH1 )

**Giới hạn**

* **Thời gian:** 0.209s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho đồ thị hai phía G = (X U Y, E); Các đỉnh của X ký hiệu là x1, x2, ..., xm, các đỉnh của Y ký hiệu là y1, y2, ..., yn.   
Một bộ ghép trên G là một tập các cạnh thuộc E đôi một không có đỉnh chung.   
  
Yêu cầu: Hãy tìm bộ ghép cực đại (có nhiều cạnh nhất) trên G.   
  
Chú ý : Dùng Eof chứ không dùng SeekEof.

Input

• Dòng 1: Chứa hai số m, n (1 ≤ m, n ≤ 100)   
• Các dòng tiếp, mỗi dòng chứa hai số nguyên dương i, j cho biết thông tin về một cạnh (xi, yj) thuộc E.

Output

• Dòng 1: Ghi số cạnh trong bộ ghép cực đại tìm được (K).   
• K dòng tiếp theo, mỗi dòng ghi thông tin về một cạnh được chọn vào bộ ghép cực đại: Gồm 2 số u, v thể hiện cho cạnh nối (xu, yv).

Example

Input:

4 5

1 1

1 4

2 1

2 2

2 4

3 2

3 3

4 2

4 3

Output:

4

1 1

2 4

3 3

4 2

* **Người up:** hard7771988
* **Điểm:** 0.11
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Cuốn DSAP của thầy Lê Minh Hoàng, giáo viên khối chuyên Sư Phạm

Bộ ghép đầy đủ trọng số cực tiểu ( MATCH2 )

**Giới hạn**

* **Thời gian:** 0.118s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho đồ thị hai phía G = (X U Y, E); Các đỉnh của X ký hiệu là x1, x2, ..., xn, các đỉnh của Y ký hiệu là y1, y2, ..., yn. Mỗi cạnh của G được gán một trọng số không âm. Một bộ ghép đầy đủ trên G là một tập n cạnh thuộc E đôi một không có đỉnh chung. Trọng số của bộ ghép là tổng trọng số các cạnh nằm trong bộ ghép.   
  
Ràng buộc: Luôn tồn tại ít nhất một bộ ghép đầy đủ trên G.   
Chú ý dùng Eof chứ không dùng SeekEof

Input

• Dòng 1: Chứa số n (1 ≤ n ≤ 200)   
• Các dòng tiếp theo, mỗi dòng chứa 3 số nguyên i, j, c cho biết có một cạnh (xi, yj) và trọng số cạnh đó là c (0 ≤ c ≤ 200).

Output

• Dòng 1: Ghi trọng số bộ ghép tìm được   
• n dòng tiếp, mỗi dòng ghi hai số (u, v) tượng trưng cho một cạnh (xu, yv) được chọn vào bộ ghép.

Example

Input:

4

1 1 0

1 2 0

2 1 0

2 4 2

3 2 1

3 3 0

4 3 0

4 4 9

Output:

3

1 1

2 4

3 2

4 3

* **Người up:** hard7771988
* **Điểm:** 0.20
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Sách DSAP của thầy Lê Minh Hoàng , giáo viên khối chuyên Sư Phạm

Giao lưu ( FLOW1 )

**Giới hạn**

* **Thời gian:** 0.05s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cuộc thi giao lưu "Tết Ta Tin (TTT)" giữa hai đội Sư Phạm (SP) và Tổng Hợp (TH) có m bài toán tin học, mỗi đội có n học sinh tham dự. Các bài toán được đánh số từ 1 đến m và các học sinh của mỗi đội được đánh số từ 1 tới n.   
Học sinh của hai đội đều là những lập trình viên xuất sắc, tuy nhiên mỗi học sinh có thể giải quyết những bài toán thuộc sở trường của mình hiệu quả hơn những bài khác.   
  
Hãy giúp thầy My tổ chức cuộc thi theo thể thức sau:   
• Chọn đúng n cặp đấu, mỗi cặp gồm 01 học sinh SP và 01 học sinh TH làm 01 bài toán trong số những bài toán này.   
• Có đúng n bài toán được mang ra thi   
• Học sinh nào cũng được tham gia   
• Bài toán cho cặp đấu bất kỳ phải thuộc sở trường của cả hai thí sinh trong cặp   
  
Biết rằng luôn tồn tại phương án thực hiện yêu cầu trên.

Input

• Dòng 1: Chứa hai số n, m (1 ≤ n ≤ m ≤ 255)   
• n dòng tiếp theo, dòng thứ i ghi danh sách các bài toán thuộc sở trường của học sinh SP thứ i.   
• n dòng tiếp theo, dòng thứ j ghi danh sách các bài toán thuộc sở trường của học sinh TH thứ j.   
Chú ý dùng Eoln chứ không dùng SeekEoln

Output

Gồm m dòng, dòng thứ k ghi số hiệu thí sinh SP và số hiệu thí sinh TH trong cặp đấu bằng bài toán k, nếu bài toán k không được mang ra thi thì ghi vào dòng này hai số 0 .

Example

Input:

4 6

3 6

1 2

2 4

5

6

3 5 6

4

1 2 6

Output:

2 4

0 0

0 0

3 3

4 2

1 1

* **Người up:** hard7771988
* **Điểm:** 0.38
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Tuyển tập 150 bài của thầy Lê Minh Hoàng

Tô màu nhỏ nhất ( CTREE )

**Giới hạn**

* **Thời gian:** 0.098s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho một cây gồm N nút, hãy tìm cách gán mỗi đỉnh một nhãn nguyên dương sao cho:   
+ Hai nút có cạnh nối được gán bởi hai nhãn khác nhau.   
+ Tổng giá trị các nhãn là nhỏ nhất.

Input

Dòng đầu tiên ghi N ( 1 ≤ N ≤ 10000).   
N-1 dòng tiếp theo, mỗi dòng ghi hai nút là hai đầu mút của một cạnh thuộc cây.

Output

Dòng đầu tiên ghi S là tổng giá trị nhãn tìm được.   
N dòng tiếp theo, dòng thứ i ghi nhãn gán cho đỉnh i trong phép gán tối ưu tìm được.

Example

Input:

8

1 2

1 3

1 4

1 5

5 6

5 7

5 8

Output:

11

3

1

1

1

2

1

1

1

* **Người up:** hard7771988
* **Điểm:** 0.17
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Tran Quang Khai

Du lịch ( TWOSAT )

**Giới hạn**

* **Thời gian:** 0.066s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 30000 bytes

Một công ty du lịch tổ chức cho 1 đoàn du khách nước ngoài đi du lịch M thành phố ở Việt Nam . Tuy nhiên mỗi du khách lại có 2 yêu cầu . Mỗi yêu cầu có dạng “Không muốn đi thành phố A” hoặc “Muốn đi thành phố A” ( A là chỉ số thành phố mà người đó yêu cầu ) . ( Có thể có trường hợp 2 yêu cầu của khách là “Muốn đi thành phố A” và Vì các du khách này là người nước ngoài nên rất khó tính , họ muốn ít nhất 1 trong 2 yêu cầu của họ phải được đáp ứng . Bên công ty du lịch đã đau đầu tìm cách chọn ra các thành phố để đưa đoàn du khách đi mà vẫn chưa tìm được cách nào cả . Bạn được yêu cầu giúp công ty du lịch này chọn ra 1 số thành phố để đưa đoàn du khách này đi mà lại vừa thoả mãn được các du khách này .

Input

Dòng 1 : 2 số nguyên N và M ( 1 ≤ N ≤ 20000 , 1 ≤ M ≤ 8000 ) tương ứng là số khách du lịch và số thành phố .   
M dòng tiếp theo gồm 2 số nguyên u , v , -M ≤ u ,v ≤ M ( u <> 0 , v <> 0 ) mô tả yêu cầu của khách thứ i ( số dương nếu yêu cầu du khách i muốn đi thành phố đó và số âm nếu không muốn đi thành phố đó ).

Output

Dòng 1 : Ghi YES nếu có phương án thoả mãn yêu cầu các du khách và ghi NO trong trường hợp ngược lại .   
Nếu YES thì ghi tiếp theo như sau :   
Dòng 2 : số nguyên dương K là số thành phố được chọn .   
Dòng 3 : Gồm K số nguyên là chỉ số của các thành phố được chọn .

Example

Input:

2 3

-1 -2

1 2

Output:

YES

2

2 3

* **Người up:** hard7771988
* **Điểm:** 0.58
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Dựa theo BOI 2001

Dịch chuyển tức thời ( TELEPORT )

**Giới hạn**

* **Thời gian:** 0.646s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Pháp sư vĩ đại Byter đã phù phép tạo nên 2 hòn đảo trên biển Baltic : đảoBornholm và đảo Gotland . Ở mỗi đảo thì ông cũng tạo nên một vài cổng dịch chuyển tức thời ( CDCTT ) . Mỗi CDCTT sẽ là 1 trong 2 loại hình sau :   
1 ) Cổng Đến : Người ta sẽ được di chuyển tới cổng này .   
2 ) Cổng Đi : Khi bước vào cổng này người ta sẽ được đưa tới 1 Cổng Đến duy nhất xác định nằm ở hòn đảo kia .   
  
Một lần Byter đã giao cho các học trò của mình bài toán như sau : Cho biết số lượng CDCTT ở mỗi hòn đảo . Các học trò phải xác định xem cổng nào sẽ là Cổng Đến , cổng nào sẽ là Cổng Đi sao cho thoả mãn yêu cầu sau : Giả sử cổng i được đặt là Cổng Đến thì có ít nhất 1 Cổng Đi sẽ đưa người được dịch chuyển tới cổng i này và ngược lại , cổng i được đặt là Cổng Đi thì cổng mà nó gửi người đến phải được đặt là Cổng Đến .

Input

Dòng 1 : 2 số nguyên N và M ( 1 ≤ N , M ≤ 50000 ) tương ứng là số CDCTT ở trên đảo Bornhom và Gotland .   
Dòng thứ 2 gồm N số nguyên A[1] … A[N] mô tả các CDCTT ở đảo Bornhom : số A[i] cho biết nếu như Cổng thứ i trên đảo Bornhom được đặt là Cổng Đi thì nó sẽ gửi người đến Cổng A[i] trên đảo Gotland . ( 1 ≤ A[i] ≤ M ) .   
Dòng thứ 3 gồm M số nguyên B[1] … B[M] mô tả các CDCTT ở đảo Gotland : số B[i] cho biết nếu như Cổng thứ i trên đảo Gotland được đặt là Cổng Đi thì nó sẽ gửi người đến Cổng B[i] trên đảo Bornhom . ( 1 ≤ B[i] ≤ N ) .

Output

Dòng 1 : N số nguyên C[1] … C[N] ghi cách nhau 1 dấu khoảng trắng , C[i] = 1 nếu cổng i trên đảo Bornhom là Cổng Đi và = 0 nếu cổng i là Cổng Đến .   
Dòng 2 : M số nguyên D[1] … D[M] ghi cách nhau 1 khoảng trắng, D[i] = 1 nếu cổng i trên đảo Gotland là Cổng Đi và = 0 nếu cổng i là Cổng Đến .

Example

Input:

4 5

3 5 2 5

4 4 4 1 3

Output:

0 1 1 0

1 0 1 1 0

* **Người up:** hard7771988
* **Điểm:** 0.58
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Dựa theo BOI 2001

Thống nhất đất nước ( ELECT )

**Giới hạn**

* **Thời gian:** 0.087s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Sau nhiều năm chiến tranh liên miên giữa các Đảng phái , nước X rơi vào tình trạng đói nghèo , người dân khổ cực trăm bề . Nhận thức được tiếp tục kéo dài chiến tranh sẽ càng bất lợi cho đất nước , các Đảng trong nước X đã quyết định họp bàn nhau lại , bỏ qua hiềm khích chung để xây dựng lại đất nước. Việc làm đầu tiên sẽ là họp để chọn ra các vị đại biểu để lập nên Quốc Hội . Mỗi Đảng đã chọn ra 2 gương mặt tiêu biểu nhất cho Đảng của mình để ứng cử vào Quốc Hội . Tuy nhiên trong số các vị đại biểu của các Đảng này thì có một số vị vì lý do cá nhân trong chiến tranh nên rất căm thù nhau ( ví dụ như là ông A của Đảng P ghét ông B của Đảng Q … ) . Vì lý do chính trị mà trong Quốc Hội mỗi Đảng chỉ được phép có một người mà thôi . Ngoài ra để đảm bảo Quốc Hội làm việc 1 cách công minh thì các vị đại biểu Quốc Hội phải được chọn ra sao cho đảm bảo không có ai thù ghét ai cả nếu không rất có thể chiến tranh sẽ lại nổ ra . Bạn là một người yêu chuộng hoà bình đồng thời là 1 lập trình viên siêu hạng . Bạn hãy xem xét xem liệu có 1 cách tổ chức Quốc Hội sao cho thoả mãn được các yêu cầu đề ra hay không ?

Input

Dòng 1 : 2 số nguyên N và M ( 1 ≤ N≤ 8000 , 1 ≤ M ≤ 20000 ) tương ứng là số Đảng và só mối quan hệ thù ghét nhau giữa các thành viên của các Đảng . ( Các thành viên của Đảng 1 có số hiệu là 1 , 2 ; các thành viên của Đảng 2 có số hiệu là 3 , 4 … Thành viên của Đảng i sẽ có số hiệu là i\*2-1 và i\*2 ) .   
M dòng tiếp theo mỗi dòng gồm 2 số nguyên u , v cho biết người u và người v ghét nhau . ( 1 ≤ u < v ≤ N\*2 ) .

Output

Dòng 1 : Ghi 0 nếu không có phương án thoả mãn và 1 nếu có phương án thoả mãn.   
Nếu dòng 1 là 1 thì dòng thứ 2 ghi ra N số nguyên là số hiệu của các thành viên được chọn vào Quốc Hội .

Example

Input:

3 2

1 3

2 4

Output:

1

1 4 5

* **Người up:** hard7771988
* **Điểm:** 0.88
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Base on problem of Wojciech Rytter

Trải thảm đỏ ( CARPET )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Sảnh đường lớn của khối chuyên Sư Phạm đã được xây dựng để dành cho lễ kỷ niệm 40 năm thành lập trường . Nền nhà của sảnh đường có kích thước là 2000\*2000 mét vuông . Và để lát nền cho sảnh đường người ta cần lát các tấm gạch có kích thước là 1 mét vuông . Thật không may là gần đến ngày kỷ niệm trường rồi thì do sơ ý của 1 số công nhân đã làm đổ sơn ra nền , làm hỏng mất vẻ đẹp của sảnh đường . Tuy nhiên thật may mắn là vẫn có thể mua thảm cùng màu về để che đi những chỗ bị dính sơn .   
Có một điều rất kỳ thú đó là vết sơn đó lại có hình là một cung của hình tròn ( có tâm nằm trong phạm vi nền nhà ) . Bên thi công muốn sửa chữa lỗi lầm bằng cách mua một tấm thảm có dạng là một hình chữ nhật và sau đó trải lên sàn nhà che đi vểt sơn sao cho cạnh của tấm thảm sau khi trải sẽ trùng với các cạnh của các viên gạch ( tức là các góc của tấm thảm sẽ phải có toạ độ nguyên ) . Điều đau đầu của bên thi công giờ là không biết mua tấm thảm với kích thước bao nhiêu thì là có thể lấp được hết vết sơn mà diện tích miếng thảm đó lại là nhỏ nhất . Bạn hãy lập trình giúp bên thi công giải bài toán khó này . Vì bạn là lập trình viên rất giỏi nên bên thi công chỉ cho bạn biết toạ độ của 2 điểm đầu mút của cung và của 1 điểm nằm trên cung tròn đó mà thôi .   
  
Chú ý bài này nên làm cẩn thận , suy xét hết các trường hợp có thể xảy ra .

Input

Dòng 1 : Số nguyên dương T là số bộ test ( 1 ≤ T ≤ 45 ) . T nhóm dòng tiếp theo , mỗi nhóm dòng mô tả 1 bộ test , có format như sau :   
2 dòng đầu , mỗi dòng gồm 2 số nguyên là toạ độ của 2 điểm đầu mút của vết sơn .   
Dòng thứ 3 gồm 2 số nguyên là toạ độ của 1 điểm nằm trên vết sơn đó . Biết rằng các toạ độ đều là số nguyên có trị tuyệt đối ≤ 1000 và cung tròn nằm trong hình vuông [-1000,1000] \* [-1000,1000] .

Output

Với mỗi test ghi ra 1 số nguyên X là diện tích nhỏ nhất của miếng thảm .

Example

Input:

1

476 612

487 615

478 616

Output:

66

* **Người up:** hard7771988
* **Điểm:** 1.27
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Base on a problem of Alexander Mironenko

Số học 1 ( JACOBI )

**Giới hạn**

* **Thời gian:** 0.603s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Tìm tất cả số các nguyên x thoả mãn (x\*x) mod n = a mod n . Trong đó n là số nguyên tố và ước chung lớn nhất của a và n = 1 , 0 ≤ x ≤ n – 1 .

Input

Dòng 1 : số nguyên K là số bộ test ( 1 ≤ K ≤ 100000 ) . K dòng tiếp theo mỗi dòng gồm 2 số nguyên a , n ( 1 ≤ a , n ≤ 32767 ) .

Output

Với mỗi test ghi ra tất cả các số nguyên x thoả mãn theo thứ tự tăng dần trên 1 dòng . Nếu không có số nguyên x nào thoả mãn thì ghi ra “Khong co” .

Example

**Input:**

5

4 17

3 7

2 7

14 31

10007 20011

**Output:**

2 15

Khong co

3 4

13 18

5382 14629

* **Người up:** hard7771988
* **Điểm:** 0.78
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Base on a problem of Michael Medvedev

Chu vi các hình chữ nhật ( RECTP )

**Giới hạn**

* **Thời gian:** 0.079s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho N hình chữ nhật có các cạnh song song với các trục Ox và Oy .   
Hãy tính chu vi của hình tạo bởi N hình chữ nhật này . Với định nghĩa chu vi của N HCN là tổng độ dài các đường biên giúp phân biệt đâu là miền nằm trong các HCN và miền nằm ngoài các HCN .   
Chú ý : N hình chữ nhật này có thể tách rời nhau , không nhất thiết là đè lên nhau .

Input

Dòng 1 : số nguyên N ( 1 ≤ N ≤ 10000 ) .   
N dòng tiếp theo , mỗi dòng gồm 4 số nguyên x1 , y1 , x2 , y2 tương ứng là toạ độ góc trái dưới và góc phải trên của hình chữ nhật thứ i .( 0 ≤ x1 ≤ x2 ≤ 30000 , 0 ≤ y1≤ y2 ≤ 30000 ) .

Output

Gồm 1 dòng ghi ra chu vi của N hình chữ nhật .

Example

Input:

2

10 10 20 20

15 15 25 30

Output:

70

Giải thích test ví dụ : Đó là tổng độ dài các đoạn tô đậm trong hình vẽ .

* **Người up:** hard7771988
* **Điểm:** 0.90
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IOI

Diện tích các tam giác vuông cân ( TRIANGLE )

**Giới hạn**

* **Thời gian:** 0.103s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho N tam giác vuông cân . Hãy tính diện tích miền bị phủ bởi N tam giác này .

Input

Dòng 1 : số nguyên N ( 1 ≤ N ≤ 2000 ) .   
N dòng tiếp theo , mỗi dòng gồm 3 số nguyên xi , yi , mi ( -10^7 ≤ xi , yi ≤ 10^7 , 1 ≤ mi ≤ 1000 ) mô tả toạ độ tam giác thứ i , 3 đỉnh tam giác i sẽ có toạ độ (xi,yi) , (xi+mi,yi) , (xi,yi+mi) .

Output

Gồm 1 dòng duy nhất ghi ra diện tích miền bị phủ .

Example

Input:

5

-5 -3 6

-1 -2 3

0 0 2

-2 2 1

-4 -1 2

Output:

24.5

* **Người up:** hard7771988
* **Điểm:** 0.72
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** BOI 2002

© VNOI Team 2015

Khoảng cách mong manh ( POINT )

**Giới hạn**

* **Thời gian:** 0.43s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho N điểm phân biệt trên mặt phẳng toạ độ . Toạ độ của điểm i là ( Xi , Yi ) trong đó Xi , Yi là các số nguyên ( -10000 ≤ Xi , Yi ≤ 10000 ) .   
Ta định nghĩa khoảng cách giữa 2 điểm (X1,Y1) , (X2,Y2) là khoảng cách Manhattan được tính = | X1 – X2 | + | Y1 – Y2 | .   
Hàm Q(X,Y) := | X – X1 | + | X – X2 | + … + | X – Xn | + | Y – Y1 | + … |Y – Yn | .   
( Trong đó X , Y là 2 số nguyên thoả mãn -10000 ≤ X , Y ≤ 10000 và Xi ≠ X hoặc Yi ≠ Y với mọi i = 1 .. n ) .   
Hãy tìm tập tất cả các điểm nguyên (X,Y) để hàm Q(X,Y) có giá trị nhỏ nhất .

Input

Dòng 1 : số nguyên dương T là số bộ test ( T ≤ 20 ) .   
Các nhóm dòng sau mô tả 1 bộ test . 1 bộ test sẽ có format như sau :   
Dòng 1 : số nguyên dương N ( N ≤ 10000 ) .   
N dòng tiếp theo , dòng thứ i gồm 2 số nguyên là toạ độ của điểm thứ i .

Output

Với mỗi bộ test ghi 1 dòng gồm 2 số nguyên dương S , K tương ứng là giá trị nhỏ nhất của hàm Q(X,Y) và số lượng điểm thoả mãn yêu cầu .

Example

Input:

1

2

0 1

1 0

Output:

2 2

* **Người up:** hard7771988
* **Điểm:** 1.05
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Dựa theo 1 bài dễ hơn của USACO

Báo động đỏ ( ALERT )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Thế giới những năm 2077 hình thành nên 2 thái cực rõ ràng , các nước hoặc là đi theo con đường Chủ Nghĩa Xã Hội hoặc là theo Tư Bản Chủ Nghĩa. Khởi xướng nên các luồng tư tưởng này là 2 nước Lào và Campuchia . Lào và 1 số nước thân Lào theo đường lối Xã Hội Chủ Nghĩa còn Campuchia và 1 số nước thân Campuchia theo Tư Bản Chủ Nghĩa. Như ta đã biết nền kinh tế các năm trong tương lai là nền kinh tế tri thức và của các mối quan hệ. Nếu trước đây 2 nước X và Y có quan hệ kinh tế là Z tỉ đôla với nhau và giờ X theo CNXH còn Y theo TBCN thì 2 nước này sẽ cắt đứt mối quan hệ kinh tế với nhau , đối với nền kinh tế thế giới thì thực sự là 1 tổn thất lớn , còn nếu 2 nước cùng đi theo cùng 1 con đường chính trị thì mối quan hệ đó vẫn được duy trì . Tuy nhiên năm nay mới là năm 2007 vì thế mới chỉ có Lào , các nước thân Lào là theo CNXH và Campuchia và các nước thân Campuchia theo TBCN , còn lại các nước vẫn theo con đường trung lập và tới năm 2077 họ mới chọn TBCN hay là XHCN.   
Biết bạn rất giỏi lập trình , các chuyên gia thuộc Liên Hợp Quốc muốn nhờ bạn hãy lập trình tính xem tới năm 2077 thì trong tình huống tốt nhất thì Tổng Giá Trị Kinh Tế Toàn Cầu là bao nhiêu ? Biết rằng Tổng Giá Trị Kinh Tế Toàn Cầu được tính bằng tổng giá trị các mối quan hệ kinh tế giữa các nước trên thế giới .

Input

Dòng 1 : Số nguyên dương N ( 1 ≤ N ≤ 200 ) là số lượng các quốc gia trên thế giới , các quốc gia được đánh số thứ tự từ 1 -> N .   
Dòng 2 : Số nguyên dương L là các nước tính tới thời điểm hiện tại đang theo CNXH .   
Dòng 3 : Gồm L số nguyên dương là chỉ số của các nước đang theo CNXH .   
Dòng 4 : Số nguyên dương C là các nước tính tới thời điểm hiện tại đang theo TBCN.   
Dòng 5 : Gồm C số nguyên dương là chỉ số của các nước đang theo TBCN .   
Dòng 6 : Số nguyên dương M ( 1 ≤ M ≤ N\*(N-1)/2 ) là số quan hệ kinh tế giữa các nước trên thế giới .   
M dòng tiếp theo , dòng thứ i gồm 3 số nguyên dương Xi Yi Zi ( 1 ≤ Xi ≠ Yi ≤ N , 1 ≤ Zi ≤ 1000 ) mô tả 1 mối quan hệ kinh tế .

Output

Dòng 1 : Số nguyên dương K là Tổng Giá Trị Kinh Tế Toàn Cầu trong tình huống tốt nhất và số nguyên dương T là số nước theo XHCN trong tình huống đó .   
Dòng 2 : Ghi ra chỉ số của T nước theo CNXH trong tình huống tốt nhất đó. Nếu có nhiều phương án thì chỉ ra phương án mà có số lượng nước theo CNXH là nhiều nhất .

Example

Input:

3

1

1

1

3

1

1 2 10

Output:

10 2

1 2

* **Người up:** hard7771988
* **Điểm:** 1.13
* **Ngôn ngữ cho phép:**

Chuỗi hạt ( CHUOIHAT )

**Giới hạn**

* **Thời gian:** 0.173s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Khi tiến hành khai quật khảo cổ ở một vương quốc xa xưa nọ, các nhà khoa học khai quật được rất nhiều chuỗi hạt lạ. Sau khi quan sát, các nhà khoa học thấy rằng các chuỗi hạt có một số đặc điểm chung.

Mỗi chuỗi hạt là một sợi dây được đính các hạt ngọc làm bằng một chất liệu cổ xưa. Các chuỗi hạt đều có số lượng hạt ngọc bằng nhau. Hơn nữa, mỗi hạt ngọc là một hình cầu có đường kính là một số nguyên dương, và nếu lần từ trái sang phải trên chuỗi hạt, người ta thấy các hạt ngọc có đường kính tăng dần. Nếu đánh số vị trí các hạt ngọc bắt đầu từ 1, theo thứ tự từ trái sang phải, người ta nhận thấy rằng hạt ngọc thứ i có đường kính không vượt qúa 2i. Các nhà khoa học cho rằng, dân tộc cổ xưa này hẳn đã làm ra tất cả các chuỗi hạt có cùng những đặc điểm này, dù chúng hiện còn đang rải rác ở đâu đó trên trái đất.

Sau đó không lâu, các nhà khoa học tìm ra một mảnh da, trên đó có ghi một con số theo loại chữ số cổ xưa. Họ cho rằng mảnh da này có liên quan đến các chuỗi hạt kỳ lạ nọ. Sau nhiều cố gắng, các nhà khoa học đã đưa được con số trên mảnh da về hệ chữ số thập phân, và ký hiệu là X.

Manh mối đến đây thì dừng lại, vì các nhà khoa học không tìm thấy được vết tích nào khác nữa, và cũng không tìm ra được mối quan hệ giữa X và các chuỗi hạt.

Đến đây, một nhà khoa học người Việt đề nghị, hãy thử xác định chuỗi hạt có thứ tự từ điển là X, biết đâu đây sẽ là manh mối?

Yêu cầu

Bạn hãy viết chương trình giúp nhà khoa học xác định chuỗi hạt có thứ tự từ điển là X.

Dữ liệu

* Dòng 1: chứa số nguyên dương N, là số hạt ngọc trong mỗi chuỗi hạt
* Dòng 2: chứa số nguyên dương X

Kết qủa

Gồm 1 dòng duy nhất, chứa N số nguyên, cách nhau một khoảng trắng, xác định chuỗi hạt có thứ tự từ điển là X.

(để biểu diễn một chuỗi hạt, cần in ra N số nguyên tương ứng là đường kính của các hạt ngọc trong chuỗi hạt, theo thứ tự từ trái sang phải)

Giới hạn

* N là số nguyên dương trong phạm vi [1, 250]
* X là số nguyên dương trong phạm vi từ 1 đến số lượng tối đa các chuỗi hạt.

Ví dụ

Dữ liệu

2

4

Kết qủa

2 3

Giải thích

Các chuỗi hạt sắp theo thứ tự từ điển:

1 2, 1 3, 1 4, 2 3, 2 4

Chuỗi hạt thứ 4 là 2 3

* **Người up:** paulmcvn
* **Điểm:** 0.37
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Thầy Nguyễn Thanh Hùng - PTNK

Lịch thi đấu bóng đá ( BONGDA )

**Giới hạn**

* **Thời gian:** 0.054s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một giải thi đấu bóng đá được tổ chức theo thể thức thi đấu vòng tròn, ở đó hai đội bóng bất kỳ sẽ được thi đấu với nhau đúng một trận.

Trong mỗi trận đấu, đội thắng được 3 điểm, còn đội thua được 0 điểm. Không có kết qủa hòa (nếu hòa trong hai hiệp chính thì hai đội sẽ phải thi đấu luân lưu để phân định thắng thua).

Kết thúc mùa giải, đội vô địch là đội có số điểm cao nhất. Trong trường hợp có nhiều hơn một đội được điểm cao nhất thì các đội này đồng đoạt chức vô địch.

Giải đã diễn ra được một thời gian. Lúc này một bài toán nảy sinh: người ta cần biết mỗi đội bóng còn có khả năng đoạt chức vô địch nữa hay không?

Yêu cầu

Biết kết qủa các trận đấu đã diễn ra, bạn hãy cho biết mỗi đội bóng còn có khả năng đoạt chức vô địch mùa giải nữa hay không?

Dữ liệu

* Dòng 1: chứa số nguyên dương N là số đội bóng tham gia giải đấu. Các đội bóng được đánh số thứ tự từ 1 đến N.
* N dòng tiếp theo, dòng i chứa N số nguyên dương a i1, a i2, ... , a iN, trong đó a ijcho biết trạng thái của trận đấu giữa đội i và đội j:
  + a ij= 0, nếu đội j thắng.
  + a ij= 1 nếu đội i thắng
  + a ij= 2 nếu trận đấu chưa diễn ra.

Nếu i khác j, dữ liệu vào đảm bảo a ij= a ji= 2 hoặc a ij+ a ji= 1. Dữ liệu vào đảm bảo a ii= 0 với mọi i

Kết qủa

Gồm 1 dòng duy nhất, là một dãy nhị phân độ dài N, ở đó bit thứ i bằng 1 nếu đội bóng i còn khả năng vô địch mùa giải, và bằng 0 nếu đội bóng i không còn khả năng vô địch mùa giải.

Giới hạn

N là số nguyên dương trong phạm vi [1, 30]

Ví dụ

Dữ liệu

5

0 2 0 2 1

2 0 0 1 0

1 1 0 2 1

2 0 2 0 2

0 1 0 2 0

Kết qủa

10110

* **Người up:** paulmcvn
* **Điểm:** 0.51
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Thầy Nguyễn Thanh Hùng - PTNK

Nhãn của cây ( ITREE )

**Giới hạn**

* **Thời gian:** 0.023s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho đồ thị cây có trọng số gồm N đỉnh , các đỉnh được đánh số từ 1 -> N . Gốc của cây là đỉnh 1 . Cha của đỉnh u là 1 đỉnh có số hiệu nhỏ hơn u . Mỗi đỉnh có một nhãn là 1 số thực A[i] . Trong đó nhãn của đỉnh 1 bằng 1 và nhãn của đỉnh lá bằng 0 . Biết rằng A[v] ≤ A[u] nếu v là con của u .   
Giá trị của 1 cây = Tổng ( ( A[u] – A[v] ) \* Trọng số cạnh (u,v) , với u là cha của v )   
Bây giờ người ta cho biết các cạnh của đồ thị và trọng số của các cạnh này nhưng không cho biết các A[i]. Hãy tính xem giá trị của cây thấp nhất là bao nhiêu.

Input

Dòng 1 là số nguyên T là số bộ test . ( 1 ≤ T ≤ 50 ) . T nhóm dòng tiếp theo mô tả từng bộ test . Mỗi bộ test sẽ có cấu trúc như sau :   
Dòng 1 : số nguyên dương N ( 1 ≤ N ≤ 1000 ) .   
Từ dòng 2 -> dòng N : dòng thứ i gồm 2 số nguyên dương u và c ( 1 ≤ u < i , 0 ≤ c ≤ 1000 ) cho biết cha của nút i là nút u và cạnh nối (u,i) có trọng số là c .

Output

Với mỗi test ghi ra giá trị thấp nhất có thể đạt được của cây trên 1 dòng với độ chính xác là 2 chữ số sau dấu chấm.

Example

Input:

1

4

1 1

1 2

2 1

Output:

3.00

Giải thích : Phương án tối ưu là A[1] = 1 , A[2] = 0.5 , A[3] = 0 , A[4] = 0 .

* **Người up:** hard7771988
* **Điểm:** 0.27
* **Ngôn ngữ cho phép:**

Đoạn cao trào của bản nhạc ( THEME )

**Giới hạn**

* **Thời gian:** 0.23s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong một bản nhạc thường có những đoạn nhạc mà tác giả sử dụng nó nhiều lần ( ít nhất 2 lần ). Những đoạn đó gọi là "đoạn cao trào". Do có thể sử dụng nhiều giọng khác nhau ( son, la, si...) nên nốt đầu tiên của các lần xuất hiện có thể khác nhau, nhưng chệnh lệnh độ cao giữa hai nốt liên tiếp thì chắc chắn giống.   
VD: hai đoạn sau   
1 2 5 4 10   
và   
4 5 8 7 13   
được coi là một đoạn cao trào, vì chúng cùng sự chênh lệch độ cao : +1,+3,-1,+6   
Cho một bản nhạc, yêu cầu tìm độ dài đoạn cao trào dài nhất.   
+ Đoạn cao trào phải có từ 5 nốt nhạc trở lên.   
+ Những lần xuất hiện của đoạn không được chồng lên nhau ( không có nốt nhạc chung ).

Input

Dòng 1 : n = số nốt nhạc <= 5000   
Một số dòng sau là n nốt nhạc, mỗi nốt được quy ra số tự nhiên trong phạm vi 1..88.

Output

1 dòng chứa 1 số duy nhất là độ dài đoạn cao trào dài nhất. Nếu không tìm được đoạn nhạc nào, in ra 0.

Example

Input:

30

25 27 30 34 39 45 52 60 69 79 69 60 52 45 39 34 30 26 22 18

82 78 74 70 66 67 64 60 65 80

Output:

5

(5 nốt cuối dòng 1 và 5 nốt đầu dòng hai cùng là một đoạn)

* **Người up:** hard7771988
* **Điểm:** 0.14
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** USACO , thanks Hoanh Tien

Chơi bi-a 1 lỗ ( CHEAT )

**Giới hạn**

* **Thời gian:** 0.579s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Mike chơi bi-a 1 lỗ rất giỏi nên kiếm được rất nhiều tiền độ banh . Nhà Cái mất nhiều tiền vì Mike lắm nên cú lắm nên họ quyết phải kiểm tra xem liệu Mike có chơi gian hay không ?   
Thể thức chơi bi-a 1 lỗ là như này : Có N viên bi được đánh số từ 1 -> N , đặt trên bàn , người chơi phải đánh sao cho các viên bi này lọt lỗ theo đúng thứ tự từ 1 -> N . Viên i sẽ phải vào lỗ trước viên i+1 . Để kiểm tra Mike , nhà Cái thuê 1 tay thám tử . Tay thám tử này sẽ kiểm tra bằng cách là thỉnh thoảng lại tiến lại cái lỗ và bốc lên viên ở trên cùng trong lỗ . Sau khi Mike đã đánh hết các bi vào lỗ rồi thì thám tử sẽ bốc hết các viên ở trong lỗ ra từ viên trên cùng tới viên dưới cùng . Hãy giúp thám tử xác định xem liệu Mike có chơi gian không ? ( Xem test ví dụ để hiểu rõ hơn ) .   
  
Download test và solution tại [đây](https://vn.spoj.pl/SPOJVN/content/cheat.zip)

Input

Dòng 1 : số nguyên dương N ( N ≤ 100000 ) . N dòng tiếp theo mỗi dòng gồm 1 số nguyên ghi ra số chỉ trên trái bi mà thám tử lần lượt bốc lên được .

Output

Nếu xác định được Mike chơi gian thì ghi ra “YES” , ngược lại ghi “NO” .

Example

Input:

3

3

1

2

Output:

YES

Giải thích : Khi thám tử bốc được bi số 3 lên thì có nghĩa là bi số 1 , 2 đã vào lỗ rồi . Và như vậy bi trên cùng sau khi bốc bi số 3 ra phải là bi số 2 nhưng thám tử lại bốc ra được bi số 1 -> vô lý -> Mike đã ăn gian .

Input:

6

1

3

5

6

4

2

Output:

NO

Có thể xảy ra trường hợp thám tử bốc viên bi 1, 3, 5 ngay khi Mike vừa đánh chúng vào lỗ. Sau đó thám tử bốc những viên bi còn lại. Do đó không khẳng định được Mike đã ăn gian!

* **Người up:** hard7771988
* **Điểm:** 0.09
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Alex Samsonov

Cô gái chăn bò ( COWGIRL )

**Giới hạn**

* **Thời gian:** 0.284s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 10000 bytes

Trên một thảo nguyên nhỏ bé có 1 gia đình gồm 3 anh em: 2 người anh trai là Nvutri và Andorea còn người em gái là Lola. Cuộc sống gia đình khá giả nhưng gia đình có truyền thống chăn nuôi và muốn để các con tự lập nên cha mẹ 3 người quyết định để các con hằng ngày sẽ đi chăn 1 số bò nào đó (tùy ý 3 người con).

Thảo nguyên là 1 cánh đồng chia làm M\*N ô vuông, mỗi con bò chỉ đứng trong 1 ô và mỗi ô chỉ chứa 1 con bò.Chỉ có 1 quy tắc duy nhất là không bao giờ được để 4 con bò tạo thành 1 hình vuông 2\*2 hoặc để trống 1 khu đất 2\*2.

Hai người anh mải chơi nên đã hối lộ kem để Lola chăn bò 1 mình. Lola muốn biết tất cả có bao nhiêu cách xếp bò thỏa mãn quy tắc trên để đề phòng mọi trường hợp. Vì con số này rất lớn nên hãy giúp Lola tính toán con số này.

Input

Dòng đầu gồm 1 số T duy nhất là số test (T ≤ 111)

T dòng tiếp theo gồm 2 số M, N cho biết kích thước của thảo nguyên (M\*N ≤ 30)

Output

Gồm T dòng, mỗi dòng ứng với 1 test là số cách xếp bò của test đó.

Example

Input:

1

1 1

Output:

2

* **Người up:** hard7771988
* **Điểm:** 0.12
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Thank to Nguyễn Trần Nam Khánh and Nguyễn Hoàng Nghĩa

Cân thăng bằng ( RTF )

**Giới hạn**

* **Thời gian:** 0.173s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 5000 bytes

Có 1 bộ N loại quả cân , loại quả i nặng A[i] kg . Một bộ con của bộ N quả cân gồm k loại quả cân là A[i1] , A[i2] , … A[ik] gọi là thay thế được bộ N loại quả cân trên nếu như tồn tại hệ đẳng thức sau :   
A[1] = A[i1] \* H[1][1] + … + A[ik] \* H[1][k]   
A[2] = A[i1] \* H[2][1] + … + A[ik] \* H[2][k]   
…   
A[N] = A[i1] \* H[N][1] + … + A[ik]\* H[N][k]   
Trong đó H[i][j] là các số nguyên .   
Hãy tìm bộ quả cân thay thế được cho bộ N quả cân với số phần tử là nhỏ nhất .

Input

Dòng 1 là số nguyên T là số bộ test ( 1 ≤ T ≤ 100 ) . Các dòng tiếp theo mô tả T bộ test , mỗi bộ test gồm 2 dòng :   
Dòng 1 : Số nguyên dương N ( N ≤ 100 ) .   
Dòng 2 : N số nguyên dương A[1] , … , A[N] ( A[i] ≤ 60000 )

Output

Với mỗi bộ test ghi ra 1 số nguyên dương là số lượng quả cân của nhóm tìm được .

Example

Input:

1

3

2 3 4

Output:

2

* **Người up:** hard7771988
* **Điểm:** 0.83
* **Ngôn ngữ cho phép:**

Số không (I) ( VN\_ZR\_I )

**Giới hạn**

* **Thời gian:** 0.063s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Lần đầu tiên được tiếp xúc với các vấn đề về cơ sở tin học, các học sinh đều ngỡ ngàng và thú vị khi được làm quan với hệ đếm cơ số 2.

Bài tập về nhà là mỗi người tự chọn cho mình một số nguyên N và viết các số 1, 2, 3, …, N dưới dạng nhị phân. Qua bài tập này, thầy giáo muốn biết:

* Học sinh đã nắm được cách biểu diễn nhị phân hay chưa.
* Đánh giá được mức độ ham mê tin học sinh trong lớp qua số N được chọn và cách trình bày bài làm.

1

1 0

11

1 0 0

1 0 1

11 0

111

1 0 0 0

1 0 01

1 0 10

1 0 11

11 0 0

11 0 1

111 0

1111

1 0 0 0 0

1 0 0 0 1

1 0 01 0

1 0 011

1 0 10 0

1 0 101

1 0 110

1 0 111

11 0 0 0

11 0 01

11 0 10

11 0 11

111 0 0

111 0 1

1111 0

11111

1 0 0 0 0 0

1 0 0 0 01

1 0 0 0 10

1 0 0 0 11

1 0 01 0 0

1 0 01 0 1

1 0 011 0

1 0 0111

1 0 10 0 0

1 0 10 0 1

1 0 101 0

1 0 1011

1 0 110 0

1 0 1101

1 0 1110

1 0 1111

11 0 0 0 0

11 0 0 0 1

11 0 01 0

11 0 011

11 0 10 0

11 0 101

11 0 110

11 0 111

111 0 0 0

Một bạn đã rất cố gắng thực hiện bài tập, chọn số N khá lớn, ghi các số từ 1 tới N dưới dạng nhị phân, mỗi số trên một dòng. Sau đó để cho bài làm có dạng hấp dẫn hơn, bạn học sinh đó chọn một số nguyên K lớn hớn 0 và ở mỗi dòng – tô đỏ các 0 thứ nhất, thứ K + 1, 2K + 1, … Ở hình trên, N = 56 và K = 2. Các số 0 màu đỏ được gạch dưới.

Các bạn trong lớp rất thích thú khi thấy bài làm này và định in để nộp. Nhưng có một bạn lo lắng: “Máy in màu của mình sắp hết mặc đỏ. Với N và K đã chọn, sẽ có bao nhiêu số 0 được viết bằng màu đỏ?”. Hãy giúp các bạn đang làm bài tập trả lời câu hỏi trên.

Input

Gồm nhiều dòng, mỗi dòng chứa 2 số nguyên N và K cách nhau ít nhất một dấu cách. (1 < N ≤ 2147483647; K > 0)

Output

Gồm nhiều dòng, mỗi dòng gồm 1 số là kết quả tìm được của từng test.

Example

Input:

4 1

56 2

Output:

3

74

* **Người up:** duonghanguyen
* **Điểm:** 0.41
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Thầy Nguyễn Thanh Tùng

HAOI 5000 ( HAOI5000 )

**Giới hạn**

* **Thời gian:** 0.079s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Thể thức của cuộc thi tin học HAOI mỗi năm lại được thay đổi để không làm thí sinh cảm thấy nhàm chán. Chắc hẳn các bạn vẫn nhớ những cuộc thi HAOI 3000, 4000 đã được mô tả những lần trước. Đến lần thứ 5000, cuộc thi lại được xây dựng theo một phong cách khác hẳn. Phòng thi là một khu có dạng hình tròn với N máy tính đặt cách đều nhau. Máy thứ 1 được đặt giữa máy thứ N và máy thứ 2, máy thứ 2 được đặt giữa máy thứ 1 và máy thứ 3, cứ như vậy đến máy thứ N thì được đặt giữa máy N – 1 và máy thứ 1. Phòng thi có kích thước rất lớn những lại chỉ có một số thí sinh tham gia cuộc thi này thậm chí vấn đề còn trở nên phức tạp hơn khi có thể có nhiều thí sinh cùng thi trên một máy (kiểu như thi đồng đội). Khoảng cách giữa 2 máy tính được định nghĩa là khoảng cách để đi từ máy này đến máy kia (tính theo đường ngắn hơn). Nói cách khác, khoảng cách giữa hai máy u và v là min(|u – v|, N – |u – v|).

Giám thị MSN đang cần tìm một vị trí để có thể bao quát phòng thi tốt nhất. Vị trí quan sát tốt nhất là tại máy tính mà tổng khoảng cách của nó đến các máy đang thi là nhỏ nhất (nếu có một máy tính có nhiều thí sinh cùng dự thi thì khoảng cách đến máy đó phải được tính nhiều lần).

Input

* Dòng đầu tiên là hai số nguyên dương N và K lần lượt là tổng số máy tính có trong phòng thi và số thí sinh đang dự thi.
* Dòng tiếp theo ghi K số nguyên trong khoảng [1, n]. Số thứ u thể hiện số hiệu máy tính của thí sinh thứ u.

Output

* Dòng đầu tiên gồm một số là khoảng cách nhỏ nhất tìm được.
* Dòng thứ hai gồm một số là số lượng các máy tính có thể chọn
* Dòng thứ ba gồm một số số là danh sách số hiệu các máy tính có tổng khoảng cách tới các máy đang thi là nhỏ nhất

Giới hạn

* 1 ≤ N ≤ 10 6
* 1 < K ≤ 10 5

Ví dụ

Input:

20 10

1 1 18 5 6 14 7 4 8 9

Output:

35

2

5 6

* **Người up:** duonghanguyen
* **Điểm:** 0.34
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Based on problem HAOI5000 (author Pham Hai Minh - used in HAOI 2007). Thank to Ly Xuan Sang and Nguyen Thanh An.

Số học 2 ( NEWJ )

**Giới hạn**

* **Thời gian:** 0.35s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Tìm tất cả số các nguyên x thoả mãn (x\*x) mod n = a mod n. Trong đó n là số nguyên tố và ước chung lớn nhất của a và n = 1, 0 ≤ x ≤ n – 1 .

Input

Dòng 1: số nguyên K là số bộ test ( 1 ≤ K ≤ 120000 ). K dòng tiếp theo mỗi dòng gồm 2 số nguyên a , n ( 1 ≤ a, n ≤ 1000000 ).

Output

Với mỗi test ghi ra tất cả các số nguyên x thoả mãn theo thứ tự tăng dần trên 1 dòng . Nếu không có số nguyên x nào thoả mãn thì ghi ra “Khong co”.

Example

**Input:**

5

4 17

3 7

2 7

14 31

10007 20011

**Output:**

2 15

Khong co

3 4

13 18

5382 14629

* **Người up:** hard7771988
* **Điểm:** 0.98
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Base on a problem of Michael Medvedev

Yugi-Oh ( YUGI )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Các bạn đã đọc bộ truyện tranh Nhật Bản Yugi-oh chắc hẳn ai cũng cực kì yêu thích trò chơi bài Magic. Bộ bài và chiến thuật chơi quyết định đến sự thắng thua của đối thủ(mà sự thắng thua thì còn liên quan đến cả tính mạng >\_<). Vì thế tầm quan trọng của bộ bài là rất lớn. Một bộ bài tốt không chỉ bao gồm các quân bài mạnh mà còn phụ thuộc vào sự hỗ trợ tương tác giữa các quân bài. Bộ bài của Yugi là một bộ bài có sự bổ sung, hỗ trợ cho nhau rất tốt, điều này là 1 trong các nguyên nhân khiến Kaiba luôn là kẻ chiến bại.

Tình cờ Kaiba đã tìm được 1 quân bài ma thuật mà chức năng của nó là chia bộ bài hiện có của đối thủ ra làm K phần, mỗi phần có ít nhất 1 quân bài (điều này làm giảm sức mạnh của đối thủ). Kaiba quyết định áp dụng chiến thuật này với Yugi. Hiện tại Yugi có trong tay N quân bài, 2 quân bài i, j có sức mạnh tương tác a(i,j) (a(i,j) = a(j,i)). Kaiba muốn chia các quân bài thành K phần theo quy tắc sau:

* Giả sử K phần là P1, P2, ..., Pk thì độ giảm sức mạnh giữa 2 phần u,v là b(u,v) = min(a(i,j) với i thuộc Pu, j thuộc Pv).
* Độ giảm sức mạnh của bộ bài là S = min(b(u,v) với 1 ≤ u, v ≤ K).

Kaiba muốn chia K phần sao cho S lớn nhất

Input

* Dòng đầu là 2 số N,K(2 ≤ K ≤ N ≤ 200)
* N dòng tiếp theo mỗi dòng là N số a(i,j) (a(i,j) ≤ 32767; nếu i = j thì a(i,j) = 0)

Output

Gồm 1 dòng duy nhất là S lớn nhất

Example

Input:

4 3

0 1 2 3

1 0 2 3

2 2 0 3

3 3 3 0

Output:

2

* **Người up:** nghia
* **Điểm:** 0.22
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Không rõ nguồn gốc

Dãy con tăng dài nhất ( bản dễ ) ( LIQ )

**Giới hạn**

* **Thời gian:** 0.73s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 20000 bytes

Cho một dãy số nguyên gồm N phần tử A[1], A[2], ... A[N].   
Biết rằng dãy con tăng đơn điệu là 1 dãy A[i 1],... A[i k] thỏa mãn   
i 1< i 2< ... < i kvà A[i 1] < A[i 2] < .. < A[i k]. Hãy cho biết dãy con tăng đơn điệu dài nhất của dãy này có bao nhiêu phần tử?   
  
Download test và solution (C/C++, Pascal) tại [đây](https://vn.spoj.pl/SPOJVN/content/liq.zip).

Input

* Dòng 1 gồm 1 số nguyên là số N (1 ≤ N ≤ 1000).
* Dòng thứ 2 ghi N số nguyên A[1], A[2], .. A[N] (1 ≤ A[i] ≤ 10000).

Output

Ghi ra độ dài của dãy con tăng đơn điệu dài nhất.

Ví dụ

Input:

6

1 2 5 4 6 2

Output:

4

Giải thích test ví dụ: Dãy con dài nhất là dãy A[1] = 1 < A[2] = 2 < A[4] = 4 < A[5] = 6, độ dài dãy này là 4.

Gợi ý: Sử dụng phương pháp Quy Hoạch Động. F[i]: Độ dài dãy con đơn điệu tăng dài nhất mà phần tử cuối cùng là số A[i] này.

* **Người up:** hard7771988
* **Điểm:** 0.03
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Dân gian

Phương trình Pythagore nghiệm nguyên ( PYTHAEQ )

**Giới hạn**

* **Thời gian:** 0.337s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho phương trình có dạng:

![http://www.spoj.pl/content/duonghanguyen:PYTHAEQ_1.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHsAAAAlCAIAAADtIQGvAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAlFJREFUaEPtme25gyAMhb3bORDjuAujMIpXIVi0KhwSBfrgr9rSfLwcQsS/eZ6Hfr1JYCHerzcJDG86677WitIpvEygE38ZOF/jWtGuo/TbsYf+2gmDp3EzjQ708mEYxsmUgd5UGCziRuuN8cq8EPK2wmAR3yl6WdeFiLcVhhjxReM1AK8/DCniWtXAe24gDBniWpXtVKiuNBGGAPGtUyjTqHivrYTBJh6u41SNPbDJ5oTxgEISwmARt114eCXWFmHiuWEIE08MI0LcWQk3RXq4S2R7nhRKnHLZ+XTfscLIJL7zbHFATcM18d2UBU+WTtOQk2NqAPGTKJw1iZlHkW9HCZS/v4dgRKvKR18Ap0gquCWX2zGznF7wa+2fvIy4JehV7Xbq9Q4CnnKSlTWTt8xx4t/VzcocyxWV9Ol4OkHSk8o8RYpq3C9gRnIpsopVZDftYdku0w064Erl8k58I4FvD/dywjXuDicD4mV40xnpmM87jTiVFYbKDxOQTdyHUIg3zXtsPd7LLV5VzDRp4VYsgzj1JrasmOwa6k/yI6/ur7QlgiFGnLLb96BT5qbhJ59FvMh+GXSk3EeAc+K+5/lktyFffuL6XPUKlyjqVkZ66STSd4BGbHVlJ39N/NAb+IaD7dE1PzDxsKyApISGywBP6ceFAuaakVhc3Bgk/h+r4xI+JGykHktK+HrWRhPEf0XediqrJU5P02at3xJ7x7PCBaxXS3w7p/sp3DVrHFBNW0Or1XhbGIFoO3EAlsjQTlwEI2CkEwdgiQztxEUwAkb+AUWmW6D/sSOlAAAAAElFTkSuQmCC)

với

![http://www.spoj.pl/content/duonghanguyen:PYTHAEQ_2_2.PNG](data:image/png;base64,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)

Hãy tìm số lượng nghiệm của phương trình đó

Input

Gồm một số r duy nhất

Output

Gồm một số duy nhất là đáp số của bài toán.

Example

Input 1:

1

Output 1:

4

Input 2:

3

Output 2:

4

Input 3:

10

Output 3:

12

* **Người up:** duonghanguyen
* **Điểm:** 0.44
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Một bài cố điển

Dãy con tăng dài nhất (bản khó) ( LIS )

**Giới hạn**

* **Thời gian:** 0.12s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

(Giống bài LIQ) Cho một dãy gồm N số nguyên (1 ≤ N ≤ 30000). Hãy tìm dãy con tăng dài nhất trong dãy đó. In ra số lượng phần tử của dãy con. Các số trong phạm vi longint.

Input

* Dòng đầu tiên gồm số nguyên N.
* Dòng thứ hai gồm N số mô tả dãy.

Output

Gồm một số nguyên duy nhất là đáp số của bài toán

Example

**Input:**

5

2 1 4 3 5

**Output:**

3

* **Người up:** duonghanguyen
* **Điểm:** 0.04
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Bài cổ điển

Công viên Disneyland (version 1) ( DISNEY1 )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Công viên Disneyland khai trương N điểm vui chơi mới. Một hôm Bờm và Cuội đến chơi Công viên. Qua việc hỏi thăm người hướng dẫn Bờm và Cuội đã biết thời gian cụ thể để đi từ điểm vui chơi i đến địa điểm vui chơi j. Bờm và Cuội muốn đi thăm hết tất cả các địa điểm theo nguyên tắc sau:   
-Mỗi người đi từ điểm số 1, qua 1 số điểm và quay trở về điểm số 1.   
-Các điểm đến trên đường đi của Bờm và Cuội là 1 dãy số tăng dần( trừ điểm số 1 khi quay về).   
-Mỗi điểm vui chơi phải thuộc ít nhất 1 trong 2 đường đi của Bờm và Cuội.   
-Thời gian đi là nhỏ nhất (tính cả thời gian quay về 1).

Input

-Dòng đầu là số N (N<201)   
-Tiếp theo là ma trận N dòng N cột: 1 số nguyên không âm(<1001) trên hàng i cột j cho ta biết thời gian đi từ địa điểm i đến địa điểm j.   
(A[i][j] = A[j][i] , A[i][i] = 0 với mọi i, j).

Output

Gồm 1 số duy nhất là thời gian nhỏ nhất để Bờm và Cuội thăm quan Công Viên theo nguyên tắc trên.

Example

Input:

4

0 1 4 3

1 0 2 4

4 2 0 4

3 4 4 0

Output:

10

(Giải thích : cách đi tốt nhất là Bờm đi 1->2->3->4->1 và Cuội đứng yên)

* **Người up:** nghia
* **Điểm:** 0.28
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Thi vòng 2 nãm 2006 và cám ơn Mr.Nguyễn Trần Nam Khánh

Công viên Disneyland (version 2) ( DISNEY2 )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Giống như bài DISNEY1, chỉ khác là mỗi điễm trong N điểm vui chơi chỉ thuộc 1 trong 2 đường đi của Bờm hoặc Cuội(tất nhiên là trừ điểm số 1).

Input

Giống như bài DISNEY1

Output

Giống như bài DISNEY1

Example

Input:

4

0 1 4 3

1 0 2 4

4 2 0 4

3 4 4 0

Output:

10

* **Người up:** nghia
* **Điểm:** 0.32
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Từ việc hiểu nhầm đề bài DISNEY1

Lại 1 bài phân việc ( COST )

**Giới hạn**

* **Thời gian:** 0.029s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Có N chuyên viên lập trình và M công việc. Nếu chuyên viên thứ i mà làm j công việc thì sẽ tốn chi phí là C[i] \* j \* j .   
Người ta cho bạn N xâu ký tự , ký tự thứ j của xâu i là 'Y' tức là chuyên viên thứ i có thể làm được công việc thứ j và 'N' trong trường hợp ngược lại. Bạn hãy lập trình tính xem tổng chi phí phải trả nhỏ nhất là bao nhiêu ?

Input

Dòng 1 : số nguyên dương N ( 0 < N < 51 ) .   
Dòng 2 : N số nguyên dương là C[1] , ... , C[N] ( 0 < C[i] < 50000 ) . N dòng tiếp theo , mỗi dòng gồm 1 xâu M ký tự mô tả như ở trên. ( 0 < M < 41 ) .

Output

Gồm 1 số nguyên duy nhất là chi phí nhỏ nhất. Trong trường hợp không thể hoàn thành M công việc này được thì ghi ra -1 .

Ví dụ

Input:

3

2 3 4

YYN

YNY

NNN

Output:

11

Giải thích test ví dụ : Người thứ 1 làm 2 công việc là 1 và 2 mất chi phí là 2 \* 2 \* 2 = 8 , người thứ 2 làm công việc 3 mất chi phí là 3 . Tổng chi phí sẽ là 11 .

* **Người up:** hard7771988
* **Điểm:** 0.96
* **Ngôn ngữ cho phép:**

Số không (II) ( VN\_ZR\_II )

**Giới hạn**

* **Thời gian:** 0.083s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Đề bài giống với bài Số không (I) nhưng có một điểm hơi khác:

Lần đầu tiên được tiếp xúc với các vấn đề về cơ sở tin học, các học sinh đều ngỡ ngàng và thú vị khi được làm quan với hệ đếm cơ số 2.

Bài tập về nhà là mỗi người tự chọn cho mình một số nguyên N và viết các số 1, 2, 3 , …, N dưới dạng nhị phân. Qua bài tập này, thầy giáo muốn biết:

* Học sinh đã nắm được cách biểu diễn nhị phân hay chưa.
* Đánh giá được mức độ ham mê tin học sinh trong lớp qua số N được chọn và cách trình bày bài làm.

Một bạn đã rất cố gắng thực hiện bài tập, chọn số N khá lớn, ghi các số từ 1 tới N dưới dạng nhị phân, mỗi số trên một dòng. Sau đó để cho bài làm có dạng hấp dẫn hơn, bạn học sinh đó chọn một số nguyên K lớn hớn 0 và ở mỗi dòng, xét từng nhóm được tạo bởi dãy dài nhất các chữ số 0 liên tiếp – mỗi nhóm tô đỏ các 0 thứ nhất, thứ K + 1, 2K + 1, …

Các bạn trong lớp rất thích thú khi thấy bài làm này và định in để nộp. Nhưng có một bạn lo lắng: “Máy in màu của mình sắp hết mặc đỏ. Với N và K đã chọn, sẽ có bao nhiêu số 0 được viết bằng màu đỏ? ”.Hãy giúp các bạn đang làm bài tập trả lời câu hỏi trên.

Input

Gồm nhiều dòng, mỗi dòng chứa 2 số nguyên N và K cách nhau ít nhất một dấu cách. (1 < N ≤ 2147483647; K > 0)

Output

Gồm nhiều dòng, mỗi dòng gồm 1 số là kết quả tìm được của từng test.

Example

Input:

4 1

56 2

Output:

3

86

* **Người up:** duonghanguyen
* **Điểm:** 1.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Từ việc hiểu nhầm đề bài Số không (I)

Truy vấn trên cây ( QTREEX )

**Giới hạn**

* **Thời gian:** 0.854s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một cây gồm N nút đánh số từ 1->N. Các cạnh của cây đánh số từ 1->N-1, mỗi cạnh có trọng số là một số nguyên. Bạn cần viết chương trình thực hiện dãy các lệnh sau:   
CHANGE i v => Thay đổi trọng số của cạnh thứ i thành v   
NEGATE a b => Đảo dấu trọng số của tất cả các cạnh nằm trên đường đi từ a đến b   
QUERY a b => Tìm trọng số lớn nhất của các cạnh nằm trên đường đi từ a đến b

Input

Input là một bộ gồm nhiều test. Dòng đầu của input là số test t ( t<=20 ). Tiếp sau đó là các test.   
Mỗi test bắt đầu bằng một dòng trống. Dòng tiếp theo ghi một số N ( N<=10000 ). N-1 dòng tiếp theo, mỗi dòng ghi 3 số a, b và c mô tả một cạnh của cây nối a với b và có trọng số là c. Thứ tự của các cạnh chính là thứ tự xuất hiện trong input. Tiếp theo là dãy các lệnh như mô tả ở trên(số lệnh không quá 50000). Cuối mỗi test ghi một từ "DONE".   
Dữ liệu vào luôn đảm bảo trọng số của các cạnh ở mỗi thời điểm có giá trị tuyệt đối không vượt quá 10000000.

Output

Với mỗi lệnh "QUERY", in ra kết quả tìm được. Nếu a = b thì ghi ra 0.

Example

**Input:**

1

3

1 2 1

2 3 2

QUERY 1 2

CHANGE 1 3

QUERY 1 2

DONE

**Output:**

1

3

* **Người up:** beo\_map
* **Điểm:** 1.00
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược add lên bởi Khúc Anh Tuấn

Xâu đối xứng ( PALINX )

**Giới hạn**

* **Thời gian:** 0.496s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một xâu được gọi là đối xứng nếu đọc từ trái qua phải và đọc từ phải qua trái đều giống nhau.   
Ví dụ xâu "aba", "abba" là xâu đối xứng; còn xâu "abc", "abca" thì không.   
Bạn được cho N xâu, như vậy sẽ có NxN cặp xâu. Bạn hãy đếm xem trong NxN cặp xâu này, có bao nhiêu cặp mà khi nối xâu thứ hai vào sau xâu thứ nhất sẽ cho ra một xâu đối xứng.

Input

Dòng đầu ghi một số N. N dòng sau mỗi dòng mô tả một xâu, bắt đầu là độ dài của xâu, sau đó là một dấu cách và tiếp theo là nội dung của xâu.(Xâu chỉ gồm các chữ cái latin thường và có độ dài nguyên dương)   
Dữ liệu vào luôn đảm bảo tổng độ dài các xâu không quá 1000000.

Output

Ghi ra một số duy nhất là số cặp xâu tìm được.

Example

Input:

3

1 a

2 ab

2 ba

Output:

5

* **Người up:** beo\_map
* **Điểm:** 0.79
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược add lên bởi Khúc Anh Tuấn

Chỉnh đồng hồ ( CLOCK )

**Giới hạn**

* **Thời gian:** 0.147s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

 9 chữ số trong hình 1 là vị trí của 9 đồng hồ, trong đó mỗi đồng hồ có 1 trong 4 vị trí: Bắc (12 giờ) , Đông ( 3 giờ ) , Nam ( 6 giờ ) và Tây ( 9 giờ) . ( Các hướng được đánh số tương ứng từ 0 -> 3 ):   
   
Có 9 cách khác nhau để quay các đồng hồ, mỗi cách được gọi là một dịch chuyển (Move). Mỗi dịch chuyển được chọn bằng một số từ 1 đến 9. Số đó sẽ quay các đồng hồ được đánh số 1 một góc 90 độ theo chiều kim đồng hồ. Các đồng hồ có đánh số 0 sẽ không bị tác động gì. 9 di chuyển được minh họa trong hình 2.  Hãy viết chương trình tính xem cần ít nhất bao nhiêu lần di chuyển để tất cả các đồng hồ đều chỉ 12h .

Input

Gồm 3 dòng , mỗi dòng gồm 3 chữ số cho biết hướng mà đồng hồ đang chỉ.

Output

Số lần dịch chuyển ít nhất.

Ví dụ

Input:

330

222

212

Output:

4

Giải thích test ví dụ : Thực hiện các phép biến đổi 5, 8, 4 và 9 .

* **Người up:** hard7771988
* **Điểm:** 0.15
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IOI 1994

Vòng số nguyên tố ( PCIRCLE )

**Giới hạn**

* **Thời gian:** 10.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một vòng tròn chứa 2\*n vòng tròn nhỏ (Xem hình vẽ). Các vòng tròn nhỏ được đánh số từ 1 đến 2\*n theo chiều kim đồng hồ. Cần điền các số tự nhiên từ 1 đến 2\*n mỗi số vào một vòng tròn nhỏ sao cho tổng của hai số trên hai vòng tròn nhỏ liên tiếp là số nguyên tố. Số điền ở vòng tròn nhỏ 1 luôn là số 1.

Input

Số nguyên dương n ( 1 < n < 10 ) .

Output

Dòng đầu tiên ghi ra số k là số cách tìm được.   
K dòng tiếp theo mỗi dòng ghi ra 1 cách điền các số vào các vòng tròn nhỏ. Cách điền nào có thứ tự từ điển nhỏ hơn thì xếp trước. Nếu K > 10000 thì chỉ cần ghi ra 10000 cách đầu tiên.

Ví dụ

Input:

4

Output:

4

1 2 3 8 5 6 7 4

1 2 5 8 3 4 7 6

1 4 7 6 5 8 3 2

1 6 7 4 3 8 5 2

* **Người up:** hard7771988
* **Điểm:** 0.08
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Lê Minh Hoàng

Trò chơi đen trắng ( BWGAME )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Có N ô vuông xếp cạnh nhau thành một dãy dài(N<=100000). Một số ô vuông đã được tô màu trắng, một số ô vuông đã được tô màu đen, còn lại là những ô chưa được tô màu. Không có 2 ô kề nhau nào cùng màu.   
Hai người cùng chơi một trò chơi, lượt chơi của 2 người xen kẽ nhau. Mỗi người chơi khi đến lượt mình sẽ tô màu vào ô chưa được tô với điều kiện 2 ô kề nhau không cùng màu. Ai đến lượt mình mà không chơi được nữa thì thua. Biết cả 2 người đều chơi tối ưu nhất có thể, hỏi ai là người thắng cuộc.

Input

Input gồm không quá 20 test, dòng đầu là số test. Sau đó là mô tả của các test.   
Mỗi test gồm 2 dòng, dòng đầu là số nguyên N, dòng sau ghi N ký tự với ý nghĩa : 0 - ô chưa được tô; 1 - ô đã tô màu trắng; 2 - ô đã tô màu đen.

Output

Ứng với mỗi test ghi một dòng duy nhất là 1 nếu người chơi đầu thắng, 2 nếu người chơi sau thắng.

Example

Input:

2

5

00100

4

1020

Output:

2

1

* **Người up:** beo\_map
* **Điểm:** 0.99
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược add lên bởi Khúc Anh Tuấn

Trò chơi vòng số ( IVANA )

**Giới hạn**

* **Thời gian:** 0.009s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Zvonko và Ivana cùng chơi trò chơi sau:

* Ban đầu, Zvonko đặt N số nguyên dương lên một vòng tròn.
* Mỗi người chơi chọn một số bên cạnh một số đã được chọn trước đó.
* Ivana đi trước, trong lượt đầu này Ivana được quyền chọn bất kỳ số nào.
* Trò chơi kết thúc khi tất cả các số đã được chọn. Ai chọn được nhiều số lẻ hơn sẽ thắng!

Bạn hãy giúp Ivana tìm những nước đi đầu tiên để sau đó cô có cơ hội thắng (biết rằng Zvonko luôn sử dụng chiến thuật tối ưu).

Input

* Dòng 1: n, số số trên vòng tròn. (1<=n<=100)
* Dòng 2: n số nguyên dương cách nhau bởi khoảng trắng. Các số trong phạm vi từ 1 đến 1000 và không có hai số nào bằng nhau.

Output

Gồm một số nguyên duy nhất, là số nước đi đầu tiên để Ivana có cơ hội thắng

Example

Input:

3

3 1 5

Output:

3

Input:

4

1 2 3 4

Output:

2

Input:

8

4 10 5 2 9 8 1 7

Output:

5

* **Người up:** paulmcvn
* **Điểm:** 0.38
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Croatian Open 2006

Tam giác vuông ( PRAVO )

**Giới hạn**

* **Thời gian:** 0.855s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho n điểm trên mặt phẳng. Hỏi có bao nhiêu tam giác vuông được tạo thành.

Input

* Dòng đầu tiên chứa số nguyên dương n (3<=n<=1500), số điểm trên mặt phẳng
* Dòng thứ i trong n dòng tiếp theo, mỗi dòng chứa 2 số nguyên x i, y i, tọa độ của một điểm (-10 9<=x i, y i<= 10 9). Không có hai điểm nào có cùng tọa độ.

Output

Gồm một dòng duy nhất là số lượng tam giác vuông tìm được.

Example

Input:

3

4 2

2 1

1 3

Output:

1

Input:

4

5 0

2 6

8 6

5 7

Output:

0

Input:

5

-1 1

-1 0

0 0

1 0

1 1

Output:

7

* **Người up:** paulmcvn
* **Điểm:** 0.39
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Croatian Open 2007

Lát gạch ( LATGACH )

**Giới hạn**

* **Thời gian:** 0.697s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một hình chữ nhật kích thước 2xN (1<=N<=100). Hãy đếm số cách lát các viên gạch nhỏ kích thước 1x2 và 2x1 vào hình trên sao cho không có phần nào của các viên gạch nhỏ thừa ra ngoài, cũng không có vùng diện tích nào của hình chữ nhật không được lát.

Input

Gồm nhiều test, dòng đầu ghi số lượng test T ( T<=100 ).   
T dòng sau mỗi dòng ghi một số N.

Output

Ghi ra T dòng là số cách lát tương ứng.

Example

Input:

3

1

2

3

Output:

1

2

3

* **Người up:** beo\_map
* **Điểm:** 0.05
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Basic problem

Lát gạch 2 ( LATGACH2 )

**Giới hạn**

* **Thời gian:** 0.637s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 7000 bytes

Trước tiên các bạn cần xem bài LATGACH ( level 1 ).   
Xét một hình vuông kích thước (n+2)x(n+2) (3<=n<=1000). Hình vuông này bị khuyết mất một diện tích là hình vuông kích thước (n-2)x(n-2) ở trung tâm ( Như vậy chỉ còn 4 đường biên với độ rộng là 2 ). Bạn vẫn được quyền sử dụng các viên gạch kích thước 1x2 và 2x1 để lát vừa kín hình trên. Hãy đếm số cách lát.

Input

Gồm nhiều dòng, mỗi dòng ghi 1 số n của test tương ứng.

Output

Với mỗi số n trong input, bạn cần đưa ra một số tương ứng ở output thể hiện số cách lát.

Example

Input:

3

50

Output:

196

401520777816387690468975409805843797460004

* **Người up:** beo\_map
* **Điểm:** 0.53
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mở rộng của bài lát gạch

Cờ vua ( CHESS\_ )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 7000 bytes

Cho 1 bàn cờ kích thước 3 dòng, N cột (N<=10^9). Các ô thuộc dòng trên cùng có một quân tốt đen ở mỗi ô, các ô ở dòng dưới cùng có một quân tốt trắng ở mỗi ô.   
Hai người chơi 1 trò chơi, quân trắng đi trước. Hai người thực hiện nước đi của mình luân phiên, ai đến lượt mình mà không thể đi được nữa ( do không còn nước đi hợp lệ ) sẽ thua. Tại mỗi nước đi, một người sẽ đi các quân tốt theo luật cờ vua, 2 luật quan trọng nhất là :   
\*\* Quân tốt chỉ có thể đi 1 ô dọc mỗi nước, và không được lùi.   
\*\* Quân tốt có thể ăn quân tốt khác màu theo 1 ô chéo.   
Tuy nhiên có 2 luật sau khác với luật cờ vua :   
\*\* Quân tốt không thể phong cấp ( thành hậu, mã, ...).   
\*\* Tại một nước đi, việc ăn tốt khác là bắt buộc ( nếu tồn tại nước ăn thì người chơi bắt buộc phải ăn tốt đối phương, nếu có nhiều lựa chọn ăn thì sự lựa chọn thuộc về người chơi).   
Biết cả 2 người chơi đều cố gắng chơi tốt nhất có thể. Hãy xác định ai là người chiến thắng.

Input

Gồm nhiều dòng, mỗi dòng ghi một số N.

Output

Với mỗi số N tương ứng ở input, in ra "White" nếu người chơi quân trắng thắng, in ra "Black" nếu người chơi quân đen thắng. ( Không in ra dấu nháy kép " )

Example

Input:

3

4

5

Output:

White

Black

White

* **Người up:** beo\_map
* **Điểm:** 0.77
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Một bài cơ bản về lý thuyết trò chơi

Rút gọn đoạn ( CUTSEG )

**Giới hạn**

* **Thời gian:** 0.429s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 7000 bytes

Cho một dãy gồm N chữ số thuộc đoạn 0..9 (N<=200). Ở mỗi bước, ta có thể lấy ra từ dãy này một đoạn liên tiếp các chữ số giống nhau và nhận được một số tiền bằng bình phương độ dài của đoạn được lấy ra. Nếu sau khi lấy, dãy đã cho bị tách làm 2 dãy con, 2 dãy con này lập tức được sát nhập lại thành 1 ( giữ nguyên thứ tự ).   
Hãy tính số lượng tiền lớn nhất có thể thu được.

Input

Dòng đầu ghi số N. Dòng thứ hai ghi N chữ số thể hiện dãy.

Output

Ghi ra số lượng tiền lớn nhất có thể thu được.

Example

Input:

6

100011

Output:

18

* **Người up:** beo\_map
* **Điểm:** 0.58
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Một bài của đội tuyển Ðà Nẵng

Trò chơi với những đồng xu ( GWCOINS )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 5000 bytes

Tuấn và Hiếu rất thích chơi xu lẻ. Một lần, Tuấn rủ Hiếu chơi một trò chơi. Ban đầu Tuấn kẻ một hàng gồm N ô vuông liên tiếp trên nền nhà, sau đó Tuấn lần lượt đặt các đồng xu vào một số ô ( không có ô nào có quá 1 đồng xu ). Hai người bắt đầu thực hiện nước đi luân phiên nhau, Tuấn đi trước. Ở mỗi nước đi, một người phải chọn 1 đồng xu bất kỳ và một ô còn trống phía bên phải đồng xu này. Đồng xu được chọn sẽ được đặt vào vị trí mới và mọi đồng xu nằm giữa vị trí cũ và mới của đồng xu đã chọn đều bị di chuyển sang trái một ô. Người nào đến lượt mà không thể thực hiện nước đi sẽ là người thua cuộc. Sau một thời gian chơi trò chơi này, Hiếu không thắng được ván nào. Hiếu bắt đầu nghi ngờ rằng, vị trí ban đầu của các đồng xu luôn đảm bảo cho Tuấn một thắng lợi. Bạn hãy kiểm chứng điều này.

Input

Gồm nhiều dòng, mỗi dòng là một xâu chỉ gồm ký tự 'C' và '.' biểu diễn trạng thái ban đầu của trò chơi. 'C' thể hiện ô vuông đó có một đồng xu và '.' thể hiện một ô vuông trống. Ký tự đầu tiên đến ký tự cuối cùng của xâu thể hiện các ô vuông từ trái sang phải của trò chơi. Mỗi dòng có không quá 500 ký tự.

Output

Với mỗi dòng của input, in ra một dòng tương ứng. "Tuan" thể hiện rằng Tuấn luôn là người chiến thắng bất chấp nỗ lực của Hiếu, "Hieu" trong trường hợp ngược lại. Nếu trạng thái trò chơi lúc ban đầu đảm bảo tính công bằng cho cả 2 người chơi, in ra "Cong bang". ( Các xâu in ra không có dấu " ).

Example

Input:

C.C.C

Output:

Tuan

Giải thích:

Gọi (a,b) là nước đi di chuyển đồng xu ở ô a đến ô trống b, các ô đánh số từ 1 đến N từ trái sang phải. Nếu bước đầu tiên, Tuấn đi (3,4), Hiếu sẽ đi (1,3) và dành chiến thắng. Nếu Tuấn đi (1,4), đồng xu ở ô 3 sẽ bị dịch sang trái 1 ô, Hiếu sẽ đi tiếp (2,3) và chiến thắng. Nếu Tuấn đi (1,2), Hiếu có thể đi (3,4) hoặc (2,4), nhưng Tuấn sẽ dành chiến thắng mà không phụ thuộc vào sự lựa chọn của Hiếu.

* **Người up:** beo\_map
* **Điểm:** 1.13
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược gửi lên bởi Khúc Anh Tuấn

**Trang 3**

Đếm các hình chữ nhật ( CRECT )

**Giới hạn**

* **Thời gian:** 0.396s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 5000 bytes

HùngĐM đang theo học một khóa học cơ bản về tiếng Đức. Vì mới bắt đầu, HùngĐM mới biết mặt 5 chữ cái là A, B, C, D, E. Ngày sinh nhật, HùngĐM được tặng một bảng hình chữ nhật có các chữ cái ghi ở các ô. Nhiệm vụ của HùngĐM sẽ là tìm các từ ẩn trong bảng này. Tuy nhiên, do vốn lười học ngoại ngữ, đam mê lập trình, HùngĐM lại nghĩ ra một trò chơi khác: đếm số hình chữ nhật con của bảng này có chứa đúng 3 chữ cái khác nhau( Vì HùngĐM không thích quá ít, cũng chẳng ưa quá nhiều ). Tuy nhiên, bài này không đơn giản để HùngĐM có thể giải được dễ dàng. Các bạn hãy giúp HùngĐM để HùngĐM có thể nhanh chóng tập trung vào việc học tiếng Đức.

Input

Dòng đầu ghi 2 số M, N (M, N <= 400). Bảng chữ của HùngĐM được chia làm M dòng, mỗi dòng gồm N ô vuông đơn vị. M dòng sau, mỗi dòng là một xâu độ dài N thể hiện một dòng của bảng chữ chỉ gồm các chữ cái A, B, C, D, E.

Output

Gồm một số duy nhất là số hình chữ nhật con tìm được.

Example

Input:

4 3

CED

CEB

CBC

DDA

Output:

12

* **Người up:** beo\_map
* **Điểm:** 0.33
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược gửi lên bởi Khúc Anh Tuấn

Đua xe công thức 1 ( F1 )

**Giới hạn**

* **Thời gian:** 0.075s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Các bạn chắc đều biết đến môn thể thao đua xe công thức 1 - môn thể thao của tốc độ. Tuy nhiên, thời gian gần đây, để tăng tính hấp dẫn của môn thể thao này, BTC quyết định thay đổi luật lệ chơi. Các tay đua sẽ đua xe trong một khu vực hình chữ nhật chia làm M x N ô nhỏ. Ở mỗi ô có một điểm số nhất định ( tất nhiên có thể là số âm, đó là các chướng ngại vật nguy hiểm ). Các tay đua xuất phát ở vị trí ô trái trên của bản đồ, có thể đi từ ô này sang ô khác kề cạnh nhưng không được phép rẽ trái, cũng không được phép đi vào ô đã từng đi qua. Tay đua có quyền quyết định kết thúc chặng đua ở bất cứ đâu. Sau khi kết thúc cuộc đua, ai là người có vận tốc nhanh nhất sẽ chiến thắng. Tuy nhiên, trong trường hợp 2 người có cùng vận tốc ( điều này rất hay xảy ra do thiết bị đo cũ kỹ, chỉ đo được với độ chính xác 100Km/h :D ), người nào đạt được nhiều điểm hơn sẽ chiến thắng. Điểm của từng tay đua sẽ bằng tổng điểm các ô tay đua đó đã đi qua. Bạn là một trong các vận động viên tham gia cuộc đua này, hãy tính toán xem đường đua nào sẽ đem lại cho bạn nhiều điểm nhất.

Input

Dòng đầu ghi 2 số M, N lần lượt là 2 kích thước của bản đồ ( M, N <= 20 ). M dòng sau mỗi dòng ghi N số là điểm số của ô tương ứng. Điểm số nằm trong khoảng từ -100 đến 100.

Output

Một số duy nhất là điểm số lớn nhất có thể đạt được.

Example

Input:

2 2

-33 37

15 -5

Output:

14

* **Người up:** beo\_map
* **Điểm:** 0.80
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** (none)

Đua xe công thức 2 ( F2 )

**Giới hạn**

* **Thời gian:** 0.457s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Đường đua xe công thức 2 năm nay nằm trong một khuôn viên hình chữ nhật chia làm M x N ô nhỏ. Tuy nhiên trong khuôn viên này có một số ô chướng ngại vật và không thể đi vào. Tay đua cần xuất phát từ 1 ô bất kỳ, đi qua tất cả các ô không có chướng ngại vật, mỗi ô đúng một lần rồi quay về điểm xuất phát. Tay đua chỉ có thể đi từ 1 ô sang các ô kề cạnh. Hãy đếm số đường đua khác nhau có thể.

Input

Dòng đầu ghi 2 số M, N ( M, N <= 12 ). M dòng sau, mỗi dòng ghi N ký tự. Ký tự '\*' thể hiện ô tương ứng có chướng ngại vật, và '.' nếu ngược lại.

Output

Gồm 1 số duy nhất ghi ra tổng số đường đua. Dữ liệu luôn đảm bảo kết quả nhỏ hơn 2^63-1.

Example

Input:

4 4

\*\*..

....

....

....

Output:

2

* **Người up:** beo\_map
* **Điểm:** 1.78
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** acm.timus.ru

Rào Vườn ( RAOVUON )

**Giới hạn**

* **Thời gian:** 0.134s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 10000 bytes

Bạn Minh Đức là chủ một vườn cây ăn quả lớn ở miền Nam. Nếu nhìn từ trên cao xuống, các gốc cây giống như các điểm trên mặt phẳng tọa độ là mặt đất. Đã nhiều năm rồi, bạn Minh Đức không được bội thu do nạn đạo tặc. Do vậy, năm ngoái bạn Minh Đức quyết tâm rào khu vườn của mình lại. Để làm được điều này, bạn Minh Đức chăng đường rào theo các gốc cây để tạo thành một đa giác bao kín vườn cây. Do tính keo kiệt và chi phí của đường rào là rất đắt, bạn Minh Đức đã tính toán chi li để đường rào có chu vi nhỏ nhất có thể. Chắc các bạn cũng biết đây là bài toán tin cơ bản : tìm bao lồi nhỏ nhất của một tập điểm. Tuy nhiên, năm nay bạn Minh Đức cũng không thu hoạch được thêm nhiều. Lý do là có một số cây ở đường biên của hàng rào vẫn không thoát khỏi bàn tay của đạo tặc. Năm nay bạn Minh Đức quyết xây dựng lại hàng rào để cho không còn cây nào nằm ở đường biên nữa. Để làm được điều này, thay vì chăng đường rào theo các gốc cây, bạn Minh Đức sẽ chăng đường rào theo các cột sắt có sẵn trong vườn. Vị trí của các cây và cột sắt đã rõ, nhưng xây dựng làm sao để hàng rào có chu vi nhỏ nhất vẫn là vấn đề nan giải. Bạn hãy giúp bạn Minh Đức giải quyết bài toán khó trên và cùng chia sẻ một vụ mùa bội thu.

Input

Dòng đầu là số N ( N <= 100 ). Là số cây trong vườn.   
N dòng sau, mỗi dòng ghi 2 số là tọa độ của một cây trong vườn.   
Dòng tiếp theo là số M ( M <= 100 ). Là số cột sắt trong vườn.   
M dòng sau, mỗi dòng ghi 2 số là tọa độ của một cột sắt.   
Các tọa độ đều là số nguyên trong khoảng -10000..10000.

Output

In ra một số duy nhất là độ dài nhỏ nhất của hàng rào với đúng 2 chữ số sau dấu chấm thập phân ( có làm tròn ). Dữ liệu luôn đảm bảo có ít nhất 1 cách xây hàng rào thỏa mãn.

Example

Input:

1

0 2

3

-2 0

2 0

0 4

Output:

12.94

* **Người up:** beo\_map
* **Điểm:** 1.14
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** (none)

Tổng các ước chung lớn nhất ( GCDSUM )

**Giới hạn**

* **Thời gian:** 0.14s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 10000 bytes

Một lần, ktuan được thầy giáo cho bài tập về nhà, yêu cầu tính tổng tất cả các ước chung lớn nhất của các cặp số (i, j) thỏa mãn : 1<=i< j<=N ( N là một số tự nhiên cho trước ). Rất nhanh chóng, ktuan đã cho ra một đoạn code như sau:   
  
for i:=1 to N-1 do for j:=i+1 to N do sum := sum + gcd( i, j);   
  
với gcd là hàm tính ước chung lớn nhất của 2 số, sum chính là kết quả cuối cùng.   
Thầy giáo yêu cầu ktuan dùng chương trình trên để tính kết quả với N = 1000000. Tuy nhiên, chương trình trên chạy quá lâu. Để khắc phục vấn đề, ktuan đã viết lại đoạn mã đó bằng C++ ( với hi vọng C++ sẽ chạy nhanh hơn pascal nhiều ) :   
  
for(int i=1;i< N;++i) for(int j=i+1;j<=N;++j) sum += gcd(i,j);   
  
Thật không may, đoạn chương trình trên vẫn không giải quyết được vấn đề, bạn hãy giúp ktuan giải đáp yêu cầu của thầy giáo.   
  
Lưu ý: bài này có thể giải bằng phương pháp Quy hoạch động và các kiến thức sơ đẳng trong toán học, không cần sử dụng những kiến thức toán học phức tạp không nằm trong phạm vi chương trình phổ thông.

Input

Gồm nhiều dòng, mỗi dòng là một số N ( 1<=N<=10^6) ứng với một test. Dữ liệu vào sẽ kết thúc sau khi gặp N=0 ( bạn không cần thực hiện test này ).

Output

Với mỗi giá trị của N, in ra một dòng là giá trị của sum sau khi thực hiện đoạn mã trên.

Example

Input:

4

0

Output:

7

* **Người up:** beo\_map
* **Điểm:** 0.56
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** ACM World Final Warm up 1 - 2008

Số phụ thuộc ( SUMS )

**Giới hạn**

* **Thời gian:** 0.53s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho tập số nguyên A gồm n phần tử, A={a1, a2,..., an}. Số k được gọi là phụ thuộc vào tập A, nếu k được tạo thành bằng cách cộng các phần tử của tập A(mỗi phần tử có thể cộng nhiều lần).

Ví dụ cho A={2,5,7}. Các số như 2, 4(2+2), 12(5+7 hoặc 2+2+2+2+2) được gọi là phụ thuộc vào tập A. Số 0 cũng gọi là phụ thuộc vào tập A.

Yêu cầu:

Cho một dãy B, hãy kiểm tra xem bi có phải là số phụ thuộc vào tập A hay không .

Dữ liệu:

* Dòng đầu tiên chứa số nguyên n (1 ≤ n ≤ 5000).
* N dòng tiếp theo chứa các phân tử của tập A, a1 < a2 < ... < an (1 ≤ ai ≤ 50000 ).
* Dòng thứ N+2 chứa số nguyên m (1 ≤ m ≤ 10000 ).
* M dòng tiếp theo chứa dãy số nguyên b1, b2, ..., bm (0 ≤ bi ≤ 1000000000 ).

Kết quả:

Gồm m dòng, dòng thứ i ghi ra TAK nếu bi là số phụ thuôc vào tập A và NIE nếu không phải là số phụ thuộc.

Ví dụ:

Dữ liệu :

3

2

5

7

6

0

1

4

12

3

2

Kết quả :

TAK

NIE

TAK

TAK

NIE

TAK

* **Người up:** aukcwe
* **Điểm:** 0.32
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Polish Olympiad in Infomatics 2003

Closest distance ( GANNHAT )

**Giới hạn**

* **Thời gian:** 0.35s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Khoảng cách Manhattan giữa 2 điểm A(x 1,y 1) và B(x 2,y 2) được định nghĩa như sau:

D(A,B) = |x 1- x 2| + |y 1- y 2|

Cho N điểm A 1, A 2, ..., A Ntrên mặt phẳng, với mỗi điểm A ita cần tìm D(A i, A j) nhỏ nhất với j ≠ i.

Dữ liệu

* Dòng đầu ghi số nguyên dương N (1 ≤ N ≤ 200000).
* N dòng sau dòng thứ i ghi 2 số x và y là tọa độ của điểm thứ i. (0 ≤ x , y ≤ 10 7)

Kết quả

* Gồm N dòng, dòng thứ i ghi khoảng cách nhỏ nhất cần tìm đối với điểm thứ i.

Ví dụ

Dữ liệu:

4

0 0

0 1

1 0

1 1

Kết quả:

1

1

1

1

* **Người up:** aukcwe
* **Điểm:** 0.90
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mr Taek

Phân nhóm ( GROUP )

**Giới hạn**

* **Thời gian:** 0.661s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho n<=300000 cặp số (x,y) (1<=x, y<=1000000). Ta có thể nhóm một vài cặp số lại thành một nhóm. Giả sử một nhóm gồm các cặp số thứ a1, a2, ..., am thì chi phí cho nhóm này sẽ là max(x a1, x a2, ..., xam) \* max(y a1, y a2, ..., y am).

Yêu cầu: tìm cách phân nhóm có tổng chi phí bé nhất.

Dữ liệu

* Dòng đầu tiên là số nguyên dương N.
* N dòng tiếp theo dòng thứ i ghi 2 số xi và yi.

Kết quả

* Gồm 1 số duy nhất là kết quả tìm được.

Ví dụ

Dữ liệu:

4

100 1

15 15

20 5

1 100

Kết quả:

500

Giải thích:

Có 3 nhóm lần lượt là (1), (2,3) và (4).

* **Người up:** aukcwe
* **Điểm:** 0.59
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** USACO MAR08

Số hiệu hoán vị ( SHHV )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Xét tất cả các hoán vị của dãy số tự nhiên (1, 2,..., n) (1 <= n <= 12)

Giả sử rằng các hoán vị được sắp xếp theo thứ tự từ điển.

Yêu cầu:

1: Cho trước 1 hoán vị. Tìm số hiệu của hoán vị đó trong dãy đã sắp xếp

2: Cho trước số hiệu của 1 hoán vị trong dãy hoán vị đã sắp xếp. Tìm hoán vị đó

Input

Dòng 1: Chứa n số a1, a2, …, an ( dãy hoán vị n phần tử )

Dòng 2: Chứa số p ( số hiệu của hoán vị trong dãy hoán vị n phần tử )

Output

Dòng 1: Ghi số q ( số hiệu của dãy hoán vị a i)

Dòng 2: Ghi n số b 1, b 2, …, b n( dãy hoán vị có số hiệu p )

Example

Input:

2 1 3

4

Output:

3

2 3 1

* **Người up:** cun
* **Điểm:** 0.09
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IOICAMP

Hình vuông 0 1 ( QBSQUARE )

**Giới hạn**

* **Thời gian:** 0.137s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một bảng kích thước MxN, được chia thành lưới ô vuông đơn vị M dòng N cột ( 1 <= M, N <= 1000 )

Trên các ô của bảng ghi số 0 hoặc 1. Các dòng của bảng được đánh số 1, 2... M theo thứ tự từ trên xuống dưới và các cột của bảng được đánh số 1, 2..., N theo thứ tự từ trái qua phải

Yêu cầu:

Hãy tìm một hình vuông gồm các ô của bảng thoả mãn các điều kiện sau:

1 - Hình vuông là đồng nhất: tức là các ô thuộc hình vuông đó phải ghi các số giống nhau (0 hoặc 1)

2 - Cạnh hình vuông song song với cạnh bảng.

3 - Kích thước hình vuông là lớn nhất có thể

Input

Dòng 1: Ghi hai số m, n

M dòng tiếp theo, dòng thứ i ghi N số mà số thứ j là số ghi trên ô (i, j) của bảng

Output

Gồm 1 dòng duy nhất ghi kích thước cạnh của hình vuông tìm được

Example

Input:

11 13

0 0 0 0 0 1 0 0 0 0 0 0 0

0 0 0 0 1 1 1 0 0 0 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 1 1 1 1 1 1 1 1 1 0 0 0

1 1 1 1 1 1 1 1 1 1 1 0 0

0 1 1 1 1 1 1 1 1 1 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 0 0 0 1 1 1 0 0 0 0 1 1

0 0 0 0 0 1 0 0 0 0 0 1 1

Output:

7

* **Người up:** cun
* **Điểm:** 0.08
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược add lên bởi Võ Khánh Trung

IOI2008 ( IOI2008 )

**Giới hạn**

* **Thời gian:** 0.312s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

IOI 2008 diễn ra trong n + 1 ngày, các bài toán của IOI được đánh số từ 1 tới n.(n+1) và được phân bố vào các ngày thi theo lịch sau (mỗi ngày thi có n bài toán):

Ngày 1: Các bài toán từ 1 tới n

Ngày 2: Các bài toán từ n + 1 tới 2n

...

Ngày i: Các bài toán từ (i - 1).n + 1 tới i.n

...

Ngày n+1: Các bài toán từ n.n + 1 tới n.(n+1)

Các bài thi có một trong k dạng, bài thứ j có dạng là r j(1 <= r j<= k)

Thể thức thi được thông báo cho mỗi đoàn như sau:

- Mỗi đoàn sẽ có n + 1 học sinh tham gia

- Hàng ngày, Ban tổ chức sẽ đưa một học sinh của đoàn đi tham quan thành phố, việc chọn học sinh nào cho đi tham quan là quyền của trưởng đoàn, nhưng phải đảm bảo điều kiện:

Cho đến khi IOI kết thúc, học sinh nào của đoàn cũng đã được đi tham quan thành phố. Như vậy mỗi ngày đoàn sẽ còn lại n học sinh tham gia thi, việc giao cho học sinh nào làm bài nào là quyền của phó đoàn nhưng mỗi học sinh chỉ được giao một bài và hai học sinh khác nhau sẽ phải nhận hai bài khác nhau.

Kết thúc IOI, điểm đồng đội của mỗi đoàn sẽ được tính bằng tổng điểm của tất cả các lời giải các bài toán đã cho.

Các thầy giáo trưởng, phó đoàn Việt Nam dự đoán rằng nếu học sinh thứ i của đoàn làm bài toán dạng j thì có thể thu được số điểm là c ij(c ij= 0 tương đương với lời dự đoán rằng học sinh thứ i không làm được bài toán dạng j).

Hỏi các thầy sẽ sắp xếp lịch thi đấu cho các học sinh như thế nào để theo dự đoán, đoàn Việt Nam sẽ thu được số điểm nhiều nhất có thể.

Input

Dòng 1: Chứa hai số n, k (1 <= n <= 100; 1 <= k <= 1000)

Dòng 2: Chứa n.(n+1) số, số thứ p là r p.

Các dòng tiếp, mỗi dòng chứa ba số nguyên dương i, j, p cho biết một điều dự đoán của các thầy: học sinh thứ i có thể làm được bài toán dạng j và đạt được số điểm là p (=c[i, j]). (1 <= p <= 100)

Output

Gồm 1 dòng duy nhất : Ghi điểm đồng đội mà theo dự đoán đoàn Việt Nam có thể đạt

Example

Input:

3 4

1 2 4 4 3 3 1 4 2 3 2 2

1 1 2

1 2 3

1 4 6

2 3 4

2 1 3

2 4 7

3 2 1

3 1 4

4 1 2

4 3 9

4 2 8

Output:

65

I hope and expect that you will have much success in IOI 2008 ^^

* **Người up:** cun
* **Điểm:** 1.95
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Lê Minh Hoàng

Hình chữ nhật 0 1 ( QBRECT )

**Giới hạn**

* **Thời gian:** 0.132s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một bảng kích thước MxN, được chia thành lưới ô vuông đơn vị M dòng N cột ( 1 <= M, N <= 1000 )

Trên các ô của bảng ghi số 0 hoặc 1. Các dòng của bảng được đánh số 1, 2... M theo thứ tự từ trên xuống dưới và các cột của bảng được đánh số 1, 2..., N theo thứ tự từ trái qua phải

Yêu cầu:

Hãy tìm một hình chữ nhật gồm các ô của bảng thoả mãn các điều kiện sau:

1 - Hình chữ nhật đó chỉ gồm các số 1

2 - Cạnh hình chữ nhật song song với cạnh bảng

3 - Diện tích hình chữ nhật là lớn nhất có thể

Input

Dòng 1: Ghi hai số M, N

M dòng tiếp theo, dòng thứ i ghi N số mà số thứ j là số ghi trên ô (i, j) của bảng

Output

Gồm 1 dòng duy nhất ghi diện tích của hình chữ nhật tìm được

Example

Input:

11 13

0 0 0 0 0 1 0 0 0 0 0 0 0

0 0 0 0 1 1 1 0 0 0 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 1 1 1 1 1 1 1 1 1 0 0 0

1 1 1 1 1 1 1 1 1 1 1 0 0

0 1 1 1 1 1 1 1 1 1 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 0 1 1 1 1 1 1 1 0 0 0 0

0 0 0 0 1 1 1 0 0 0 0 1 1

0 0 0 0 0 1 0 0 0 0 0 1 1

Output:

49

* **Người up:** cun
* **Điểm:** 0.08
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược add lên bởi Võ Khánh Trung

Hành Tinh Đá ( NSP )

**Giới hạn**

* **Thời gian:** 0.154s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 512 bytes

Nuga là một cô bé thông minh, rất thích phiêu lưu. Cô thường lang thang trong vũ trụ bằng con tàu siêu tốc AlphaX. Một hôm, con tàu của Nuga đi lạc vào một hành tinh lạ.

Hành tinh có dạng một hình vuông khổng lồ, có cạnh là N (năm ánh sáng). Do sức hút của hành tinh quá lớn, không một vật thể nào, kể cả ánh sáng có thể thoát ra ngoài được, chính vì thế mà hàng mấy tỉ năm nay, không ai phát hiện ra sự tồn tại của hành tinh này.

Trong lúc thăm dò, Nuga phát hiện ra hàng triệu “viên đá” hình cầu to bằng cả trái đất nằm rải rác khắp hành tinh, mỗi viên đá mang một năng lượng riêng. Khi quét bản đồ hành tinh lên máy tính, Nuga thấy một điều rất đặc biệt, đó là nếu chia hành tinh thành N hàng, N cột, đánh số từ 1 đến N theo chiều từ trái sang phải và từ trên xuống dưới thì mỗi viên đá nằm gọn trong một ô vuông.

Nhờ phân tích các số liệu, Nuga đã biết được bí quyết “mở cửa” Hành Tinh Đá để thoát ra ngoài là phải kết nối được sức mạnh của K viên đá thần kỳ. Tuy nhiên, Nuga phải nhanh chóng xác định vị trí của chúng.

Công việc này hóa ra lại phức tạp hơn Nuga tưởng tượng, bởi hành tinh quá rộng lớn. Nghĩ rằng sắp xếp lại các viên đá có thể giúp tìm kiếm nhanh hơn, Nuga đã sắp xếp các viên đá trên mỗi hàng theo thứ tự năng lượng tăng dần, rồi sau đó lại tiếp tục sắp xếp các viên đá trên mỗi cột theo thứ tự năng lượng tăng dần.

Đến đây thì vừa mệt vừa đói, Nuga chưa tìm được hướng đi tiếp theo. Bạn hãy giúp Nuga với!

Input

* Dòng đầu ghi số 2 nguyên dương: N là độ dài 1 cạnh của hành tinh, và K là số lượng viên đá thần kỳ.
* N dòng tiếp theo, mỗi dòng ghi N số nguyên. Các số nguyên khác nhau đôi một. Số nguyên ở dòng thứ I, cột thứ J thể hiện năng lượng của viên đá tại vị trí (I, J) trên bản đồ mà Nuga đã sắp xếp.
* K dòng sau, mỗi dòng ghi 1 số nguyên là năng lượng của 1 viên đá thần kỳ cần tìm. Dữ liệu đảm bảo tất cả các viên đá thần đều có trên hành tinh.

Output

* Gồm K dòng, mỗi dòng ghi 2 số nguyên I, J thể hiện vị trí của viên đá thần kỳ tương ứng với năng lượng đã cho.

Hạn chế

* Năng lượng của mỗi viên đá nằm trong khoảng [0, 2^31 - 1]
* N ≤ 1000, K ≤ 10000.

Ví dụ

Input:

2 2

1 2

3 4

3

1

Output:

2 1

1 1

Đề bài đã được giới hạn lại mã nguồn. Một số bài đã AC với source > 512B nên code lại với cách tốt hơn

* **Người up:** racer
* **Điểm:** 0.24
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** ^Nuga Còi^

Khối tam chữ nhật II ( RECT3\_2 )

**Giới hạn**

* **Thời gian:** 0.467s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Đề bài giống hệt bài [RECT3](http://vn.spoj.pl/problems/RECT3/).

Dữ liệu

* Dòng đầu tiên: hai số nguyên M, N (1 ≤ M, N ≤ 2000).
* M dòng tiếp theo, mỗi dòng gồm N số 0 hoặc 1 (viết liền nhau) mô tả bảng chữ nhật.

Kết quả

In ra diện tích của khối tam chữ nhật lớn nhất, hoặc 0 nếu không tìm được khối tam chữ nhật nào.

Ví dụ

Dữ liệu :

6 8

00000110

00111000

00110100

01111001

01111110

00111010

Kết quả :

15

**Giải thích**

Khối tam chữ nhật:

00000110

00**11**1000

00**11**0100

01**11**1001

0**111111**0

00**111**010

Có diện tích là 15

Khối tam chữ nhật khác có diện tích 14:

00000110

00**11**1000

00**11**0100

0**1111**001

0**1111**110

00**11**1010

* **Người up:** aukcwe
* **Điểm:** 1.70
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Mở rộng từ RECT3 của VM08 - add lên bởi Gothdn.

Triomino Game ( TRIOMINO )

**Giới hạn**

* **Thời gian:** 0.79s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

![http://www.spoj.pl/content/racer:Figure2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH8AAACECAIAAAA2imOeAAAAAXNSR0IArs4c6QAAAAlwSFlzAAALEwAACxMBAJqcGAAAAOpJREFUeNrt3DEKwCAQRcH84P2vvNapFUUzrxfCsFhlTVU92tSLgD590acv+vRFn77o0xd9+qJPX/Tpiz590acv+vT1qQ2eT7Llu+/4Dcns06cv+vRFn77o0xd9+qJPX/Tpiz590acv+vRFn77o0xd9+vRFn77o0xd9+qJPX/Tpa0bxArzZp6/lHb+rfvSyvNl389AXffqiT1/06Ys+fdGnL/r0RZ++6NMXffqiT1/06Ys+ffqiT1/06Ys+fdGnL/r0NSO76mafvujTF336ok9f9OmLPn3Rpy/69EWfvujTF336ok9f9On/uQ5GpxMBHcnlawAAAABJRU5ErkJggg==) X và Y đang chơi trò chơi như sau: Họ bắt đầu với một bảng ô vuông trống kích thước 2xN và luân phiên chơi. X đi trước. Trong một nước đi, một người chơi phải đặt một quân L-triomino (như hình bên phải) vào bảng, theo một trong 4 hướng, và không được đặt chèn lên các ô đã có triomio. Người nào không thể thực hiện nước đi nữa thì thua.

Cho kích thước của bảng, tính xem ai sẽ là người chiến thắng nếu giả sử cả X và Y đều chơi tối ưu.

Input

Input chứa nhiều test. Dòng đầu tiên ghi số nguyên T là số lượng test. (T<=50)

Mỗi test chứa số nguyên N trên 1 dòng, là kích thước của bảng (N<=800)

Output

Với mỗi test, in ra trên một dòng kí tự "X" hoặc "Y" thể hiện ai là người chiến thắng trò chơi đó.

Example

Input:

2

3

4

Output:

X

Y

* **Người up:** racer
* **Điểm:** 0.91
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Byte Code

Vần hoàn hảo ( NPR )

**Giới hạn**

* **Thời gian:** 3.168s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Đây là một bài để các bạn luyện tập về Trie

Cho một danh sách từ L và một từ w . Nhiệm vụ của bạn là phải tìm một từ trong L tạo thành một "vần hoàn hảo" với w . Từ u này là duy nhất xác định bởi các thuộc tinh sau:

* Nó nằm trong L .
* Nó khác w .
* Phần hậu tố chung của chúng dài nhất có thể.
* u là từ có thứ tự từ điển nhỏ nhất thoả mãn các điều trên

Chú ý

Một tiền tố của một từ là một chuỗi có thể thu được bằng cách lặp lại việc xoá kí tự cuối cùng của từ. Tương tự, một hậu tố của một từ là một chuỗi mà có thể thu được bằng cách lặp lại việc xoá kí tự đầu tiên của từ.

Ví dụ với từ: different .

Từ này vừa là tiền tố, vừa là hậu tố của chính nó. một tiền tố dài nhất khác của nó differen , và một hậu tố dài nhất khác của nó là ifferent . Chuỗi rent cũng là một hậu tố khác nhưng ngắn hơn. Chuỗi eent và iffe đều không phải là tiền tố hay hậu tố của từ different .

Gọi u và v là 2 từ khác nhau. Ta nói rằng u có thứ tự từ điển nhỏ hơn v nếu hoặc u là một tiền tố của v , hoặc nếu i là vị trí đầu tiên mà chúng khác nhau, và kí tự thứ i của u đứng trước kí tự thứ i của v trong bảng chữ cái.

Ví dụ, dog nhỏ hơn dogs , từ này lại nhỏ hơn dragon (Vì o nhỏ hơn r ).

Dữ liệu

Có 2 phần. Phần thứ nhất chứa danh sách từ L , mỗi từ trên 1 dòng. Mỗi từ chỉ chứa các chữ cái thường tiếng Anh và không có 2 nào từ giống nhau.

Phần thứ nhất kết thúc bằng một dòng trống.

Tiếp theo là phần 2, với mỗi câu hỏi cho từ w trên một dòng.

Bạn có thể chắc chắn rằng trong cả 2 phần của dữ liệu vào, độ dài của mỗi từ không quá 30. Và số lượng từ trong mỗi phần không quá 250000.

Kết quả

Với mỗi câu hỏi, viết ra trên một dòng từ mà tạo thành vần hoàn hảo với nó. Kết quả phải viết bằng chữ cái thường.

Ví dụ

Dữ liệu

perfect

rhyme

crime

time

crime

rhyme

Kết quả

time

crime

Trong câu hỏi thứ 2, có 2 từ có cùng độ dài hậu tố với rhyme (là crime và time), từ có thứ tự từ điển nhỏ hơn đã được chọn.

Cảnh báo: File dữ liệu và kết quả rất lớn, cẩn thận với một số ngôn ngữ

* **Người up:** racer
* **Điểm:** 0.54
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IPSC

Tập hợp động ( CPPSET )

**Giới hạn**

* **Thời gian:** 0.219s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một tập hợp S các số nguyên, bạn hãy lập trình thực hiện các thao tác sau:

* ADD x: thêm số x vào tập S
* DELETE x: xóa số x khỏi tập S
* MININUM: tìm số nhỏ nhất trong tập S
* MAXIMUM: tìm số lớn nhất trong tập S
* SUCC x: tìm số nhỏ nhất lớn hơn x trong tập S
* SUCC\_2 x: tìm số nhỏ nhất và không nhỏ hơn x trong tập S
* PRED x: tìm số lớn nhất nhỏ hơn x trong tập S
* PRED\_2 x: tìm số lớn nhất không vượt quá x trong tập S

Ghi chú: Đối với thao tác DELETE, giữ nguyên tập S nếu x không có trong tập S. Đối với các thao tác MINIMUM, MAXIMUM, SUCC, SUCC\_2, PRED và PRED\_2, in ra 'empty' nếu tập S rỗng. Đối với các thao tác SUCC, SUCC\_2, PRED và PRED\_2, in ra 'no' nếu không tìm được số thỏa mãn.

Các thao tác ADD, DELETE, MINIMUM, MAXIMUM, SUCC, SUCC\_2, PRED, PRED\_2 lần lượt được mã hóa bởi các chỉ số 1 2 3 4 5 6 7 8.

Dữ liệu

Gồm nhiều dòng, mỗi dòng bắt đầu bằng một số từ 0 đến 8 cho biết chỉ số thao tác cần thực hiện. Số 0 báo hiệu kết thúc dữ liệu nhập. Đối với các thao tác 1, 2, 5, 6, 7, 8, số tiếp theo trên dòng là số nguyên x (|x| ≤ 10 9) cho biết tham số của thao tác. Biết số thao tác cần thực hiện không vượt quá 300000.

Kết quả

Đối với mỗi thao tác loại 3, 4, 5, 6, 7, 8 in ra một dòng là kết quả của thao tác.

Ví dụ

Dữ liệu

4

1 10

1 5

3

1 7

4

2 5

3

5 10

6 10

7 10

8 10

2 10

7 100

0

Kết quả

empty

5

10

7

no

10

7

10

7

Gợi ý

Bạn hãy dùng cấu trúc set trong thư viện STL của C++. Bài này bạn chỉ nộp được bằng C++ mà thôi.

* **Người up:** paulmcvn
* **Điểm:** 0.33
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** © VNOI

Binary multiplication ( MUL2COM )

**Giới hạn**

* **Thời gian:** 0.204s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Đây là một số kiến thức về biểu diễn số trên máy tính trước khi các bạn giải bài toán này. Với n bit, máy tính có thể biểu diễn được 2 nsố trong phạm vi -2 n-1..(2 n-1-1). Máy tính sử dụng các số bù 2 để biểu diễn các số âm. Trong cách biểu diễn số bù 2 có n bit thì:

* Số x ≥ 0 được biểu diễn bằng chính số x.
* Số x < 0 được biểu diễn bằng số 2 n- x.

Dưới đây là bảng biểu diễn số bù 2 với 3 bit: Biễu diễn số bù 2 Giá trị 000 0 001 1 010 2 011 3 100 -4 101 -3 110 -2 111 -1

Ưu điểm của số bù 2 là phép cộng có thể thực hiện hoàn toàn như các số không dấu. Với x > 0, x + (-x) = 2 n= 0 vì các số chỉ được biểu diễn bởi n bit. Ví dụ, xét phép cộng (-2) + 3 trong biểu diễn số bù hai 3 bit:

110

+011

---

001

Kết quả bằng 1.

Với x ≥ 0, biểu diễn số bù 2 của -x sẽ thu được bằng cách đảo toàn bộ bit của x và cộng thêm 1 đơn vị. Nói cách khác -x = (NOT x) + 1. Để chỉ ra biểu thức này đúng, ta nhận xét rằng NOT x = 2 n-1-x, do đó (NOT x) + 1 = 2 n-x chính là biểu diễn của số -x. Với x < 0, ta cũng có -x = (NOT x) + 1.

Trong bài toán này, bạn cần thực hiện phép nhân hai số bù hai có n bit. Kết quả trả về cũng là một số bù hai n bit. Bạn hãy thông báo lỗi nếu kết quả vượt quả phạm vi biểu diễn.

Dữ liệu

Gồm nhiều bộ test, mỗi bộ test có dạng như sau:

Dòng đầu tiên chứa số n (0 ≤ n ≤ 1024) là số bit. n=0 cho biết kết thúc dữ liệu nhập. Nếu n>0, hai dòng tiếp theo, mỗi dòng chứa một số bù hai có n bit.

Có không quá 40 bộ test.

Kết quả

Gồm nhiều dòng, mỗi dòng tương ứng với một test chứa một số bù hai với số bit tương ứng là kết quả của phép nhân hoặc chứa chuỗi 'overflow' nếu kết quả vượt qua phạm vi biểu diễn.

Ví dụ

Dữ liệu

3

110

011

4

0011

1110

0

Kết quả

overflow

1010

* **Người up:** paulmcvn
* **Điểm:** 1.14
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** © VNOI

Ai là sếp ( BOSS )

**Giới hạn**

* **Thời gian:** 0.23s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Ở một công ty nọ có một quy định khá lạ lùng đó là Sếp thì không được thấp hơn nhân viên! Sếp trực tiếp của một nhân viên A được định nghĩa là nhân viên có chiều cao không thấp hơn A và có mức lương nhỏ nhất nhưng vẫn cao hơn A. Quan hệ lính được định nghĩa đệ quy như sau, nếu A là sếp của B thì B và các lính của B đều là lính của A.

Biết công ty này có N nhân viên và một số truy vấn đến các nhân viên. Với mỗi truy vấn, bạn hay tìm sếp trực tiếp và số lượng lính của nhân viên đó.

Dữ liệu

Dòng đầu tiên chứa số lượng test. Mỗi test có cấu trúc như sau:

* Dòng 1 chứa hai số N và Q là số nhân viên và số truy vấn (1 ≤ N ≤ 30000, 1 ≤ Q ≤ 200)
* N dòng tiếp theo mỗi dòng chứa thông tin về một nhân viên gồm 3 số nguyên: số hiệu của nhân viên (luôn có 6 chữ số, chữ số đầu tiên khác 0), lương và chiều cao. Lương không vượt quá 10000000. Chiều cao trong phạm vi 1000000 đến 2500000.
* Q dòng tiếp theo mỗi dòng chứa số hiệu của một nhân viên cần truy vấn.

Kết quả

Với mỗi truy vấn in ra hai số nguyên là số hiệu của sếp trực tiếp và số lính. Nếu không có sếp thì in ra số 0.

Ví dụ

Dữ liệu

2

3 3

123456 14323 1700000

123458 41412 1900000

123457 15221 1800000

123456

123458

123457

4 4

200002 12234 1832001

200003 15002 1745201

200004 18745 1883410

200001 24834 1921313

200004

200002

200003

200001

Kết quả

123457 0

0 2

123458 1

200001 2

200004 0

200004 0

0 3

* **Người up:** paulmcvn
* **Điểm:** 0.46
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** NWERC 2003

34 đồng xu ( COIN34 )

**Giới hạn**

* **Thời gian:** 0.34s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Bạn có 34 đồng xu có giá trị như sau:

xu(1) có giá trị 2

xu(2) có giá trị 3

xu(3) có giá trị 5

for n = 4 to 34

xu(n) có giá trị (xu(n-1) + xu(n-2) + xu(n-3))

Bạn hãy dùng nhiều đồng xu nhất để mua một món hàng có giá là X!

Dữ liệu

Dòng đầu tiên là số test (không quá 1000). Mỗi dòng tiếp theo chứa một số nguyên X (1 ≤ X ≤ 2000000000).

Kết quả

Với mỗi test, in ra "Case #" + số hiệu test + ": " + số lượng lớn nhất đồng xu cần dùng. Nếu không có cách nào để đạt giá trị X thì in ra -1.

Ví dụ

Dữ liệu

4

1

5

8

9

Kết quả

Case #1: -1

Case #2: 2

Case #3: 2

Case #4: -1

* **Người up:** paulmcvn
* **Điểm:** 0.15
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** NUS ACM Training

Lũy thừa ( POWER )

**Giới hạn**

* **Thời gian:** 0.176s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho l, r sao cho 2 ≤ l ≤ r ≤ 10 12. Tìm k nguyên dương lớn nhất sao cho tồn tại số nguyên dương x để l ≤ x k≤ r.

Dữ liệu

Dòng đầu tiên là số lượng test. Mỗi dòng tiếp theo chứa hai số nguyên l, r biểu thị một test.

Kết quả

Đối với mỗi test in ra "Case #" + số hiệu test + ": " + số k lớn nhất tìm được.

Ví dụ

Dữ liệu

4

5 20

10 12

2 100

1000000000000 1000000000000

Kết quả

Case #1: 4

Case #2: 1

Case #3: 6

Case #4: 12

* **Người up:** paulmcvn
* **Điểm:** 0.15
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** NUS ACM Training

Phần tử trung vị ( MEDIAN )

**Giới hạn**

* **Thời gian:** 0.962s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một dãy số a1, a2, ..., an được sinh ngẫu nhiên như sau:

* a1=seed
* a i=(a i-1\*mul+add)%65536

Với mul, add, seed là các số cho trước.

Cho một số k ≤ n. Dãy đã cho có n-k+1 dãy con độ dài k. Hãy tính tổng tất cả các phần tử trung vị (phần tử nhỏ thứ (k+1)/2) của n-k+1 dãy con này).

Dữ liệu

Dòng đầu tiên chứa số test (không quá 30). Mỗi dòng tiếp theo chứa 5 số nguyên seed, mul, add, N, K. (0 ≤ seed, mul, add ≤ 65535, 1 ≤ N ≤ 250000, 1 ≤ K ≤ 5000, K ≤ N)

Kết quả

Với mỗi test in ra số hiệu test (theo mẫu) cùng với tổng các trung vị tìm được.

Ví dụ

Dữ liệu

5

3 1 1 10 3

10 0 13 5 2

4123 2341 1231 7 3

47 5621 1 125000 1700

32321 46543 32552 17 17

Kết quả

Case #1: 60

Case #2: 49

Case #3: 102186

Case #4: 4040137193

Case #5: 25569

Giải thích

Với test 1, dãy sinh ra là 3, 4, 5, 6, 7, 8, 9, 10, 11, and 12.

Các dãy con là (3, 4, 5), ..., (10, 11, 12).

Các trung vị là 4, 5, ..., 11.

* **Người up:** paulmcvn
* **Điểm:** 0.32
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** NUS ACM Training

Số hiệu tổ hợp ( SHTH )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho tập hợp A gồm N phần tử. Mỗi tập con gồm K (1 <= K <= N) phần tử của A được gọi là một tổ hợp chập K của N phần tử đã cho

Bài toán đặt ra là:

- Cho số hiệu của một tổ hợp chập K của N số nguyên dương đầu tiên, hãy tìm tổ hợp chập đó.

- Cho tổ hợp chập K của N số nguyên dương đầu tiên, hãy tính số hiệu của tổ hợp chập đó.

Input

Gồm 2 dòng có dạng như sau:

Dòng 1: Ghi 2 số nguyên N, K ( 3 <= N <= 300 )

Dòng 2: Ghi số nguyên S

Dòng 3: Gồm K số nguyên B 1, B 2, ... B K( B 1< B 2< ... < B K)

Output

Dòng 1: Ghi ra dãy số A 1, A 2, ... A Klà tổ hợp chập K của N số nguyên dương đầu tiên có số hiệu S. Các số viết theo thứ tự tăng dần.

Dòng 2: Ghi số hiệu của tổ hợp chập K: B 1, B 2, ... B K.

Example

Input:

3 2

2

2 3

Output:

1 3

3

* **Người up:** cun
* **Điểm:** 0.26
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðược add lên bởi Võ Khánh Trung

Hồ Thiên Nga ( LABUDOVI )

**Giới hạn**

* **Thời gian:** 0.254s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Hai con thiên nga đang ở trong một cái hồ lớn, nhưng chúng lại đang bị chia cắt bởi băng đóng trong hồ nước. Hồ nước có dạng hình chữ nhật được chia thành R dòng C cột. Một số ô trong hồ bị băng đóng. Mùa xuân tới dần, băng trong hồ tan dần – mỗi ngày băng ở tất cả những ô tiếp xúc với nước đang ấm dần trong hồ (tức là kề cạnh một ô không bị đóng băng) sẽ tan ra.

Ví Dụ

![Photobucket](data:image/jpeg;base64,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)

Thiên nga có thể di chuyển tự do ở những ô chứa nước nhưng không thể đi qua những ô bị đóng băng. Bạn hãy tính xem sau bao nhiêu ngày thì đôi thiên nga của chúng ta có thể gặp nhau

Dữ liệu vào

* Dòng đầu tiên chứa 2 số R và C, 1 ≤ R, C ≤ 1500.
* Mỗi dòng trong R dòng tiếp theo chứa C kí tự mô tả hồ nước tại thời điểm hiện tại: '.' (dot) thể hiện 1 ô chứa nước, 'X' thể hiện 1 ô bị đóng băng, và 'L' thể hiện ô có thiên nga. Có chính xác 2 ô chữ L.

Dữ liệu ra

* Một dòng duy nhất chứa số ngày đôi thiên nga có thể gặp nhau.

Input:

10 2

.L

..

XX

XX

XX

XX

XX

XX

..

.L

Output:

3

các bạn có thắc mắc về đề bài hoặc test xin liên hệ quynh2538 qua forum vnoi.info

* **Người up:** huy391992
* **Điểm:** 0.31
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Anh Quỳnh bựa đòi add =))

Copying DNA ( COPYDNA )

**Giới hạn**

* **Thời gian:** 0.229s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một xâu DNA S gồm các ký tự {A, C, G, T}. Bạn sẽ làm việc trên một xâu T, ban đầu có giá trị rỗng. Tìm số thao tác sao chép nhỏ nhất để biến T thành một xâu cho trước. Biết rằng mỗi thao tác sao chép có một trong hai dạng:

* sao chép S i j k: sao chép đoạn S[i..j] vào xâu T bắt đầu từ vị trí k
* sao chép T i j k: sao chép đoạn T[i..j] vào xâu T bắt đầu từ vị trí k

Lưu ý nếu i > j có nghĩa là ta sao chép đoạn xâu theo thứ tự ngược. Mỗi ký tự trong T chỉ được tạo ra đúng một lần, nghĩa là không được sao chép đè lên ký tự đó.

Ví dụ: Với S = “ACTG” hãy tạo T = “GTACTATTATA”

1. Tạo GT......... bằng cách sao chép và đảo xâu “TG” từ S.
2. Tạo GTAC....... bằng cách sao chép “AC” từ S.
3. Tạo GTAC...TA.. bằng cách sao chép “TA” từ T.
4. Tạo GTAC...TAAT bằng cách sao chép và đảo xâu “TA” từ T.
5. Tạo GTACAATTAAT bằng cách sao chép “AAT” từ T.

Dữ liệu

Dòng đầu tiên chứa t là số bộ test. Với mỗi test có hai dòng chứa xâu S và xâu T với độ dài không quá 18.

Kết quả

Với mỗi test, in ra số thao tác sao chép ít nhất để tạo ra T từ S, hoặc in ra "impossible" nếu không thể làm được.

Ví dụ

Dữ liệu

5

ACGT

GTAC

A

C

ACGT

TGCA

ACGT

TCGATCGA

A

AAAAAAAAAAAAAAAAAA

Kết quả

2

impossible

1

4

6

* **Người up:** paulmcvn
* **Điểm:** 1.67
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** NCPC 2007

Bộ ba cao thủ ( NKTRIO )

**Giới hạn**

* **Thời gian:** 0.108s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Ở thời loạn, giang hồ có rất nhiều cao thủ võ lâm, mỗi người trong số họ lại có những tuyệt chiêu. Nếu 2 cao thủ giang hồ so tài với nhau thì từ những sở trường và sở đoản của họ, ta có thể biết trước được cao thủ nào sẽ thắng. Những cao thủ đang có ở VNOI như conankudo, gothdn, kaiel, nahnhnahk, pirate... đang muốn thi tài để xem ai được chọn làm bộ ba cao thủ.

Để mưu nghiệp lớn, minh chủ võ lâm Nuga cần tìm ra một bộ ba trong số các cao thủ giang hồ hiện tại. Để các cao thủ này quy phục dưới trướng của mình và không làm phản, Nuga muốn bộ ba cao thủ này có thể khắc chế được nhau; điều này có nghĩa là nếu 3 cao thủ được chọn là A, B và C thì A phải thắng được B, B phải thắng được C và C phải thắng được A.

Bạn hãy giúp Nuga chọn ra một bộ ba cao thủ thoả mãn yêu cầu của ông.

Dữ liệu:

Dòng đầu tiên ghi n là số cao thủ trên giang hồ (3 ≤ n ≤ 1000)

Tiếp theo là n dòng, mỗi dòng có n số. A[i,j] = 1 là người i thắng j. Dữ liệu luôn đảm bảo A[i,j] + A[j,i] = 1. A[i,i] = 0 với mọi i.

Kết quả:

Ghi ra ba số nguyên A, B và C là thứ tự của ba cao thủ thoả mãn A thắng B, B thắng C và C thắng A. Trong trường hợp có nhiều cách lựa chọn, bạn chỉ cần chỉ ra một cách; trong trường hợp không có cách lựa chọn thoả mãn yêu cầu, ghi ra ba số -1.

Ví dụ:

Dữ liệu

5

0 1 1 1 0

0 0 1 1 0

0 0 0 0 1

0 0 1 0 0

1 1 0 1 0

Kết quả

2 3 5

Dữ liệu

3

0 1 1

0 0 1

0 0 0

Kết quả

-1 -1 -1

* **Người up:** hphong
* **Điểm:** 0.16
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Test data added by Nuga

Xâu con chung dài nhất ( QBSTR )

**Giới hạn**

* **Thời gian:** 0.199s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Xâu ký tự X được gọi là xâu con của xâu ký tự Y nếu ta có thể xoá đi một số ký tự trong xâu Y để được xâu X.

Cho biết hai xâu ký tự A và B, hãy tìm xâu ký tự C có độ dài lớn nhất và là con của cả A và B.

Input

Dòng 1: chứa xâu A

Dòng 2: chứa xâu B

Output

Chỉ gồm một dòng ghi độ dài xâu C tìm được

Example

Input:

abc1def2ghi3

abcdefghi123

Output:
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* **Người up:** cun
* **Điểm:** 0.04
* **Ngôn ngữ cho phép:**

Lights ( LIGHTS )

**Giới hạn**

* **Thời gian:** 0.24s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Hệ thống chiếu sáng của rạp hát có 2n bóng đèn được xếp thành 2 hàng mỗi hàng có n bóng. Mỗi bóng có 2 trạng thái là được bật sáng hoặc tắt, ban đầu tất cả các đèn đều được tắt.

Những người thợ trang trí muốn bật một số bóng đèn sao cho có thể tạo thành hình ảnh đẹp mắt. Hệ thống điều khiển chỉ cho phép ta mỗi một lần chỉ có thể đổi trạng thái từ bật sang tắt hoặc từ tắt sang bật của 2 bóng đèn ở cùng cột hoặc 1 số bóng đèn liên tiếp ở cùng hàng.

Yêu cầu:

* Cho trước trạng thái cuối cùng của hệ thống đèn mà những người thợ trang trí mong muốn.
* Tính số lần bật hoặc tắt ít nhất để được trạng thái đó.

Hình ảnh dưới đây minh họa 7 bước để đạt trạng thái cuối cùng :

**0**

00000000000000000000

00000000000000000000

**1**

**111**00000000000000000

00000000000000000000

**2**

111000 **1**0000000000000

000000 **1**0000000000000

**3**

111000 **1**0000000000000

0 **11111011**00000000000

**4**

1110110 **1111**000000000

01111101100000000000

**5**

11101101111000 **11111**0

01111101100000000000

**6**

111011011110001 **0**1110

011111011000000 **1**0000

**7**

11101101111000101 **0**10

01111101100000010 **1**00

Dữ liệu:

* Dòng đầu tiên chứa số nguyên n là số bóng đèn ở mỗi hàng ((1 ≤ n ≤ 10 000).
* 2 dòng tiếp theo, mỗi dòng là trạng thái của mỗi hàng đèn tại thời điểmcuối cùng, số 1 biểu thị 1 bóng đèn đang sáng và 0 là 1 bóng đèn đang tắt.

Kết quả:

* Đưa ra số lần bật hoặc tắt ít nhất để được trạng thái theo yêu cầu.

Ví dụ:

Dữ liệu :

20

11101101111000101010

01111101100000010100

Kết quả :
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* **Người up:** aukcwe
* **Điểm:** 0.48
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Croatian Regional Competition in Informatics 2006

Đếm chuỗi đối xứng ( QBPAL )

**Giới hạn**

* **Thời gian:** 0.163s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong một buổi học viết chữ, Bờm phát hiện trong một số từ khi bỏ đi một số ký tự thì đọc ngược hay đọc xuôi đều giống nhau.

Ví dụ từ IOICAMP, khi xóa đi các chữ cái C,A,M,P, thì còn lại IOI là một từ đối xứng.

Bờm cảm thấy thú vị, và cậu tiếp tục thử xóa các ký tự khác, kết quả là có thêm nhiều từ đối xứng nữa: II, I, O, C… Nhưng nếu với một từ dài, cứ thử từng cách xóa như vậy thì thật mất thời gian. Bạn hãy viết chương trình giúp Bờm tính số cách xóa sao cho từ thu được đối xứng. Hai cách xóa chỉ khác nhau bởi thứ tự xóa các ký tự thì coi như trùng nhau.

Input

Một dòng duy nhất là từ cần tính số cách xóa, từ này chỉ chứa các chữ cái in hoa A, B, .., Z. ( Độ dài từ không quá 120 )

Output

Một số duy nhất là số cách xóa.

Example

Input:

IOICAMP

Output:
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* **Người up:** cun
* **Điểm:** 0.14
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Hứa Lê Thanh Vy

Đến trường ( QBSCHOOL )

**Giới hạn**

* **Thời gian:** 0.148s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Ngày 27/11 tới là ngày tổ chức thi học kỳ I ở trường ĐH BK. Là sinh viên năm thứ nhất, Hiếu không muốn vì đi muộn mà gặp trục trặc ở phòng thi nên đã chuẩn bị khá kỹ càng. Chỉ còn lại một công việc khá gay go là Hiếu không biết đi đường nào tới trường là nhanh nhất.

Thường ngày Hiếu không quan tâm tới vấn đề này lắm cho nên bây giờ Hiếu không biết phải làm sao cả . Bản đồ thành phố là gồm có N nút giao thông và M con đường nối các nút giao thông này. Có 2 loại con đường là đường 1 chiều và đường 2 chiều. Độ dài của mỗi con đường là một số nguyên dương.

Nhà Hiếu ở nút giao thông 1 còn trường ĐH BK ở nút giao thông N. Vì một lộ trình đường đi từ nhà Hiếu tới trường có thể gặp nhiều yếu tố khác như là gặp nhiều đèn đỏ , đi qua công trường xây dựng, ... phải giảm tốc độ cho nên Hiếu muốn biết là có tất cả bao nhiêu lộ trình ngắn nhất đi từ nhà tới trường. Bạn hãy lập trình giúp Hiếu giải quyết bài toán khó này.

Input

Dòng thứ nhất ghi hai số nguyên N và M.

M dòng tiếp theo, mỗi dòng ghi 4 số nguyên dương K, U, V, L. Trong đó:

K = 1 có nghĩa là có đường đi một chiều từ U đến V với độ dài L.

K = 2 có nghìa là có đường đi hai chiều giữa U và V với độ dài L.

Output

Ghi hai số là độ dài đường đi ngắn nhấn và số lượng đường đi ngắn nhất. Biết rằng số lượng đường đi ngắn nhất không vượt quá phạm vì int64 trong pascal hay long long trong C++.

Example

Input:

3 2

1 1 2 3

2 2 3 1

Output:

4 1

Giới hạn:

1 ≤ N ≤ 5000

1 ≤ M ≤ 20000

Độ dài các con đường ≤ 32000

* **Người up:** cun
* **Điểm:** 0.08
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Nguyễn Minh Hiếu

Đếm cây nhị phân ( QBTREEK )

**Giới hạn**

* **Thời gian:** 0.342s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Hãy đếm số cây nhị phân khác nhau thỏa mãn điều kiện:

Số nút của cây là N.

Mỗi nút có số nút con là 0 hoặc 2.

Chiều cao của cây bằng K.

Hai cây nhị phân được coi là khác nhau nếu cấu trúc của chúng là khác nhau. Biết rằng:

Hai cây gồm 0 nút được coi là giống nhau.

Hai cây X, Y giống nhau nếu cây con trái của X giống cây con trái của Y và cây con phải của X giống cây con phải của Y.

Input

Một dòng duy nhất ghi số N và K. ( 1 <= n <= 1000, 1 <= k <= 500 ).

Output

Số cây nhị phân khác nhau sau khi MOD 9901.

Example

Input:

5 3

Output:

2

![http://www.spoj.pl/content/cun:tree.JPEG](data:image/jpeg;base64,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)

* **Người up:** cun
* **Điểm:** 0.73
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** ACM

Các đại lý ( QBAGENTS )

**Giới hạn**

* **Thời gian:** 0.039s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Sau một số rủi ro và thất bại trong kinh doanh, tổng giám đốc công ty Fsoft là Zone quyết định tổ chức cho các sếp nhỏ của các đại lý thuộc công ty gặp mặt và thảo luận với nhau. Công ty Fsoft là một công ty cực kì lớn trải khắp toàn cầu nên một vấn đề lớn đặt ra là làm sao tổ chức cho 2 sếp nhỏ gặp nhau trong thời gian sớm nhất. Vấn đề đặc biệt trở nên hóc búa vì các nhân viên của công ty chỉ được đi bằng mạng giao thông của công ty để đảm bảo an toàn, bảo mật và chi phí. Nhưng mạng này lại hơi tệ:

- Các nhân viên buộc phải di chuyển theo các tuyến giao thông giữa các đại lý.

- Mạng giao thông của công ty là mạng gồm các tuyến đường 1 chiều.

- Các nhân viên khi đi trong mạng thì mỗi giờ đi được theo đúng 1 tuyến đường và phải liên tục di chuyển (nghĩa là không được dừng lại).

Được cái đây là mạng nội bộ và với công nghệ đỉnh cao nên không có chuyện tắc đường. Vì vậy, trong 1 giờ luôn có thể di chuyển từ đại lý này sang đại lý khác nếu có đường.

Zone muốn nhân viên của mình không lãng phí thời gian. Bởi vậy ông muốn tính thời gian ngắn nhất mà 2 sếp ở 2 đại lý cho trước có thể gặp nhau. Đáng tiếc là Zone chỉ giỏi kinh doanh, còn lập trình thì quá yếu kém. Bạn là nhân viên dưới quyền Zone và đang rất muốn thể hiện khả năng của mình. Vậy thì, hãy nhân cơ hội này để cho Zone thấy trình độ tuyệt vời của bạn.

Input

Dòng đầu ghi 2 số N, M là số đại lý và số tuyến đường trong mạng giao thông của công ty Fsoft. (N ≤ 250)

Dòng thứ 2 ghi S,T lần lượt là số thứ tự 2 đại lý có 2 sếp cần phải gặp nhau.

M dòng tiếp theo mỗi dòng ghi 2 số nguyên U, V thể hiện có đường đi một chiều từ U tới V.

Output

Gồm một dòng duy nhất ghi thời gian nhỏ nhất 2 sếp có thể gặp nhau.

Nếu 2 sếp không thể gặp nhau ghi -1.

Example

Input:

6 7

1 5

1 2

4 5

2 3

3 4

4 1

5 4

5 6

Output:

3

* **Người up:** cun
* **Điểm:** 0.29
* **Ngôn ngữ cho phép:**

Bộ ba điểm thẳng hàng ( QBPOINT )

**Giới hạn**

* **Thời gian:** 0.354s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong các cuộc thi tin học, sự xuất hiện của những bài toán hình học làm đội tuyển CBQ khá lúng túng. Do đó thầy Thạch quyết định cho đội tuyển luyện tập các bài toán hình học. Bắt đầu từ điểm, thầy đưa ra bài toán:

Cho n điểm trong mặt phẳng Oxy, hãy đếm số bộ 3 điểm thằng hàng

Input

Dòng thứ nhất ghi số N là số điểm trên mặt phẳng.

N dòng tiếp theo, mỗi dòng ghi tọa độ của một điểm.

Output

Một số duy nhất là số bộ 3 điểm thẳng hàng.

Example

Input:

6

0 0

0 1

0 2

1 1

2 0

2 2

Output:

3

Giới hạn:

1 ≤ N ≤ 2000.

Tọa độ các điểm có trị tuyệt đối không quá 10000.

* **Người up:** cun
* **Điểm:** 0.22
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Nguyễn Hoành Tiến

Chip &amp; Dale ( QBWIRE )

**Giới hạn**

* **Thời gian:** 0.029s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Hai anh em Chip và Dale đang chơi trò chơi “nối dây”. Đó là trò chơi trên bảng có N × N nút lưới. Các nút của lưới được đánh số từ 0 đến N – 1 theo chiều từ trên xuống và 0 đến N – 1 theo chiều từ trái sang phải. Tọa độ của một nút được thể hiện bằng một cặp số trong đó số thứ nhất là tọa độ cột, số thứ hai là tọa độ dòng. Chip sẽ chọn ra 4 điểm A 1, A 2, B 1, B 2. Chip yêu cầu Dale sử dụng các nét vẽ ngang (dọc) theo các đường kẻ của lưới để vẽ 2 đường gấp khúc thỏa mãn:

- Đường gấp khúc thứ nhất nối A 1với A 2.

- Đường gấp khúc thứ hai nối B 1với B 2.

- Hai đường gấp khúc không có điểm chung.

- Tổng độ dài hai đường gấp khúc là nhỏ nhất có thể.

Dale có vẻ không thành thạo lắm với trò chơi này, bạn hãy giúp Dale tính tổng độ dài nhỏ nhất của hai đường gấp khúc.

Input

Dòng đầu ghi số nguyên T là số test.

Tiếp theo là T test, mỗi test được ghi trên 3 dòng

Dòng thứ nhất ghi số N.

Dòng thứ hai ghi 4 số là tọa độ cột của 4 điểm A 1, A 2, B 1, B 2.

Dòng thứ ba ghi 4 số là tọa độ dòng của 4 điểm A 1, A 2, B 1, B 2.

Output

Mỗi test ghi đáp số trên một dòng.

Nếu không có cách nối dây thỏa mãn, ghi ra -1.

Nếu có cách nối dây thỏa mãn, ghi ra tổng độ dài 2 đường gấp khúc.

Example

Input:

1

7

2 5 4 4

1 4 5 0

Output:

15

Giới hạn:

1 ≤ T ≤ 5

2 ≤ N ≤ 500

* **Người up:** cun
* **Điểm:** 0.87
* **Ngôn ngữ cho phép:**

Tặng hoa ( QBFLOWER )

**Giới hạn**

* **Thời gian:** 0.206s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Sau kì thi Marathon, thầy My đã quyết định tổ chức một buổi dạ hội nho nhỏ cho các thí sinh. Trong buổi dạ hội này sẽ có N bạn nữ và M bạn nam. Để không khí thêm phần vui vẻ thì thầy My đã nghĩ ra tiết mục các bạn nam tặng hoa cho các bạn nữ. Mỗi bạn nam sẽ đưa cho ban tổ chức danh sách 2 bạn nữ mà bạn đó muốn tặng hoa nhất. Tuy nhiên tiền tài trợ cho buổi dạ hội không còn nhiều (vì đã phải dành hầu hết để trao giải thưởng). Nhưng ban tổ chức cũng không muốn bạn nữ nào không được nhận hoa. Thầy My đã giao việc này cho Mr.Hải Minh, và anh ta đang rất bối rối vì không biết làm thế nào.

Bạn hãy giúp Mr. Hải Minh chọn ra ít bạn nam nhất đứng ra đại diện cho các bạn nam để tặng hoa các bạn nữ sao cho bạn nữ nào cũng được tặng hoa. Biết rằng mỗi bạn nam được chọn sẽ tặng hoa cho cả hai bạn nữ trong danh sách của bạn đó.

Input

Dòng đầu ghi hai số N và M. (2 ≤ N ≤ 1000, 1 ≤ M ≤ 1000)

Dòng thứ i trong M dòng tiếp theo ghi hai số ai và bi là hai bạn nữ mà bạn nam thứ i muốn tặng hoa.

Output

Số bạn nam ít nhất cần lựa chọn

Example

Input:

3 3

1 2

2 3

1 3

Output:

2

* **Người up:** cun
* **Điểm:** 1.23
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IOICAMP

Trò chơi ở hội chợ ( QBMOUSE )

**Giới hạn**

* **Thời gian:** 0.05s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Ở một phiên chợ dành cho thiếu nhi có một trò chơi rất hấp dẫn với những con chuột trong một cái bàn. Nhiệm vụ của người chơi là phải làm bị thương những con chuột, càng nhiều càng tốt với một chiếc búa. Để làm cho trò chơi dễ dàng hơn, các bạn nhỏ đã hỏi bụt để biết được vị trí cũng như thời gian chính xác mà mỗi con chuột xuất hiện.

Coi mặt phẳng của mặt bàn là một hệ tọa độ Đề-các, mỗi con chuột sẽ xuất hiện từ một lỗ thủng trên mặt bàn với tọa độ nguyên (x,y) thỏa mãn 0 ≤ x, y ≤ N. Trong mỗi thời điểm, một vài con chuột sẽ xuất hiện ở những lỗ thủng khác nhau và sau đó lại chui xuống vào trước thời điểm tiếp theo. Ngay sau khi các con chuột xuất hiện và ngay trước lúc chúng biến mất, người chơi có thể di chuyển chiếc búa trên một đoạn thẳng có chiều dài tối đa là D. Để đơn giản, tọa độ của chiếc búa trước và sau khi di chuyển luôn là nguyên và coi kích thước của chiếc búa không đáng kể. Một con chuột sẽ bị thương nếu tâm của lỗ mà con chuột xuất hiện nằm trên đoạn thẳng chiếc búa di chuyển. Khi bắt đầu trò chơi, ngay trước thời điểm đầu tiên mà những con chuột xuất hiện, người chơi có thể đặt búa ở bất cứ vị trí nào.

Hãy giúp các em thiếu nhi làm bị thương nhiều chuột nhất có thể, để các em được những phần quà của ban tổ chức. Và tất nhiên ai giúp đỡ các em thiếu nhi nhiều nhất cũng sẽ có phần thưởng là điểm số trong tuần thi này.

Input

Dòng đầu ghi 3 số N, D, M trong đó M là số con chuột.

M dòng tiếp theo mỗi dòng ghi 3 số lần lượt là tọa độ và thời điểm mà mỗi con chuột xuất hiện.

Output

Xuất ra một số duy nhất là số chuột lớn nhất có thể làm bị thương.

Example

Input:

4 5 4

0 0 1

1 0 1

0 1 2

1 2 2

Output:

4

Giải thích:

Đầu tiên búa ở 1 0.

Bước 1 đập 2 con chuột ở 1 0, 0 0, rồi đưa búa tiếp đến -1 0.

Bước 2 đập 2 con chuột ở 0 1, 1 2.

Giới hạn:

1 ≤ N ≤ 20

1 ≤ D ≤ 5

1 ≤ M ≤ 1000

Thời điểm mà mỗi con chuột xuất hiện là số tự nhiên không lớn hơn 10.

* **Người up:** cun
* **Điểm:** 1.10
* **Ngôn ngữ cho phép:**

Cổ phiếu ( QBSTOCK )

**Giới hạn**

* **Thời gian:** 0.136s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Qua nhiều năm hoạt động, IOICamp đã tập hợp được nhiều tài năng tin học và qua đó dần dần trở thành một tập đoàn công nghệ lớn. Đến năm 2222, IOICamp đã chính thức trở thành một tập đoàn lớn có cổ phiếu trên thị trường chứng khoán. Tuy nhiên để tồn tại được trên thị trường chứng khoán thì việc nắm bắt được tình hình lên xuống của giá cổ phiếu là vô cùng cần thiết. Để làm được việc này, IOICamp rất cần đến các chuyên gia tin học của mình. Sau nhiều năm nghiên cứu các thành viên của IOICamp đã thành công trong việc xấp xỉ sự biến động của cổ phiếu thành một hàm đa thức với biến thời gian. Tuy nhiên công việc khó khăn trước mắt là phải tìm được thời điểm cổ phiếu có giá thấp nhất và cao nhất và IOICamp muốn nhờ các bạn làm giúp việc này.

Các bạn sẽ được cung cấp hàm đa thức mô tả biến động của giá cổ phiếu trong một khoảng thời gian cho trước. Hàm đa thức này có dạng:

f(t) = a.t 4+ b.t 3+ c.t 2+ d.t + e

Với a, b, c, d, e là các hệ số nguyên cho trước. Hãy tìm giá cổ phiếu cao nhất f maxvà giá cổ phiếu thấp nhất f mintrong khoảng thời gian từ t 1đến t 2(nghĩa là t 1≤ t ≤ t 2).

**Đ ây là 1 bài khá đơn giản cho các bạn đã qua môn Phương Pháp Tính :D**

Input

Dòng thứ nhất ghi 5 số nguyên a, b, c, d, e.

Dòng thứ hai ghi 2 số nguyên t 1, t 2

Output

Dòng đầu tiên ghi số thực f maxlà giá cổ phiếu cao nhất.

Dòng thứ hai ghi số thực f minlà giá cổ phiếu thấp nhất.

Example

**Input:**

1 0 -2 0 1

0 2

**Output:**

9.000000000

0.000000000

**Giới hạn:**

|a|, |b|, |c|, |d|, |e| ≤ 10

–20 ≤ t1 < t2 ≤ 20

Kết quả ghi ra với độ chính xác 9 chữ số sau dấu phẩy

* **Người up:** cun
* **Điểm:** 1.08
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IOICAMP4

Trò chơi trí tuệ ( IQ )

**Giới hạn**

* **Thời gian:** 0.1s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Hình thức kiểm tra IQ hiện nay mà người ta vẫn hay dùng đang cho thấy những khuyết điểm lớn. Đó là sự dập khuôn, không đa dạng. Một người chỉ sau vài lần làm thử các bài test IQ sẽ quen với các dạng đề bài như dãy quy luật, chọn hình sai v.v... Như vậy thì bài thi IQ sẽ không còn ý nghĩa kiểm tra độ thông minh, sáng tạo của con người nữa. Để khắc phục người ta vừa phát minh ra một hình thức kiểm tra chỉ số IQ mới. Đó là một trò chơi với một bảng gồm M dòng và N cột. Để thuận tiện, người ta đánh số các dòng từ 1 đến M theo chiều từ trên xuống, các cột từ 1 đến N theo chiều từ trái sang phải. Một ô của bảng sẽ được thể hiện bằng một cặp số nguyên (u, v) trong đó u là chỉ số dòng, v là chỉ số cột. Trong số M × N ô của bảng, sẽ có một số ô có chướng ngại vật. Ban đầu, tại một số ô, người ta để sẵn một số viên bi. Nhiệm vụ của bạn là đưa các viên bi đó về một số ô đích. Để làm được điều đó, bạn được sử dụng các phép quay bảng sang trái/phải (ngược chiều kim đồng hồ/thuận chiều kim đồng hồ). Các phép quay có thể được mô tả như sau:
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Giải thích:

Hình 1 sau khi quay phải (thuận chiều kim đồng hồ) được hình 2.

Ở hình 2, do trọng lực, viên bi rơi xuống. Ta có bảng như hình 3.

Hình 3 sau khi quay trái (ngược chiều kim đồng hồ) được hình 4.

Ở hình 4, do trọng lực, viên bi rơi xuống. Ta có bảng như hình 5.

Yêu cầu:

Đề thi IQ không bao giờ đơn giản. Trong bảng M × N, sẽ không chỉ có một viên bi mà sẽ có K viên bi. Bạn sẽ phải đưa K viên bi này đến K ô đích bằng ít lần xoay bảng nhất. Cũng nói thêm rằng, trong quá trình xoay bảng và quá trình các viên bi rơi xuống, không có hai viên bi nào đồng thời ở một ô. Nếu hai viên bi cùng trên một cột rơi xuống, hai viên bi sẽ nằm ở hai ô liên tiếp, trên dưới nhau.

Input

Dòng đầu ghi ba số M, N và K.

K dòng tiếp theo, mỗi dòng ghi một cặp số là tọa độ của một ô đích.

M dòng tiếp theo, mỗi dòng ghi một xâu độ dài N thể hiện trạng thái ban đầu của bảng. Xâu gồm các kí tự “#” thể hiện ô chướng ngại vật, “.” thể hiện ô trống, “o” thể hiện một viên bi.

Dữ liệu vào đảm bảo tại thời điển ban đầu, các viên bi luôn được đặt phía trên một ô chướng ngại vật hoặc ở hàng dưới cùng của bảng. Dữ liệu vào cũng đảm bảo luôn có ít nhất một cách làm.

Output

Gồm 1 dòng duy nhất ghi P là số lần xoay bảng ít nhất

Example

**Input:**

5 5 1

5 4

#....

.o..#

.#...

.....

..#..

**Output:**

2

**Giới hạn:**

1 ≤ M, N ≤ 10

1 ≤ K ≤ 4

* **Người up:** cun
* **Điểm:** 0.99
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Lê Ðôn Khuê

Xây nhà ( HOUSE )

**Giới hạn**

* **Thời gian:** 0.117s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cùng với phần thưởng là tấm ảnh kèm chữ kí tặng của hoa hậu Việt Nam 2006 – Mai Phương Thúy, BB còn được nhận được một khoản tiền. BB quyết định sẽ dùng khoản tiền này để xây ngôi nhà mơ ước của mình. Hiện nay, BB đã có một mảnh đất được chia thành M x N ô. BB muốn xây ngôi nhà của mình trên mảnh đất này. BB muốn rằng ngôi nhà của mình phải là ngôi nhà thật đặc biệt. Nó sẽ phải đáp ứng đủ các yêu cầu:

Là tập hợp của một số ô liên thông. Hai ô được coi là kề nhau nếu chúng có chung cạnh.

Có ít nhất hai trục đối xứng: một trục ngang, một trục dọc (cả hai trục đều phải song song với cạnh của khu đất). BB vốn tin vào thuyết phong thủy mà.

BB lại là người cẩn thận, nên cậu muốn rằng ngôi nhà của mình sẽ có ít nhất một điểm có thể đặt camera để quan sát toàn bộ ngôi nhà. Một điểm A được coi là có thể quan sát được điểm B nếu đoạn thẳng AB nằm hoàn toàn bên trong ngôi nhà hoặc có điểm chung với tường ngôi nhà, nhưng không được đi ra bên ngoài ngôi nhà.

Với mảnh đất của mình, bạn hãy giúp BB tính xem có bao nhiêu cách để xây được ngôi nhà mơ ước.

Input

Dòng thứ nhất ghi hai số nguyên dương M, N.

Output

Gồm một số duy nhất là phần dư của phép chia số cách xây dựng ngôi nhà cho 12051987.

Example

Input:

2 2

Output:

9

Giới hạn:

M, N ≤ 1000

Thời gian: 1 s/test

Có 30% số test có M, N ≤ 5
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* **Người up:** cun
* **Điểm:** 0.82
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** IOICAMP4

Bảng số hình sao ( QBSTAR )

**Giới hạn**

* **Thời gian:** 1.639s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

BB có một bảng số gồm 48 ô. Mỗi ô được ghi một chữ số từ 0 đến 9. Mỗi ô thuộc 2 hàng hoặc 3 hàng như hình vẽ bên. Có 12 hàng được đánh số từ A đến L. Ví dụ ô ghi số 9 thuộc 3 hàng D, G và I.

![http://www.spoj.pl/content/cun:start.JPEG](data:image/png;base64,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)

Sau khi điền toàn bộ số vào bảng, BB ghi lại 12 số lớn nhất của 12 hàng. Ví dụ hàng A có số lớn nhất là 5, hàng B có số lớn nhất là 7, hàng H có số lớn nhất là 0. Sau đó BB xóa toàn bộ bảng đi. BB sẽ vẽ lại hai bảng số khác đảm bảo 12 số lớn nhất của 12 hàng giống bảng ban đầu. BB muốn rằng hai bảng số mới vẽ: bảng thứ nhất sẽ có tổng các số trong 48 ô là nhỏ nhất, bảng thứ hai sẽ có tổng các số trong 48 ô là lớn nhất. Bạn hãy giúp BB thực hiện điều này.

Input

Một dòng duy nhất gồm 12 số lần lượt là số lớn nhất của 12 hàng trong bảng ban đầu.

Output

Gồm hai số, số thứ nhất là tổng các số trong 48 ô nhỏ nhất có thể được, số thứ hai là tổng các số lớn nhất có thể được.

Nếu không có cách nào điền được, in ra hai số -1.

Example

**Input:**

5 7 8 9 6 1 9 0 9 8 4 6

**Output:**

40 172

* **Người up:** cun
* **Điểm:** 1.60
* **Ngôn ngữ cho phép:**

Cắt bánh pizza ( QBPIZZA )

**Giới hạn**

* **Thời gian:** 0.075s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Để chuẩn bị cho buổi giao lưu của cuộc thi HAOI năm nay, msn và Lola đã mua về một chiếc bánh pizza có hình thù đặc biệt. Chiếc bánh là một hình đa giác N đỉnh không tự cắt.

BB được giao nhiệm vụ sẽ cắt chiếc bánh này để chia cho mọi người. Để tăng thêm sự thú vị cho buổi giao lưu, BB đưa ra bài toán sau cho các bạn thí sinh. Nếu ta đặt chiếc bánh vào hệ tọa độ Đề các, mỗi nhát cắt sẽ là một đường thẳng song song với trục hoành.

BB muốn biết với mỗi nhát cắt như vậy, tổng độ dài của nhát cắt đi qua chiếc bánh là bao nhiêu. Một nhát cắt nếu đi trùng vào một cạnh của chiếc bánh phải tính cả độ dài của cạnh đó (xem trường hợp nhát cắt y = 3 trong test ví dụ). Người trả lời đúng nhiều nhất nhận được phần bánh to nhất, nhiều pho mát nhất, nhiều thịt bò nhất. beo\_chay\_so vốn rất ham ăn và rất muốn có phần bánh ngon nhất đó. Bạn hãy giúp beo\_chay\_so nhé.

Input

Dòng đầu tiên là hai số nguyên dương N và M trong đó M là số nhát cắt sẽ thực hiện.

Dòng thứ i trong N dòng tiếp theo ghi hai số nguyên X i, Y ilà tọa độ của đỉnh thứ i của chiếc bánh.

Tọa độ đỉnh của chiếc bánh sẽ được liệt kê theo chiều kim đồng hồ.

Trên M dòng cuối, mỗi dòng có một số nguyên alpha trong đó đường thẳng y = alpha là đường thẳng thể hiện nhát cắt.

Output

Tương ứng với M dòng trong input, hãy ghi ra M số trên M dòng thể hiện tổng độ dài của nhát cắt thứ i đi qua chiếc bánh. Các số được ghi với độ chính xác ít nhất 6 chữ số sau dấu phẩy.

Example

Input:

8 4

0 0

0 3

1 3

3 1

3 3

4 1

3 0

1 1

0

1

2

3

Output:

0.000000

4.000000

2.500000

1.000000

Giới hạn:

1 ≤ N ≤ 1000

1 ≤ M ≤ 50000

Các tọa độ có trị tuyệt đối không quá 105

* **Người up:** cun
* **Điểm:** 1.57
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** HAOI

Cắt bánh ( QBCAKE )

**Giới hạn**

* **Thời gian:** 0.143s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Sau cuộc thi HAOI lần này, Ban tổ chức sẽ làm một chiếc bánh khổng lồ có hình một đa giác lồi để chiêu đãi các thí sinh. Trưởng Ban tổ chức quyết định luật cắt bánh như sau: Mỗi lần chọn 1 đỉnh của đa giác rồi cắt bỏ đỉnh đó bằng cách cắt qua 2 đỉnh kề bên. Phần bánh hình tam giác có được từ mỗi lần cắt như vậy sẽ chia cho các thí sinh. Công việc cắt bánh sẽ tiếp tục cho đến khi chiếc bánh có dạng một tứ giác. Miếng bánh cuối cùng này sẽ giành cho người cắt bánh.

Anh beo\_chay\_so là một thành viên của Ban tổ chức nên anh đã biết trước kế hoạch này. Vì vậy anh ta đang tính kế để chiếm được một phần bánh lớn nhất bằng cách tình nguyện làm người cắt bánh.

Yêu cầu: Hãy tính xem phần diện tích lớn nhất của miến bánh hình tứ giác mà anh béo có thể có được là bao nhiêu.

Input

Dòng thứ nhất ghi số N là số đỉnh của đa giác.

N dòng tiếp theo là các cặp số nguyên biểu diễn các đỉnh của đa giác. Các đỉnh được liệt kê cùng chiều hoặc ngược chiều kim đồng hồ

Output

Gồm 1 số duy nhất ghi diện tích lớn nhất của tứ giác tìm được. Kết quả lấy chính xác tới 1 chữ số phần thập phân.

Example

**Input:**

6

2 1

2 3

5 7

8 3

8 1

5 0

**Output:**

21.0

**Giới hạn:**

4 ≤ N ≤ 1500

|xi|, |yi| ≤ 15000

* **Người up:** cun
* **Điểm:** 0.75
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** HAOI

Tổng vector ( VECTOR )

**Giới hạn**

* **Thời gian:** 0.272s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong mặt phẳng tọa độ có N véc tơ. Mỗi một véc tơ được cho bởi hai chỉ số x và y. Tổng của hai véc tơ (xi, y i) và (x j, y j) được định nghĩa là một véc tơ (x i+ x j, y i+ y j). Bài toán đặt ra là cần chọn một số véc tơ trong N véc tơ đã cho sao cho tổng của các vec tơ đó là véc tơ (U, V).

Yêu cầu: Đếm số cách chọn thoả mãn yêu cầu bài toán đặt ra ở trên.

Input

Dòng thứ nhất ghi số N (0 ≤ N ≤ 30).

N dòng tiếp theo, dòng thứ i ghi các số nguyên xi, yi lần lượt là hai chỉ số của véc tơ thứ i. (|x i|, |y i| ≤ 100).

Dòng cuối cùng ghi số hai số nguyên U V (|U|, |V| ≤ 10 9).

Output

Gồm một số duy nhất là số cách chọn thoả mãn.

Example

Input:

4

0 0

-1 2

2 5

3 3

2 5

Output:

4

* **Người up:** cun
* **Điểm:** 0.11
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** HAOI

Diện tích các hình tròn ( SCIRCLE )

**Giới hạn**

* **Thời gian:** 0.612s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Sau khi đội tuyển CQB đã nắm khá chắc phần điểm và làm tốt các bài toán về điểm trong hình học. Thầy Thạch chuyển sang giải quyết các bài toán về hình tròn, dạng này thường rất có trong những cuộc thi lớn. Thầy ra cho các bạn 1 bài như sau:

Trên 1 tờ giấy thầy vẽ n đường tròn, sau đó thầy tô màu n hình tròn này.

Yêu cầu: Hãy tính diện tích của phần được tô màu.

Input

Dòng thứ nhất ghi số nguyên dương N là số hình tròn.

Dòng thứ i trong N dòng tiếp theo ghi 3 số nguyên X i, Y ivà R ilà tọa độ và bán kính của đường tròn thứ i trong N đường tròn.

Output

Ghi ra duy nhất 1 số thực là diện tích phần giấy phải tô màu. Chính xác tới 5 chữ số sau dấu phẩy ( không làm tròn, cắt tại chữ số thứ 5)

Example

Input:

2

5 6 3

5 5 5

Output:

78.53981

Giới hạn:

1 ≤ N ≤ 50

Kích thước tờ giấy là 10000 \* 10000

Tất cả các hình tròn nằm trong tờ giấy.

* **Người up:** cun
* **Điểm:** 1.63
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Hoành Tiến

Đánh số đồ thị ( GRNUM )

**Giới hạn**

* **Thời gian:** 2.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho một đơn đồ thị vô hướng gồm K x N đỉnh, các đỉnh được chia thành K nhóm, mỗi nhóm có N đỉnh. Các nhóm được đặt tên bằng các chữ cái in hoa A, B, C, ... các đỉnh tương ứng thuộc các nhóm được đặt tên bằng các số từ 0 đến N – 1. Giả sử Ch Klà chữ cái ứng với nhóm thứ K, ta quy ước chữ cái tiếp sau A là B, tiếp sau B là C, … tiếp sau Ch Klà A và ký hiệu chữ cái tiếp sau Ch là next(Ch). Đồ thị này có các tính chất sau:

Giữa các đỉnh thuộc cùng một nhóm không có cạnh nối.

Các đỉnh thuộc 2 nhóm bất kỳ có tên là Ch và next(Ch) có đúng N cạnh nối từ đỉnh thuộc nhóm Ch đến đỉnh thuộc nhóm next(Ch).

Bạn cần được yêu cầu đánh số các đỉnh của đồ thị sao cho:

Các đỉnh thuộc 1 nhóm được đánh các số là hoán vị của các số tự nhiên từ 0 đến N – 1.

Với 2 nhóm Ch và next(Ch) bất kỳ thì N số trên N cạnh nối các đỉnh thuộc chúng là khác nhau. Nếu đỉnh i thuộc nhóm Ch được đánh số là P kề với đỉnh j thuộc nhóm next(Ch) được đánh số là Q thì cạnh nối 2 đỉnh này được đánh số là (N + P – Q) mod N.

Biết rằng 2 cách đánh số các đỉnh của đồ thị được coi là khác nhau nếu trong 2 cách đánh số, tồn tại một đỉnh thuộc một nhóm nào đó được đánh số khác nhau. Bạn hãy tính số cách đánh số khác nhau.

Input

Dòng thứ nhất ghi 2 số nguyên dương K và N là số nhóm và số đỉnh thuộc 1 nhóm.

Mỗi dòng trong K x N dòng tiếp theo ghi 1 cạnh của đồ thị theo dạng Ch i j trong đó Ch là một ký tự, i và j là 2 số nguyên với ý nghĩ có cạnh nối từ đỉnh i của nhóm Ch đến đỉnh j của nhóm next(Ch).

Output

Ghi ra duy nhất một số nguyên là số lượng cách đánh số khác nhau tìm được.

Example

Input:

3 3

A 0 0

A 1 2

A 2 1

B 1 0

B 1 2

B 2 2

C 0 2

C 1 1

C 1 2

Output:

54

Giới hạn:

1 ≤ K ≤ 5

1 ≤ N ≤ 20

Số cách đánh số khác nhau luôn đảm bảo không quá 1000000

* **Người up:** cun
* **Điểm:** 2.00
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ioicamp - marathon 06 - 07

Phòng cháy ( FIRE )

**Giới hạn**

* **Thời gian:** 0.208s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Để đối phó với tình hình biến động của giá xăng dầu, nước X quyết định xây dựng một kho dự trữ dầu với quy mô cực lớn. Kho chứa dầu sẽ bao gồm N bể chứa dầu hình trụ tròn mà ta sẽ biểu diễn trên bản đồ bằng N hình tròn, hình tròn thứ i có tọa độ là (X i, Y i) và bán kính R i, các hình tròn không có điểm chung trong với nhau (nhưng có thể tiếp xúc).

Để đảm bảo an toàn phòng cháy chữa cháy, người ta cần xác định 2 bể chứa dầu gần nhau nhất để tăng cường cách ly khi xảy ra hỏa hoạn.

Biết rằng khoảng cách giữa 2 bể chứa dầu thứ i và thứ j chính bằng khoảng cách giữa 2 đường tròn tương ứng và bằng D ij– R i– R j, trong đó D ijlà khoảng cách Euclide giữa 2 điểm (X i, Y i) và (X j, Y j).

Bạn hãy giúp những người quản lý tìm ra 2 bể chứa dầu này.

Input

Dòng thứ nhất ghi số nguyên dương N là số bể chứa dầu.

Dòng thứ i trong N dòng tiếp theo ghi 3 số nguyên X i, Y i, R ilà tọa độ và bán kính bể chứa dầu thứ i.

Output

Gồm 1 dòng duy nhất là khoảng cách của 2 bể chứa dầu bé nhất tìm được.

Example

**Input:**

3

0 0 1

4 0 2

5 5 3

**Output:**

0.0990

**Giới hạn:**

2 ≤ N ≤ 10000.

|Xi|, |Yi| ≤ 106.

0 < Ri ≤ 106.

Kết quả ghi chính xác đến 4 chữ số sau dấu phẩy.

* **Người up:** cun
* **Điểm:** 1.31
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ioicamp - Marathon 06 - 07

Sắp xếp các viên bi ( QBSORT )

**Giới hạn**

* **Thời gian:** 0.419s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Có N viên bi màu được sắp thành một hàng trên mặt đất, các viên bi thuộc 1 trong K màu được đánh số từ 1 đến K.

Để tiện phân loại, beo\_chay\_so muốn sắp xếp lại các viên bi này sao cho các viên bi cùng màu thì nằm cạnh nhau, như vậy beo\_chay\_so sẽ thu được các đoạn liên tiếp gồm những viên bi cùng màu, mỗi màu chỉ thuộc đúng 1 đoạn.

Mỗi lần beo\_chay\_so chỉ được đổi chỗ 2 viên bi cạnh nhau, hãy giúp beo\_chay\_so sắp xếp lại các viên bi này sao cho số lần phải đổi chỗ các viên bi là ít nhất.

Input

Dòng thứ nhất ghi 2 số N và K là số viên bi và số màu. ( 2 ≤ N ≤ 20000, 1 ≤ K ≤ 10 )

Dòng thứ hai ghi N số nguyên dương là màu của N viên bi theo thứ tự.

Output

Ghi ra duy nhất một số nguyên là số phép đổi chỗ ít nhất.

Example

Input:

5 3

3 2 1 3 2

Output:

3

Giải thích:

Đổi chỗ số thứ 3 và 4:

3 2 3 1 2

Đổi chỗ số thứ 4 và 5:

3 2 3 2 1

Đổi chỗ số thứ 2 và 3:

3 3 2 2 1

* **Người up:** cun
* **Điểm:** 0.85
* **Ngôn ngữ cho phép:**

Tách từ ( WS )

**Giới hạn**

* **Thời gian:** 0.26s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Một từ trong tiếng Việt được cấu tạo nên từ các âm tiết. Khi cho một câu trong tiếng Việt, việc tách các âm tiết thành các từ riêng biệt là một công việc cần thiết nhưng không đơn giản. Chẳng hạn câu: “Ông già đi nhanh quá” có thể được tách thành “/Ông/ già đi /nhanh / quá/” hoặc “Ông già/ đi / nhanh /quá”. Bạn là trợ lý của giáo sư có danh tiếng, công việc của bạn là giúp giáo sư viết một chương trình tách từ. Phần cốt lõi của chương trình là việc mô tả một cấu trúc dữ liệu cho phép thực hiện ba thao tác cơ bản trên 1 dãy n đơn âm cho trước (các đơn âm được đánh số lần lượt từ 1 tới n, theo thứ tự từ trái qua phải). Hai đơn âm cạnh nhau có thể được nối, hoặc không nối với nhau, một từ là một dãy đơn âm liên tiếp (cực đại) nối với nhau. Các thao tác trên cấu trúc dữ liệu bao gồm:

J i j: Nối từ đơn âm thứ i tới đơn âm thứ j với nhau

D i j: Tách các đơn âm từ đơn âm thứ i tới đơn âm thứ j (i ≤ j )

C: Đòi hỏi trả về số lượng từ ( số lượng dãy đơn âm nối nhau)

Chẳng hạn với n = 4 và trạng thái hiện tại của dãy đơn âm đang là ( 1\_2 3\_4 ) :

J 2 3 { Dãy đơn âm sẽ biến đổi thành: 1\_2\_3\_4 }

D 2 4 { Dãy đơn âm sẽ biến đổi thành: 1\_2 3 4 }

C { Trả về giá trị: 3 , do có ba từ là 1\_2, 3 và 4 }

Input

Dòng đầu ghi số K là số từ trong dãy ban đầu và số M là số lượng thao tác.

Dòng tiếp theo ghi K số nguyên dương lần lượt là độ dài của các từ tính từ trái qua phải

M dòng tiếp theo mỗi dòng bắt đầu bằng 1 chữ cái (J/D/C). Trong trường hợp chữ cái bắt đầu là J hoặc D tiếp theo ghi số hiệu từ mà thao tác cần thực hiện.

Output

Ứng với mỗi thao tác C trong input, ghi ra 1 số trên 1 dòng trong file output là số lượng từ tại thời điểm tương ứng.

Example

Input:

2 3

2 2

J 2 3

D 2 4

C

Output:

3

Giới hạn:

Số đơn âm không quá 50000.

M ≤ 100000

* **Người up:** cun
* **Điểm:** 0.56
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ðinh Ngọc Thắng

Hệ quản trị cơ sở dữ liệu ( DBMS )

**Giới hạn**

* **Thời gian:** 0.28s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong một hệ quản trị cơ sở dữ liệu thì một trong những khả năng quan trọng là điều khiển truy cập đồng thời, có nghĩa là khả năng xử lý các tình huống có nhiều người dùng cùng truy cập đến một vùng dữ liệu. Để làm được điều này thì một trong những cách phổ biến là khóa truy cập, có nghĩa là nếu một người đang làm việc với một vùng dữ liệu xác định thì những người khác muốn làm việc với vùng này đều phải chờ.

Cho một hệ cơ sở dữ liệu có N bản ghi được đánh số từ 1 đến N. Có M yêu cầu truy cập và cập nhật các bản ghi đối với hệ cơ sở dữ liệu này. Yêu cầu thứ i được biểu diễn bằng bộ 3 số nguyên dương (a i, b i, ti) có nghĩa là cần cập nhật các bản ghi từ thứ a iđến thứ b itại thời điểm t i. Danh sách các yêu cầu được cho là danh sách các yêu cầu được sắp xếp theo thời gian thực, nghĩa là thỏa mãn t i≤ t jvới mọi i < j.

Hệ quản trị cơ sở dữ liệu sẽ xử lý lần lượt M yêu cầu nói trên. Biết rằng:

- Để xử lý một yêu cầu nào đó thì hệ quản trị cần 1 đơn vị thời gian tuy nhiên nó có khả năng xử lý nhiều hơn 1 yêu cầu tại 1 thời điểm nếu các yêu cầu này không truy cập chung một bản ghi nào. Tại thời điểm này nó sẽ xử lý nhiều yêu cầu nhất có thể.

- Tại một thời điểm, nếu có nhiều hơn 1 yêu cầu cần xử lý thì hệ quản trị cơ sở dữ liệu sẽ xử lý theo thứ tự ưu tiên yêu cầu đứng trước trong danh sách các yêu cầu, nghĩa là yêu cầu có số hiệu nhỏ hơn.Ví dụ:

Các yêu cầu trong 1 thời điểm có số hiệu là 1, 2, ...i.Thì hệ sẽ xử lý yêu cầu 1 sau đó xét lần lượt các yêu cầu từ 2 đến i, gặp yêu cầu nào xử lý được thì xử lý và cứ tiếp tục như thế cho đến hết.

- Các yêu cầu chưa thể xử lý sẽ được cho vào hàng đợi để chờ xử lý tại thời điểm ngay sau đó. Nghĩa là tại thời điểm i chưa xử lý được sẽ chuyển sang xử lý ở thời điểm i+1.

Vì vậy một yêu cầu cần được xử lý tại thời điểm t thì có thể phải chờ đến thời điểm t’ mới được xử lý (t’ ≥ t), khi đó thời gian chờ đợi của yêu cầu này là t’ – t. Bạn hãy tính tổng thời gian chờ đợi của M yêu cầu.

Input

Dòng đầu ghi 2 số nguyên dương N và M.

Dòng thứ i trong M dòng tiếp theo ghi 3 số nguyên dương a i, b i, t i.

Output

Ghi ra duy nhất 1 số nguyên là tổng thời gian chờ đợi

Example

Input:

5 5

1 3 1

2 5 1

3 4 2

1 2 2

1 1 2

Output:

3

Giải thích ví dụ:

-Thời điểm 1: Các yêu cầu đem ra xử lý là 1, 2.

Xử lý yêu cầu 1, yêu cầu 2 chung 2 bản ghi 2, 3 với yêu cầu 1 nên chuyển sang xử lý ở thời điểm 2.

-Thời điểm 2: Các yêu cầu đem ra xử lý là 2, 3, 4, 5.

Xử lý yêu cầu 2, yêu cầu 2 và 3 có chung bản ghi với yêu cầu 2 nên chuyển sang thời điểm 3 để xử lý. Xử lý tiếp yêu cầu 5

-Thời điểm 3: Các yêu cầu đem ra xử lý là 3, 4.

Xử lý yêu cầu 3 và yêu cầu 4, vì chúng không có chung bản ghi nào

-Thời điểm xử lý các yêu cầu từ 1.. 5 tương ứng sẽ là 1, 2, 3, 3, 2

Giới hạn:

1 ≤ N ≤ 100000.

1 ≤ M ≤ 100000.

1 ≤ ai ≤ bi ≤ N.

1 ≤ ti ≤ 100000.

* **Người up:** cun
* **Điểm:** 1.86
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Dựa trên 1 bài của IOICAMP 3

**Trang 4**

Thăm quan công viên Disney ( QBDISNEY )

**Giới hạn**

* **Thời gian:** 0.059s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Công viên DISNEYLAND là một công viên hiện đại mới được xây dựng ở ngoại ô Hà Nội để dành riêng cho trẻ em. Công viên này có N điểm vui chơi được đánh số từ 1 đến N. Các điểm vui chơi được nối liền với nhau bằng các đoạn đường hai chiều theo hướng Bắc – Nam, hoặc Đông – Tây. Các điểm vui chơi nằm ở giao của hai con đường. Khoảng cách giữa hai điểm vui chơi liên tiếp cách đều nhau.

Bé Bi được bố mẹ cho phép đến công viên chơi trong một ngày. Vì công viên quá rộng lớn và hấp dẫn nên bé Bi muốn lựa chọn một con đường đi qua một số điểm vui chơi sao cho không có điểm vui chơi nào đi qua 2 lần. Vì bố mẹ sợ bé Bi bị lạc, nên bố mẹ chỉ cho phép bé đi trên đoạn đường gồm không quá K ngã rẽ (không được đổi hướng quá K lần). Biết rằng độ dài đoạn đường nối hai điểm kề nhau có giá trị là 1. Bạn hãy giúp bố mẹ bé tính xem, đoạn đường dài nhất thỏa mãn điều kiện đó có độ dài là bao nhiêu, và có bao nhiêu đoạn đường thỏa mãn điều kiện đó. Lưu ý rằng công viên rất hiện đại nên có cả hệ thống cầu vượt và hầm chui. Chính vì vậy sẽ có những trường hợp như test ví dụ thứ hai dưới đây (các đỉnh ở cùng tọa độ nhưng hoàn toàn phân biệt với nhau).

Input

Dòng thứ nhất ghi 2 số nguyên dương N và K là số điểm vui chơi và số ngã rẽ nhiều nhất. ( 0 ≤ K < N ≤ 10000 )

Dòng thứ i trong N dòng tiếp theo ghi 4 số nguyên mô tả thông tin về điểm vui chơi thứ i. Bốn số nguyên là L, D, R, U là điểm vui chơi nằm bên trái, dưới, phải, trên điểm vui chơi thứ i. (Nếu có số bằng 0 tương ứng với phía đó không có điểm vui chơi nào).

Output

Gồm 2 số nguyên S và P trong đó S là độ dài đường đi dài nhất và P là số đường đi có độ dài là S.

Example

Input:

12 4

0 2 3 4

0 0 0 1

1 0 0 0

5 1 0 0

6 0 4 0

0 7 5 0

8 0 9 6

10 11 7 12

7 0 0 0

0 0 8 0

0 0 0 8

0 8 0 0

Output:

7 4

Input:

5 2

0 0 2 0

1 3 0 0

4 0 0 2

0 0 3 5

0 4 0 0

Output:

3 2

* **Người up:** cun
* **Điểm:** 1.60
* **Ngôn ngữ cho phép:**

Congruence Equation ( DPEQN )

**Giới hạn**

* **Thời gian:** 1.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Cho phương trình đồng dư:

a1x1 + ... a2x2 + ... + anxn = b (mod m)

Trong đó a 1, a 2, ..., a n, b và m là các hằng số nguyên dương cho trước; x 1, x 2, ..., x nlà các ẩn.

Tìm một nghiệm của phương trình trên, hoặc thông báo phương trình vô nghiệm.

Dữ liệu

Dòng đầu tiên ghi số bộ test, mỗi bộ test có dạng như sau:

* Dòng 1: n (1 ≤ n ≤ 100)
* Dòng 2: gồm n số nguyên a 1, a 2, ..., a n(1 ≤ a i≤ 10 8)
* Dòng 3: b, m (1 ≤ b, m ≤ 10 8)

Mỗi bộ test được phân cách bởi một dòng trắng ở đầu.

Kết quả

Với mỗi bộ test, nếu phương trình không có nghiệm , in ra dòng "NO". Trong trường hợp có nghiệm, in ra trên một dòng n số nguyên x 1, x 2, ..., x n(0 ≤ x i< m) là một nghiệm tìm được.

Ví dụ

Dữ liệu

2

2

4 6

6 10

2

4 6

3 8

Kết quả

1 2

NO

* **Người up:** paulmcvn
* **Điểm:** 1.40
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** © VNOI

Divisibility Relation ( DIVREL )

**Giới hạn**

* **Thời gian:** 0.194s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Quan hệ chia hết

Cho n số nguyên dương. Hãy chọn ra nhiều số nhất sao cho không có hai số a, b nào được chọn mà a chia hết cho b.

Dữ liệu

* Dòng 1: n (1 ≤ n ≤ 200).
* Dòng 2: n số nguyên dương a 1, a 2, ..., a n(1 ≤ a i≤ 10 9).

Kết quả

* Dòng 1: k, số số nhiều nhất có thể chọn.
* Dòng 2: k số được chọn.

Ví dụ

Dữ liệu

8

1 2 3 5 6 8 7 9

Kết quả

5

5 6 8 7 9

Dữ liệu

4

2 3 2 3

Kết quả

2

2 3

* **Người up:** paulmcvn
* **Điểm:** 0.75
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Vietnamese IOI Selection Test 2007

Tree Construction ( TREECST )

**Giới hạn**

* **Thời gian:** 3.0s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Xây dựng cây

Cho một cây có N đỉnh. Tìm cách xóa đi một cạnh thuộc cây và thêm vào một cạnh mới, sao cho sau đó, độ dài đường đi dài nhất trên cây là nhỏ nhất có thể. Độ dài của một đường đi được tính bằng số cạnh thuộc đường đi đó.

Dữ liệu

Dòng đầu tiên chứa số N (1 ≤ N ≤ 300 000).

N-1 dòng sau, mỗi dòng chứa 2 số nguyên mô tả một cạnh của cây.

Kết quả

* Dòng đầu tiên in ra độ dài nhỏ nhất tìm được.
* Dòng thứ hai ghi 2 số nguyên cho biết cạnh cần xóa.
* Dòng thứ ba ghi 2 số nguyên cho biết cạnh cần thêm vào.

Nếu có nhiều lời giải, chỉ cần in ra một lời giải bất kỳ.Ví dụ

Dữ liệu

4

1 2

2 3

3 4

Kết quả

2

3 4

4 2

Dữ liệu

7

1 3

2 3

2 7

4 3

7 5

3 6

Kết quả

3

2 3

7 3

* **Người up:** paulmcvn
* **Điểm:** 1.16
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** COCI 2008-2009, #1

Kiềng ba chân ( TRIPOD )

**Giới hạn**

* **Thời gian:** 0.079s
* **Bộ nhớ:** 1536MB
* **Mã nguồn:** 50000 bytes

Trong một chuyến đi dã ngoại, BB muốn cùng các bạn bắc bếp nấu cơm trên khu đất cắm trại. Trên mặt đất có n hòn đá, không có 2 hòn đá nào có cùng vị trí. Mọi người sẽ chọn ra 3 trong số các hòn đá này để bắc nồi lên. 3 hòn đá phải được chọn sao cho bán kính hình tròn chứa chúng là nhỏ nhất vì nếu có một cái nồi nhỏ bắc được lên 3 hòn đá này thì cái nồi có bán kính lớn hơn cũng có thể bắc được lên 3 hòn đá này. Bạn hãy giúp BB tìm ra 3 hòn đá cần chọn.

Input

Dòng đầu tiên ghi số n là số hòn đá.

Trong n dòng sau, dòng thứ u ghi một cặp số nguyên x u, y ulà tọa độ của hòn đá thứ u.

Output

Ghi ra bán kính hình tròn chứa 3 hòn đá tìm được ( Chính xác đến 5 chữ số sau dấu phẩy ).

Example

Input:

3

0 0

4 0

0 4

Output:

2.82842

Giới hạn:

3 ≤ N ≤ 1000.

|xu|, |yu| ≤ 30000

* **Người up:** cun
* **Điểm:** 1.05
* **Ngôn ngữ cho phép:**
* **Nguồn bài:** Ioicamp - marathon 05 - 06